
SOCIAL LEARNING
Opinion Formation and Decision-Making over Graphs

Vincenzo Matta
Virginia Bordignon

Ali H. Sayed



EURASIP–Now Publishers Open Access Book Series
on Information and Learning Sciences
Editor-in-chief
Ali H. Sayed (EPFL, Switzerland)

Editors
Helmut Bölcskei (ETH Zurich, Switzerland)
Alfred O. Hero (University of Michigan, USA)
Angelia Nedich (Arizona State University, USA)
H. Vincent Poor (Princeton University, USA)
Sergios Theodoridis (University of Athens, Greece)
Abdelhak Zoubir (Technical University Darmstadt, Germany)



Published, sold and distributed by:
now Publishers Inc.
PO Box 1024
Hanover, MA 02339
United States
Tel. +1-781-985-4510
www.nowpublishers.com
sales@nowpublishers.com

Outside North America:
now Publishers Inc.
PO Box 179
2600 AD Delft
The Netherlands
Tel. +31-6-51115274

EURASIP–Now Publishers Open Access Book Series on Information and
Learning Sciences

ISBN: 978-1-63828-472-7
E-ISBN: 978-1-63828-473-4
DOI: 10.1561/9781638284734

Copyright © 2025 Vincenzo Matta, Virginia Bordignon, and Ali H. Sayed

Suggested citation: Vincenzo Matta, Virginia Bordignon, and Ali H. Sayed
(2025). Social Learning: Opinion Formation and Decision-Making over
Graphs. Boston–Delft: Now Publishers.





Dedication

To Chiara and Sara, for their smiling eyes that inspire me. To my mother,
and in memory of my father, for the sacrifices I will never repay (V. Matta)

To Cláudia, Inete, and in memory of Assis Bordignon (V. Bordignon)

To Thomas Kailath, for his unwavering guidance and support (A. H. Sayed)





Contents

Dedication v

Preface xi

1 Introduction 1
1.1 Examples of Social Learning . . . . . . . . . . . . . . . . . . 2
1.2 Building Opinions . . . . . . . . . . . . . . . . . . . . . . . . 6
1.3 Book Organization . . . . . . . . . . . . . . . . . . . . . . . . 10
1.4 Notation, Symbols, and Conventions . . . . . . . . . . . . . . 13

2 Bayesian Learning 17
2.1 The Bayesian Way . . . . . . . . . . . . . . . . . . . . . . . . 18
2.2 Properties of Bayes’ Rule . . . . . . . . . . . . . . . . . . . . 22
2.3 Information-Theoretic Interpretations . . . . . . . . . . . . . . 31
2.4 Stochastic-Optimization Interpretation . . . . . . . . . . . . . 34

3 From Single-Agent to Social Learning 41
3.1 Bayesian versus Non-Bayesian Learning . . . . . . . . . . . . . 42
3.2 Non-Bayesian Social Learning . . . . . . . . . . . . . . . . . . 45
3.3 Information-Theoretic Viewpoint . . . . . . . . . . . . . . . . 47
3.4 Behavioral Viewpoint . . . . . . . . . . . . . . . . . . . . . . 52
3.5 Unifying Framework . . . . . . . . . . . . . . . . . . . . . . . 63

4 Network Models 67
4.1 Network Graphs . . . . . . . . . . . . . . . . . . . . . . . . . 67
4.2 Combination Matrices . . . . . . . . . . . . . . . . . . . . . . 73
4.3 Strong and Primitive Graphs . . . . . . . . . . . . . . . . . . 77
4.4 Stochastic Combination Matrices . . . . . . . . . . . . . . . . 80
4.5 Weak Graphs . . . . . . . . . . . . . . . . . . . . . . . . . . . 82
4.6 Combination Policies . . . . . . . . . . . . . . . . . . . . . . 91

5 Social Learning with Geometric Averaging 95
5.1 Belief Convergence . . . . . . . . . . . . . . . . . . . . . . . 96
5.2 Learning over Connected Graphs . . . . . . . . . . . . . . . . 101



5.3 Objective Evidence . . . . . . . . . . . . . . . . . . . . . . . 104
5.4 Subjective Evidence . . . . . . . . . . . . . . . . . . . . . . . 108
5.5 Fake Evidence . . . . . . . . . . . . . . . . . . . . . . . . . . 112
5.6 Learning over Weak Graphs . . . . . . . . . . . . . . . . . . . 114

6 Error Probability Performance 121
6.1 Useful Statistical Descriptors . . . . . . . . . . . . . . . . . . 122
6.2 Normal Approximation for Large t . . . . . . . . . . . . . . . 127
6.3 Large Deviations for Large t . . . . . . . . . . . . . . . . . . . 134

7 Social Learning with Arithmetic Averaging 145
7.1 Modeling Assumptions . . . . . . . . . . . . . . . . . . . . . 146
7.2 Belief Convergence . . . . . . . . . . . . . . . . . . . . . . . 147

8 Adaptive Social Learning 157
8.1 Stubbornness of Agents . . . . . . . . . . . . . . . . . . . . . 157
8.2 Adaptive Update . . . . . . . . . . . . . . . . . . . . . . . . . 159
8.3 Learning versus Adaptation . . . . . . . . . . . . . . . . . . . 164
8.4 Adaptive Setting . . . . . . . . . . . . . . . . . . . . . . . . . 166
8.5 Variation on ASL . . . . . . . . . . . . . . . . . . . . . . . . 168

9 Learning Accuracy under ASL 171
9.1 Steady-State Analysis . . . . . . . . . . . . . . . . . . . . . . 172
9.2 Small-δ Regime . . . . . . . . . . . . . . . . . . . . . . . . . 178
9.3 Consistency of Adaptive Social Learning . . . . . . . . . . . . 180
9.4 Normal Approximation for Small δ . . . . . . . . . . . . . . . 187
9.5 Large Deviations for Small δ . . . . . . . . . . . . . . . . . . 192
9.6 Main Performance Characteristics . . . . . . . . . . . . . . . . 202

10 Adaptation under ASL 205
10.1 Qualitative Description of the Transient Phase . . . . . . . . . 205
10.2 Quantitative Transient Analysis . . . . . . . . . . . . . . . . . 210
10.3 Adaptation Time . . . . . . . . . . . . . . . . . . . . . . . . . 216
10.4 Summary: Learning and Adaptation under ASL . . . . . . . . 232

11 Partial Information Sharing 235
11.1 Partial Information Framework . . . . . . . . . . . . . . . . . 236
11.2 Decoding Strategies . . . . . . . . . . . . . . . . . . . . . . . 237
11.3 Asymptotic Learning Objectives . . . . . . . . . . . . . . . . . 241



11.4 Memoryless Strategy . . . . . . . . . . . . . . . . . . . . . . 242
11.5 Memory in Partial Information . . . . . . . . . . . . . . . . . 257
11.6 Comparing Strategies . . . . . . . . . . . . . . . . . . . . . . 270
11.A Appendix: Preliminary Results . . . . . . . . . . . . . . . . . . 274
11.B Appendix: Proof of Theorem 11.2 . . . . . . . . . . . . . . . . 286
11.C Appendix: Proof of Theorem 11.3 . . . . . . . . . . . . . . . . 290

12 Social Machine Learning 297
12.1 Social Machine Learning Model . . . . . . . . . . . . . . . . . 299
12.2 General Decision Statistics . . . . . . . . . . . . . . . . . . . 302
12.3 Training Phase . . . . . . . . . . . . . . . . . . . . . . . . . . 306
12.4 Performance Guarantees . . . . . . . . . . . . . . . . . . . . . 312
12.5 Sample Complexity . . . . . . . . . . . . . . . . . . . . . . . 318
12.6 Illustrative Examples . . . . . . . . . . . . . . . . . . . . . . . 321
12.A Appendix: Notation for Binary Decision Problems . . . . . . . 328
12.B Appendix: Bounds for Consistent Learning . . . . . . . . . . . 330
12.C Appendix: Proof of Theorem 12.1 . . . . . . . . . . . . . . . . 338
12.D Appendix: Proof of Theorem 12.2 . . . . . . . . . . . . . . . . 341
12.E Appendix: Auxiliary Results . . . . . . . . . . . . . . . . . . . 342

13 Extensions and Conclusions 347
13.1 Non-Bayesian Updates . . . . . . . . . . . . . . . . . . . . . 347
13.2 Censored Beliefs . . . . . . . . . . . . . . . . . . . . . . . . . 361
13.3 Learning the Social Graph . . . . . . . . . . . . . . . . . . . . 368

Appendices 373

A Convex Functions 375

B Entropy and KL Divergence 377

C Probabilistic Inequalities 381

D Stochastic Convergence 385
D.1 Types of Stochastic Convergence . . . . . . . . . . . . . . . . 385
D.2 Fundamental Asymptotic Results . . . . . . . . . . . . . . . . 388
D.3 Convergence of Sums and Recursions . . . . . . . . . . . . . . 394
D.4 Martingales . . . . . . . . . . . . . . . . . . . . . . . . . . . 397



E Large Deviations 401
E.1 Empirical Averages . . . . . . . . . . . . . . . . . . . . . . . 401
E.2 Large Deviation Principle . . . . . . . . . . . . . . . . . . . . 427

F Random Sums and Series 431
F.1 Convergent Random Series . . . . . . . . . . . . . . . . . . . 431
F.2 Random Sums Relevant to Adaptive Social Learning . . . . . . 432
F.3 Vector Case for Network Behavior . . . . . . . . . . . . . . . 436

G Rademacher Complexity 451
G.1 General Case . . . . . . . . . . . . . . . . . . . . . . . . . . . 451
G.2 Multilayer Perceptrons . . . . . . . . . . . . . . . . . . . . . . 454

References 459

About the Authors 469



Preface

Social learning is a timely and highly relevant topic that addresses themes
such as the study of opinion formation and propagation over networks,
or how cooperating agents (e.g., humans, robots, or sensors) affect one
another and make decisions based on decentralized observations.

Many complex cognitive systems are made up of individual agents
whose activities are the result of sophisticated “social” interactions with
other agents. Consider how people build their opinions about a particular
phenomenon. The opinions form through repeated interactions with other
people, whether in person or virtually (e.g., over a social network). A
diffusion mechanism occurs, by which ideas, information, and even false
news spread throughout the network. Nature provides many other examples
of cooperative learning in the form of biological networks.

Social learning occurs in man-made systems as well, in the form of
multi-agent decision-making procedures. One example is a robotic swarm
deployed over a hazardous area for a rescue operation. Multi-agent decision-
making can be critical in this scenario, as some robots operating in adverse
conditions (e.g., with limited visibility or partial information) would only
be able to complete their task by cooperating with other robots that have
better access to critical information.

The primary focus of this text is on techniques for information diffusion
and decision-making over graphs, as well as the examination of how agents’
decisions evolve dynamically in response to interactions with neighbors
and the environment. There are at least two reasons why research on
social learning is important. On one hand, it provides for a more in-depth
explanation of the fundamental cognitive mechanisms that enable opinion
formation and the dissemination of knowledge (or disinformation) across
graphs. On the other hand, the study of social learning is important for the
design of reliable distributed decision-making strategies, which encounter
applications in a range of settings involving highly dynamic environments,
nonstationary data and uncertain models, untrustworthy or malicious
agents, sparsely connected graphs, and restricted communication.



The text provides a unifying framework and a comprehensive presen-
tation for understanding and developing social learning strategies. The
treatment starts from the theory of optimal single-agent learning, to ar-
rive gradually at the foundations of social learning by multiple agents
connected through a graph, whose structure can induce interesting and
diversified phenomena. For example, we will see how connected graphs
enable agreement across the agents, whereas a “mind control” mechanism
emerges over weakly connected graphs, where the network is split into
influencers and influenced agents.

After a detailed illustration of the traditional techniques, the focus
is shifted to recent advances and trends in social learning. For example,
we will show that traditional strategies produce stubborn agents, which
oppose new states of information and are reluctant to respond to changes
in the environment. We then explain how to endow social networks with
adaptation and learning capabilities to detect these drifting situations.
We also present methodologies to deal with the sharing of incomplete or
partial information, and we explain how to design social machine learning
solutions where the agents rely exclusively on data.

The text relies on various powerful tools, such as stochastic convergence,
large deviation analysis, martingales, and the Rademacher complexity. The
necessary elements to understand and use these tools are collected in the
appendices.
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Chapter 1

Introduction

By social learning, in this book we refer to an ensemble of mathematical
models and inferential strategies for opinion formation and decision-making
over graphs [27].

To motivate the use of the term “learning,” let us consider a situation
where there exist some possible choices, called the hypotheses or classes.
These choices could correspond to the weather condition (such as sunny
or rainy), to the outcome of a soccer match (such as a victory, draw, or
loss), or to the type of restaurant that a group of friends would like to
book. Some agents collect data related to the phenomenon of interest and
their learning objective is to assign probability scores, called beliefs, to all
possible hypotheses. These scores would quantify the levels of confidence
or “opinions” of each agent about each of the potential hypotheses. For
example, in the weather forecasting problem, the data sensed by the agents
can be measurements of humidity, atmospheric pressure, or temperature,
and the opinions formed by one agent in relation to the sunny or rainy
condition could be in the form: “Tomorrow will likely be sunny with 90%
confidence and rainy with 10% confidence.” In other words, each agent
will form a belief vector, which happens to be a probability vector with
nonnegative entries adding up to 1. Each entry of this vector will represent
the credit that the agent assigns to the corresponding hypothesis being
the truth. This process of belief formation enables automatic decision-
making, since an agent can select as the most plausible hypothesis the one
corresponding to the highest belief. When the agents continuously collect
streams of data supporting increasing evidence in favor of one particular
hypothesis, it is expected that they will ultimately place all the probability
mass on that hypothesis.



2 Introduction

The qualification “social,” on the other hand, refers to the networked or
graphical structure (i.e., the graph) that links multiple agents together, as
happens in the context of social networks, biological networks, or robotic
swarms. These networks (also referred to as multi-agent networks [151,
152]) consist of multiple communicating agents, equipped with sensing and
cognitive abilities that allow them to cooperate and extract meaningful
information from measurements. Nature itself provides numerous examples
of cooperative learning through sophisticated dynamics arising, e.g., over
biological networks [11, 39, 98], in animal behavior [5, 39, 51, 64, 138, 156],
and in brain science [15, 38, 162].

In social learning, the decentralized interaction between dispersed agents
takes place through repeated local consultation steps, where neighboring
agents, i.e., agents linked by edges over a graph, are allowed to exchange
their beliefs over these edges. Consider, for instance, the manner in which
humans form their opinions about a certain phenomenon of interest. In this
case, the opinions of an individual take shape via repeated interactions with
other people they can consult with (i.e., their neighbors), whether through
direct contact or virtually over a social platform. A diffusion mechanism
emerges through which opinions, information, or even fake news propagate.
Social learning strategies also arise over man-made systems, e.g., over
distributed networks of sensors that collect measurements and exchange
information to solve a decision-making problem. Compared with standalone
learning strategies, social (i.e., networked or decentralized) strategies yield
improved performance and robustness. They also enable agents to overcome
their individual limitations by leveraging collaboration during the learning
process.

1.1 Examples of Social Learning

The social learning problem is encountered across a range of disciplines
and applications, including cognitive sciences (e.g., psychology), social sci-
ences (e.g., economics), statistics, biology, engineering design, and others.
Depending on the context, the term “social learning” might emphasize
different aspects. For example, in [10] the topic of social learning is ad-
dressed from the perspective of psychology, whereas in [43] the focus is
on learning dynamics that arise in economics. In our treatment, social
learning will be useful to examine how the beliefs assigned to some hypothe-
ses of interest evolve through interactions over a graph. It will also be a
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driver to enable decision-making by networked agents. In other words, the
framework adopted herein is general enough to allow applications across
different fields, such as the study of opinion formation over graphs, the
dissemination of misinformation over these same topologies, as well as
the ability to perform decision-making by robotic swarms, meteorological
stations, or by communication and control networks in engineering design.

The manner in which a group of individuals is able to aggregate dispersed
information has been the subject of several studies before. As early as the
18th century [48], scientists have been studying how multiple individuals
can combine their information to learn some underlying truth. In [76], the
following social experiment was described. People at a fair were asked to
guess the weight of an ox, and 787 guesses were collected. The interesting
result was that, while the individual guesses varied, their median value
approached the true weight of the animal. The success of aggregating
estimates in this experiment reinforces the idea of the “wisdom of the
crowd,” according to which a collective of agents could combine opinions
to improve the reliability of the conclusions reached by a single individual.

Example 1.1 (Brazil-Italy soccer match). Assume the World Cup final is between Brazil
and Italy. Three friends want to predict the winner of the match. Friend 1 is Italian,
friends 2 and 3 are Brazilian. Figure 1.1 shows four possible scenarios arising from the
opinion formation process, with focus on the belief of friend 1.

In cases (a) and (b) the three friends do not communicate with each other (in the
graph shown in the top part of the figure, we see each node connected only to itself),
i.e., they form their individual opinions only based on their own private information.
In case (a) the data collected by friend 1 and the model they use to interpret the data
support victory by Brazil. The belief of friend 1 accordingly places more mass on that
hypothesis. In contrast, in case (b) friend 1 is biased by being a supporter of the Italian
team, resulting in an opinion favoring their victory.

Let us now consider how the situation changes if friend 1 interacts with their Brazil-
ian friends, according to the communication graph displayed in the bottom part of the
figure. We assume the data and models of friends 2 and 3 always support the hypothesis
of a Brazilian victory. In case (c) the belief of friend 1 in favor of Brazil is reinforced
by the interaction with friends 2 and 3, thus leading to a higher mass concentration
on that hypothesis. The most interesting situation occurs in case (d). Here, owing to
cooperation and the sharing of information, friend 1 ends up changing their mind and is
driven to believe that Brazil will win.1

Despite its simplicity, the previous example illustrates the fundamental
interplay that arises between data, models, and network, and how this

1The perspective given in this particular example might be biased by the birth nationality
of the authors, especially by the fact that one of the authors is a minority.
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data of friend 1
support victory by Brazil

<latexit sha1_base64="9pUG3OGNMCh5C+EEZOR5Fa/LUvU=">AAACOXicbVBNSyNBEO3xe6PrZvXopTEInsJMdmH3KHrZYwSjQiaEmp6a2NjTPXTXBMbBv+XFf7G3BS8eFPHqH7ATs+DXg4bHe1XVVS8plHQUhv+CufmFxaXllS+N1bWv69+a3zeOnSmtwJ4wytjTBBwqqbFHkhSeFhYhTxSeJOcHE/9kjNZJo4+oKnCQw0jLTAogLw2b3TjBkdS1QE1oLxtxkvEUCLjJeGYl6pRHcTyVXVkUxhIfS0HGVjyp+L6FC6kasS/7P2HYbIXtcAr+kUQz0mIzdIfNv3FqRJn7dqHAuX4UFjSowZIUCv1GpcMCxDmMsO+phhzdoJ5efsl3vJLyzFj/NPGp+rqjhty5Kk98ZQ505t57E/Ezr19S9ntQS12UhFq8fJSVipPhkxh5Ki0KUpUnIKz0u3JxBhaEz8A1fAjR+5M/kuNOO/rR7hx2Wns/Z3GssC22zXZZxH6xPfaHdVmPCXbFbtgduw+ug9vgIXh8KZ0LZj2b7A2Cp2dtpK1H</latexit>

data of friend 1
support victory by Italy

<latexit sha1_base64="/n8KdmQv/24vnUfHtvw35OJbAWc=">AAACOHicbVBNSyNBEO3R9WPjV9Y97qXZsOApzERBj4KX9bQubDSQCaGmpyZp7OkeumuEYfBnefFneBMve1DEq7/ATszCbrIPGh7vVVVXvaRQ0lEY3gdLyx9WVtfWPzY2Nre2d5qfds+dKa3ArjDK2F4CDpXU2CVJCnuFRcgThRfJ5cnEv7hC66TRv6gqcJDDSMtMCiAvDZs/4gRHUtcCNaG9bsRJxlMg4CbjmZWoUx7F8VR2ZVEYS/xKCjK24knFTwlU1Yh91Z8Bw2YrbIdT8EUSzUiLzXA2bN7FqRFl7tuFAuf6UVjQoAZLUij0C5UOCxCXMMK+pxpydIN6evg1/+aVlGfG+qeJT9W/O2rInavyxFfmQGM3703E/3n9krKjQS11URJq8f5RVipOhk9S5Km0KEhVnoCw0u/KxRgsCJ+Ba/gQovmTF8l5px3ttzs/O63jg1kc6+wL+8r2WMQO2TH7zs5Ylwl2wx7YI3sKboPfwXPw8l66FMx6PrN/ELy+AZgTrNw=</latexit>

no communication
<latexit sha1_base64="XJn/UsIKjU7cnPLs+e7+CN1joM0=">AAACGXicbVDLSgMxFM34rPU16tJNsAiuykwVdFlw47KCfUBbSia904bmMSQZoQz9DTf+ihsXirjUlX9j2o6grQcCh3PO5eaeKOHM2CD48lZW19Y3Ngtbxe2d3b19/+CwYVSqKdSp4kq3ImKAMwl1yyyHVqKBiIhDMxpdT/3mPWjDlLyz4wS6ggwkixkl1kk9P+hEMGAyoyAt6EmxE8VYKkyVEKnMU8UOyP5PoueXgnIwA14mYU5KKEet5390+oqmwo1TToxph0FiuxnRllEObmNqICF0RAbQdlQSAaabzS6b4FOn9HGstHvS4pn6eyIjwpixiFxSEDs0i95U/M9rpza+6mZMJqkFSeeL4pRjq/C0JtxnGqjlY0cI1cz9FdMh0YS6DkzRlRAunrxMGpVyeF6u3FZK1Yu8jgI6RifoDIXoElXRDaqhOqLoAT2hF/TqPXrP3pv3Po+uePnMEfoD7/MbfyuhMA==</latexit>

communication
<latexit sha1_base64="W8+6chBsi1wnleSXv0u0NTpCqBE=">AAACFnicbVDLSgMxFM3UVx1fVZdugkVwY5mpgi4LblxWsA9oS8lk7rShSWZIMkIZ+hVu/BU3LhRxK+78G9N2BG09EDiccy439wQJZ9p43pdTWFldW98obrpb2zu7e6X9g6aOU0WhQWMeq3ZANHAmoWGY4dBOFBARcGgFo+up37oHpVks78w4gZ4gA8kiRomxUr901g1gwGRGQRpQE7cbRJjGQqQyj7hdkOGP3S+VvYo3A14mfk7KKEe9X/rshjFNhR2nnGjd8b3E9DKiDKMc7LpUQ0LoiAygY6kkAnQvm501wSdWCXEUK/ukwTP190RGhNZjEdikIGaoF72p+J/XSU101cuYTFIDks4XRSnHJsbTjnDIFFDDx5YQqpj9K6ZDogi1HWjXluAvnrxMmtWKf16p3lbLtYu8jiI6QsfoFPnoEtXQDaqjBqLoAT2hF/TqPDrPzpvzPo8WnHzmEP2B8/ENXw2gFQ==</latexit>

belief of friend 1
<latexit sha1_base64="ckY6RXBgFTe//BP7wfGt7khg02E=">AAACFnicbVDLSgMxFM3UVx1foy7dBIvgxjJTBV0W3LisYB/QDiWTudOGZjJDkhHK0K9w46+4caGIW3Hn35i2I2jrhYTDOffc5J4g5Uxp1/2ySiura+sb5U17a3tnd8/ZP2ipJJMUmjThiewERAFnApqaaQ6dVAKJAw7tYHQ91dv3IBVLxJ0ep+DHZCBYxCjRhuo7Z70ABkzkFIQGObEDMwkinEQ4kgxEiL2euX/kvlNxq+6s8DLwClBBRTX6zmcvTGgWGzvlRKmu56baz4nUjHKY2L1MQUroiAyga6AgMSg/n601wSeGCXGUSHOExjP2tyMnsVLjODCdMdFDtahNyf+0bqajKz9nIs00CDp/KMo41gmeZoRDJoFqPjaAUMnMXzEdEkmoyUDZJgRvceVl0KpVvfNq7bZWqV8UcZTRETpGp8hDl6iOblADNRFFD+gJvaBX69F6tt6s93lrySo8h+hPWR/fltSflg==</latexit>

belief of friend 1
<latexit sha1_base64="ckY6RXBgFTe//BP7wfGt7khg02E=">AAACFnicbVDLSgMxFM3UVx1foy7dBIvgxjJTBV0W3LisYB/QDiWTudOGZjJDkhHK0K9w46+4caGIW3Hn35i2I2jrhYTDOffc5J4g5Uxp1/2ySiura+sb5U17a3tnd8/ZP2ipJJMUmjThiewERAFnApqaaQ6dVAKJAw7tYHQ91dv3IBVLxJ0ep+DHZCBYxCjRhuo7Z70ABkzkFIQGObEDMwkinEQ4kgxEiL2euX/kvlNxq+6s8DLwClBBRTX6zmcvTGgWGzvlRKmu56baz4nUjHKY2L1MQUroiAyga6AgMSg/n601wSeGCXGUSHOExjP2tyMnsVLjODCdMdFDtahNyf+0bqajKz9nIs00CDp/KMo41gmeZoRDJoFqPjaAUMnMXzEdEkmoyUDZJgRvceVl0KpVvfNq7bZWqV8UcZTRETpGp8hDl6iOblADNRFFD+gJvaBX69F6tt6s93lrySo8h+hPWR/fltSflg==</latexit>

belief of friend 1
<latexit sha1_base64="ckY6RXBgFTe//BP7wfGt7khg02E=">AAACFnicbVDLSgMxFM3UVx1foy7dBIvgxjJTBV0W3LisYB/QDiWTudOGZjJDkhHK0K9w46+4caGIW3Hn35i2I2jrhYTDOffc5J4g5Uxp1/2ySiura+sb5U17a3tnd8/ZP2ipJJMUmjThiewERAFnApqaaQ6dVAKJAw7tYHQ91dv3IBVLxJ0ep+DHZCBYxCjRhuo7Z70ABkzkFIQGObEDMwkinEQ4kgxEiL2euX/kvlNxq+6s8DLwClBBRTX6zmcvTGgWGzvlRKmu56baz4nUjHKY2L1MQUroiAyga6AgMSg/n601wSeGCXGUSHOExjP2tyMnsVLjODCdMdFDtahNyf+0bqajKz9nIs00CDp/KMo41gmeZoRDJoFqPjaAUMnMXzEdEkmoyUDZJgRvceVl0KpVvfNq7bZWqV8UcZTRETpGp8hDl6iOblADNRFFD+gJvaBX69F6tt6s93lrySo8h+hPWR/fltSflg==</latexit>

belief of friend 1
<latexit sha1_base64="ckY6RXBgFTe//BP7wfGt7khg02E=">AAACFnicbVDLSgMxFM3UVx1foy7dBIvgxjJTBV0W3LisYB/QDiWTudOGZjJDkhHK0K9w46+4caGIW3Hn35i2I2jrhYTDOffc5J4g5Uxp1/2ySiura+sb5U17a3tnd8/ZP2ipJJMUmjThiewERAFnApqaaQ6dVAKJAw7tYHQ91dv3IBVLxJ0ep+DHZCBYxCjRhuo7Z70ABkzkFIQGObEDMwkinEQ4kgxEiL2euX/kvlNxq+6s8DLwClBBRTX6zmcvTGgWGzvlRKmu56baz4nUjHKY2L1MQUroiAyga6AgMSg/n601wSeGCXGUSHOExjP2tyMnsVLjODCdMdFDtahNyf+0bqajKz9nIs00CDp/KMo41gmeZoRDJoFqPjaAUMnMXzEdEkmoyUDZJgRvceVl0KpVvfNq7bZWqV8UcZTRETpGp8hDl6iOblADNRFFD+gJvaBX69F6tt6s93lrySo8h+hPWR/fltSflg==</latexit>

hypothesis
<latexit sha1_base64="txcK/gzCg8PMMYBaGW7712h62MI=">AAACDnicbVDLSsNAFJ3UV42vqEs3wVJwVZIq6LLgxmUF+4AmlMn0phk6mYSZiRBCv8CNv+LGhSJuXbvzb5y2EbT1wMDhnHu4c0+QMiqV43wZlbX1jc2t6ra5s7u3f2AdHnVlkgkCHZKwRPQDLIFRDh1FFYN+KgDHAYNeMLme+b17EJIm/E7lKfgxHnMaUoKVloZW3QtgTHlBgCsQUzPK00RFIKn0gI9+5KFVcxrOHPYqcUtSQyXaQ+vTGyUki3WcMCzlwHVS5RdYKEoYTE0vk5BiMsFjGGjKcQzSL+bnTO26VkZ2mAj9uLLn6u9EgWMp8zjQkzFWkVz2ZuJ/3iBT4ZVfUJ5mCjhZLAozZqvEnnVjj6gAoliuCSaC6r/aJMICE92BNHUJ7vLJq6TbbLjnjeZts9a6KOuoohN0is6Qiy5RC92gNuoggh7QE3pBr8aj8Wy8Ge+L0YpRZo7RHxgf3wkynVE=</latexit>

hypothesis
<latexit sha1_base64="txcK/gzCg8PMMYBaGW7712h62MI=">AAACDnicbVDLSsNAFJ3UV42vqEs3wVJwVZIq6LLgxmUF+4AmlMn0phk6mYSZiRBCv8CNv+LGhSJuXbvzb5y2EbT1wMDhnHu4c0+QMiqV43wZlbX1jc2t6ra5s7u3f2AdHnVlkgkCHZKwRPQDLIFRDh1FFYN+KgDHAYNeMLme+b17EJIm/E7lKfgxHnMaUoKVloZW3QtgTHlBgCsQUzPK00RFIKn0gI9+5KFVcxrOHPYqcUtSQyXaQ+vTGyUki3WcMCzlwHVS5RdYKEoYTE0vk5BiMsFjGGjKcQzSL+bnTO26VkZ2mAj9uLLn6u9EgWMp8zjQkzFWkVz2ZuJ/3iBT4ZVfUJ5mCjhZLAozZqvEnnVjj6gAoliuCSaC6r/aJMICE92BNHUJ7vLJq6TbbLjnjeZts9a6KOuoohN0is6Qiy5RC92gNuoggh7QE3pBr8aj8Wy8Ge+L0YpRZo7RHxgf3wkynVE=</latexit>

hypothesis
<latexit sha1_base64="txcK/gzCg8PMMYBaGW7712h62MI=">AAACDnicbVDLSsNAFJ3UV42vqEs3wVJwVZIq6LLgxmUF+4AmlMn0phk6mYSZiRBCv8CNv+LGhSJuXbvzb5y2EbT1wMDhnHu4c0+QMiqV43wZlbX1jc2t6ra5s7u3f2AdHnVlkgkCHZKwRPQDLIFRDh1FFYN+KgDHAYNeMLme+b17EJIm/E7lKfgxHnMaUoKVloZW3QtgTHlBgCsQUzPK00RFIKn0gI9+5KFVcxrOHPYqcUtSQyXaQ+vTGyUki3WcMCzlwHVS5RdYKEoYTE0vk5BiMsFjGGjKcQzSL+bnTO26VkZ2mAj9uLLn6u9EgWMp8zjQkzFWkVz2ZuJ/3iBT4ZVfUJ5mCjhZLAozZqvEnnVjj6gAoliuCSaC6r/aJMICE92BNHUJ7vLJq6TbbLjnjeZts9a6KOuoohN0is6Qiy5RC92gNuoggh7QE3pBr8aj8Wy8Ge+L0YpRZo7RHxgf3wkynVE=</latexit>

hypothesis
<latexit sha1_base64="txcK/gzCg8PMMYBaGW7712h62MI=">AAACDnicbVDLSsNAFJ3UV42vqEs3wVJwVZIq6LLgxmUF+4AmlMn0phk6mYSZiRBCv8CNv+LGhSJuXbvzb5y2EbT1wMDhnHu4c0+QMiqV43wZlbX1jc2t6ra5s7u3f2AdHnVlkgkCHZKwRPQDLIFRDh1FFYN+KgDHAYNeMLme+b17EJIm/E7lKfgxHnMaUoKVloZW3QtgTHlBgCsQUzPK00RFIKn0gI9+5KFVcxrOHPYqcUtSQyXaQ+vTGyUki3WcMCzlwHVS5RdYKEoYTE0vk5BiMsFjGGjKcQzSL+bnTO26VkZ2mAj9uLLn6u9EgWMp8zjQkzFWkVz2ZuJ/3iBT4ZVfUJ5mCjhZLAozZqvEnnVjj6gAoliuCSaC6r/aJMICE92BNHUJ7vLJq6TbbLjnjeZts9a6KOuoohN0is6Qiy5RC92gNuoggh7QE3pBr8aj8Wy8Ge+L0YpRZo7RHxgf3wkynVE=</latexit>

Figure 1.1: Illustration of belief formation for Example 1.1.

interplay can influence the final beliefs. This type of behavior is observed in
real opinion formation processes, and it will be well captured by the social
learning strategies derived in the forthcoming chapters. Specific instances
will be discussed in some detail in Chapter 5.

In recent years, there have been many useful works devoted to the study
of the social learning problem, such as [1, 2, 25, 42, 83, 96, 106, 118, 132,
135, 147, 175]. These studies have two main ramifications. From a behavioral
perspective, the focus is on proposing and examining mathematical models
for social learning that are able to capture the collective behavior of groups
of cognitive agents. From a design-oriented or engineering perspective,
the focus is on devising powerful social learning algorithms to accomplish
specific tasks, and on assessing their quality, for example, their capacity
to infer the right hypothesis from the evolving beliefs or the speed of
convergence of the decision process.

Example 1.2 (Distributed sensing and decision-making). An example of an engineering
system whose design is inspired by social learning is a collection of sensors recording data
from a common region. These could be, for example, meteorological stations measuring
different attributes such as air humidity, atmospheric pressure, or temperature. The goal
of the network is to predict the state of the weather in the region under observation.
Fusing information from multiple sensors can be useful to deliver superior learning
performance. This is particularly relevant since in many situations the information at
each individual sensor can be insufficient to allow it to make a correct weather forecast



1.1. Examples of Social Learning 5

on its own. For instance, some sensors might be able to collect only humidity data, while
others collect only pressure data. However, through mutual interactions, all sensors
could be able to arrive at more informed predictions.

Another example is a robotic swarm deployed over a hazardous area for a rescue
operation. Assume the robots patrol different portions of the area under control. Only
neighboring robots can communicate with each other. All robots must make a decision
and consequently take a coordinated action. Some robots operating under disadvanta-
geous conditions (e.g., with limited visibility or partial information) would only be able
to perform their assigned task (such as saving a life during the rescue operation) by
leveraging cooperation with other robots that have better access to critical information.
For example, the more informed robots might be closer to the origin of a fire. In this
case, cooperation is critical since some robots might be “blind” to the fire event or detect
it with some great delay.

We will discover in future chapters that several interesting phenomena
arise in the context of social learning. It is often the case that the data
observed by the agents are ruled by some common truth (i.e., one and
the same hypothesis), giving rise to a scenario that we will refer to as
objective evidence. Under this model, we will identify meaningful situations
where the agents are able to learn the common hypothesis. However, other
cases are encountered over real-world networks. For example, we can have
multiple individual truths (leading to a subjective evidence scenario), where
the observations of distinct agents in the network are ruled by distinct
hypotheses; fake news, where some agents purposely inject artificial data
to steer the agents’ opinions toward some wrong hypothesis; or situations
where the data distributions do not match perfectly any of the hypotheses
postulated by the agents. We will identify situations where the agents are
subject to manipulation, can become stubborn and be slow in accepting new
truths, and can even end up following a herding behavior. Understanding
the learning mechanisms arising under these different possibilities is useful
to dissect the social learning dynamics and to answer interesting questions,
such as: Do the agents agree on some hypothesis? If so, which one? Can
some agents influence other agents in their choice?

Example 1.3 (Find the best restaurant). There are cases where it is difficult to define a
common truth for all agents. For example, consider a group of friends that exchange
opinions to choose an Italian restaurant in New York City. Some of the friends mostly
care about food quality, while others care about price. The data available to the friends
interested in quality relate to information such as ingredients or recipes, and the learning
models they use to interpret the data enable them to pinpoint restaurants with higher
food quality. In contrast, the data available to the remaining friends relate to prices,
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and their learning models give priority to restaurants with lower prices. This situation
is one instance of the subjective evidence model treated in Chapter 5.

Depending on the relative number of friends interested in quality over price, on the
data types and models used, and on the graph of interactions that describes who talks
to whom, diversified outcomes are possible, as we will discover later in Chapter 5. For
instance, if the graph is sufficiently connected, then all friends will be able to agree on
one and the same restaurant, which would somehow optimize the quality-price ratio.
However, the choice would be more or less unbalanced in favor of quality or price depend-
ing on different factors, such as the number of friends interested in quality over price,
and the graph dictating the friends’ interactions. If these interactions are sparse (i.e., if
the communication graph is not sufficiently connected) we can also have disagreement,
with different restaurants chosen by different friends.

1.2 Building Opinions

Several factors drive the process of opinion formation over graphs. These
factors will be quantified in future chapters, and their roles will appear
explicitly in the expressions defining the social learning strategies. Here
we provide a brief overview. We identify seven main elements, which are
described below.

Prior convictions. At any given time epoch, each cognitive agent will
have its own personal opinion regarding the plausible states of nature,
summarized in a probability vector that constitutes the prior belief. This
opinion arises from different mechanisms, also depending on the particular
application or context. For example, the prior belief can be completely
flat (i.e., equal mass is assigned to all hypotheses) because the agent is
completely ignorant about the hypotheses, or it can be biased because
the agent has some preferences, or it can also originate from the agent’s
experience accumulated as the outcome of a previous learning process.
The aim of the social learning process is to update these prior convictions
by exploiting: i) new information or knowledge coming from private data
observed by the agent; and ii) interaction with other (neighboring) agents.

Data. The effect of the world on the agents occurs through the private
observations or measurements arriving from the environment at the in-
dividual agents. The quality of these measurements, the way they are
distributed across the agents and over time are of utmost importance for
the learning outcome.
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Likelihood models. In order to update the prior convictions with the new
information contained in the data, each agent will need to quantify how
the data are related to the possible hypotheses. To do so, the agent will
employ a likelihood model that describes the probabilistic mechanism by
which the data are generated given a particular hypothesis. For example,
the model would describe which humidity values are more likely to occur
if the state of nature happens to be “rainy.” In Figure 1.2 we show an
example with three models (namely, three probability density functions)
associated with the possible hypotheses.

Figure 1.2: Example of probabilistic mechanisms linking the data to the hypotheses. Here we
have three hypotheses corresponding to three probability density functions.

The agents will adopt some likelihood models depending on their knowl-
edge about the specific learning task. For example, consider a decision-
making network deployed to detect which symbol has been transmitted
over a communication channel. The measurements would correspond to
received signals corrupted by Gaussian noise. The statistical models linking
the received measurement to the transmitted symbol will take the form of
Gaussian distributions with different means corresponding to the different
symbols. In other examples, the agents will need to learn their models
directly from data during a training phase, by using some clues available
to describe the relations between the hypotheses and the data. We will see
specific examples of this training process in Chapter 12, in the context of
social machine learning.

Update rule. In order to update the prior convictions using the knowledge
extracted from the observed data and the assumed likelihood models, each
agent will implement an update rule, whose general flow diagram is shown



8 Introduction

in Figure 1.3. The agent computes an updated belief by blending the prior
belief with the data, whose information content is evaluated through the
available likelihood models. In our treatment, the update rule will often be
Bayes’ rule, but other choices are useful, as we will see in Chapters 8 and 13.

Figure 1.3: Schematic illustration of the belief update process.

Belief diffusion. The exchange of information between neighbors enables
agents to solve the inference problem collaboratively, which might bring
significant improvements over the noncooperative case. Through proper
cooperation, the agents exploit the knowledge distributed across the entire
network to deliver superior performance and to overcome the limitations
that might exist in their individual data or models. Due to various physical
constraints, the agents are not generally allowed to exchange their raw
data. One such constraint is usually privacy; another one is complexity.
For example, over a distributed cloud storage system it is seldom the case
that one can share the (huge) datasets. It is more likely to share summary
information, such as beliefs in a social learning context. Also in human
learning, usually we would not share with our friends the entire set of
information (i.e., the data) that led us to form our personal opinions, but
we would rather share opinions or impressions.

Moreover, it is often the case that we share only part of our opinions.
For instance, assume two friends are interested in ranking some commercial
brands. In many cases, they talk specifically of a single commercial brand
and then automatically update their opinions regarding other commercial
brands. This particular learning mechanism will be examined in Chapter 11,
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in the context of social learning under partial information.

Network. When the agents exchange information, they do it according
to some communication graph, i.e., over a network. The network struc-
ture determines the communication paths and the flow of the exchanged
information across the agents, as well as the weights given by each agent
to the information received from its neighbors. Different connectivity and
weight patterns give rise to influence dynamics and rich belief formation
scenarios.

Pooling. Once an agent receives the beliefs from its neighbors, it has to
blend them suitably. In other words, it is necessary to devise a pooling rule
to construct the final belief arising from the social learning mechanism.
Popular pooling rules are the geometric and arithmetic averaging rules —
see Chapter 3.

Figure 1.4: Schematic illustration of social learning.

The combined interaction of the seven elements described here is repre-
sented in Figure 1.4, where we show the behavior of two agents, denoted by
1 and 2. In a self-learning step, the agents implement a local rule to update
their prior convictions using the knowledge extracted from the new data,
based on the assumed likelihood models. In the considered example, we
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see that agent 1 starts with a flat belief, while agent 2 starts from a belief
biased in favor of the red hypothesis. Interestingly, after incorporating
evidence from the data, agent 1 departs from its initial agnostic assignment
and gains confidence in favor of the green hypothesis. In contrast, agent 2
abandons its initial bias toward the red hypothesis in favor of the blue one.

During the belief-diffusion stage, each agent shares over the network
(i.e., with its neighbors) the intermediate beliefs produced during the self-
learning stage. Then, each agent processes the received beliefs through a
suitable pooling rule. In the considered example, the beliefs of agents 1
and 2 after pooling become more similar to each other. This is a direct
effect of incorporating the opinions from other agents in the network.

1.3 Book Organization

Social learning is a timely research topic with applications in several
domains, and there are of course several works on the subject. It is therefore
useful to describe the main distinguishing features of the present work.

We bring together into a unifying treatment the fundamentals of social
learning and the most recent advances in the field. In particular, these
advances consider important features encountered in many applications,
such as adaptation under nonstationary conditions, the exchange of incom-
plete information, or the necessity for agents to build their private models
from scratch relying on some clues available before social learning takes
place. We derive a number of versatile social learning strategies that are
well-suited to highly dynamic and uncertain environments where real-world
networks usually operate.

The theoretical analysis of these social learning methodologies relies
on advanced probability and mathematical tools, such as convergence of
random series, unconventional central limit theorems, large deviation anal-
ysis, and advanced statistical learning tools. These tools are different from
those traditionally used in similar contexts, e.g., in multi-agent distributed
optimization or regression problems. For this reason, one added value of
the book is to present these tools in an organic manner (with the help
of some appendices) to introduce the reader gradually to the necessary
background. In broad outline, the work is organized as follows:

Bayesian learning. One pillar of belief formation is Bayes’ rule, which
solves optimally the single-agent learning problem. Behavioral studies also
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reveal that standalone agents form their opinions in a “Bayesian way,” i.e.,
their beliefs evolve according to Bayes’ rule when they learn in isolation. We
explain in Chapter 2 how belief vectors can be updated by means of Bayes’
rule, especially in response to streaming observations. We examine the
convergence behavior of this rule and provide useful information-theoretic
interpretations for its optimality.

Non-Bayesian learning. In contrast to the single-agent case, when
distributed agents are organized into a network structure, they aggregate
their individual beliefs in a non-Bayesian way dictated by the physical
constraints that the network imposes. In Chapter 3 we introduce these
fundamental constraints, and derive the corresponding pooling policies
that combine the agents’ opinions and activate a belief diffusion mechanism
over the network graph.

Graphs and network models. Chapter 4 illustrates the network models
relevant to the treatment, emphasizing the role of network descriptors
that are useful for the learning process, such as graphs, nodes, edges,
neighborhoods, combination policies, and connectedness regimes.

Opinion formation over graphs. After having introduced, in the first
chapters, the background on the necessary statistical and graph tools, in
Chapters 5, 6, and 7 we examine carefully the behavior of the derived social
learning strategies. The analysis provides a detailed characterization of the
opinion formation mechanism and reveals how interesting and diversified
phenomena emerge, depending on the data, models, and network structure.
For example, under subjective evidence when different agents promote
different hypotheses (say, hypotheses a or b), a “truth-is-somewhere-in-
between” effect can arise, where all agents end up choosing a third option
c. We will also see that a “mind-control” effect can arise over weakly
connected graphs, where some agents can exert a domineering role over
other agents, with the network split into influencers and influenced agents.

Adaptive social learning. We will explain that traditional social learning
implementations cause the agents to become stubborn and to react slowly
to drifts in the environment conditions. These traditional strategies are
inherently nonadaptive and, hence, not suited to applications where contin-
ual learning must be guaranteed in the midst of nonstationary phenomena.
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Adaptation in social learning is critical because in most situations the
agents must be ready to change their mind and adapt their opinions. In
order to address this issue, we introduce an adaptive social learning (ASL)
strategy in Chapter 8 by showing how to modify the Bayesian update
to embed into it the ability for continuous adaptation and learning. We
introduce advanced mathematical tools in Chapters 9 and 10 to provide
an accurate performance assessment of adaptive social learning and to
ascertain the fundamental laws governing it (e.g., the weak law of small
adaptation parameters, asymptotic normality, and large deviations).

Partial information sharing. We examine social learning under partial
information sharing in Chapter 11, which arises when the agents exchange
only a subset of their opinions about the hypotheses under consideration.
For example, the agents may be interested in forming opinions about the
candidates in an election process, but they would limit their interactions
to discussing only one of the candidates. We will explain how the opinion
formation process is affected by such partial information sharing mecha-
nism.

Social machine learning. In most studies, social learning algorithms
rely on predefined likelihood models that are assumed to be perfectly
known beforehand. However, this is not always the case. In Chapter 12
we develop a social machine learning framework, where we examine the
process governing the formation of the individual agent’s memory, i.e., we
focus on how the agents build their private models from some empirical
clues observed prior to the social learning phase. The models obtained
during this preliminary phase of training are then deployed to run the
social learning algorithms. We show that the resulting fully data-driven
strategy achieves consistent learning despite the challenges introduced by
the lack of exact likelihood models.

Extensions and future directions. Chapter 13 is devoted to the pre-
sentation of possible research lines, extensions, and open questions. In
particular, we discuss the effect of non-Bayesian updates, alternative adap-
tive rules based on censored beliefs, and the inverse problem where an
inferential engine estimates the graph structure after monitoring the agents’
beliefs.
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1.4 Notation, Symbols, and Conventions

Table 1.1 collects the main conventions used in our exposition. More local
definitions will be introduced in the individual chapters at the necessary
moment.

In our treatment we often work with vectors and matrices. Vectors are
denoted by small letters. The notation

x = [a, b, c] (1.1)

defines a vector with entries a, b, c. When we need to perform linear algebra
operations, we must specify if we deal with row or column vectors. Unless
otherwise indicated, all vectors will be column vectors. Therefore, when
we write x ∈ Rd, we implicitly imply that x is a d× 1 vector. Matrices are
denoted by capital letters, and their entries by the corresponding small
letter, to which we append two subscripts to pinpoint the particular matrix
entry. The notation A = [ajk] specifies that the matrix A collects entries
denoted by ajk, where j is the row index and k the column index. Likewise,
the notation x = [xk] indicates that the vector x collects entries denoted
by xk, where k is the entry index. Sometimes we employ the alternative
notation [A]jk to extract the (j, k) entry of a matrix. This is particularly
convenient when we work with products or powers of matrices. For example,
[A2]jk denotes the (j, k) entry of the matrix A2. A matrix or vector with
all null entries will be denoted by 0.

For infinite sequences of the form

x1, x2, . . . (1.2)

we use the notation {xt}t∈N, {xt}∞t=1, or simply {xt} when the indexing is
clear from the context. This notation is also used for finite collections of
objects. Moreover, for objects with multiple indices, the notation {xk,t}Kk=1
refers to the collection of K values x1,t, x2,t, . . . , xK,t for a fixed t.

Several arguments employed in this text rely on probability theory. The
exposition is not focused on a measure-theoretic approach, so that readers
will be able to follow most of the arguments without a background in
measure theory. We use bold font for random quantities and normal font
for their realizations or for deterministic quantities.

When we introduce random quantities that describe a particular setting
(e.g., the agents’ data in a social learning problem) we implicitly assume
that they live in a common probability space (Ω,F ,P), where Ω is the
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Table 1.1: List of the main notational conventions used in this book.

R Field of real numbers
C Field of complex numbers
N Set of natural numbers 1, 2, . . .
1 Column vector with all its entries equal to 1
1d d× 1 vector with all its entries equal to 1
I Identity matrix
Id d× d identity matrix
I[C] Indicator function

I[C] =
{

1 if condition C is true,
0 if condition C is false.

x Bold font denotes random quantities
x Normal font denotes deterministic quantities

or realizations of random quantities
Ex Expected value of x

VAR[x] Variance of x
P[E ] Probability of event E

A Matrices are denoted by capital letters
AT Transpose of matrix A

col{a1, a2, . . . , aN} Column vector obtained by stacking
the entries (or vectors) a1, a2, . . . , aN

xk,t Vector quantity relative to agent k at time t
xk,t(θ) θth entry of vector xk,t

∥x∥ Euclidean norm of x
f(x) = o(g(x)) as x→ x0 f(x)/g(x) → 0 as x → x0

f(x) = O(g(x)) as x→ x0 f(x)/g(x) remains bounded as x → x0

xn
a.s.−−−−→
n→∞

x xn converges to x almost surely as n → ∞

xn
p−−−−→

n→∞
x xn converges to x in probability as n → ∞

xn
d−−−−→

n→∞
x xn converges to x in distribution as n → ∞
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sample space, F (also called the event space) is a σ-field of subsets of Ω,
and P a probability measure on F . When we refer to sets and functions, we
implicitly assume that they are measurable. Likewise, to avoid measurability
issues, we assume that the probability spaces are complete.2

We reserve the term “random variable” to scalar real-valued quantities
and use “random vector” to denote vectors whose entries are random
variables. Discrete, a.k.a. categorical random variables, belong to discrete
alphabets, such as a discrete random variable x taking on values in the set
X = {a, b, c}. These variables are described in terms of a probability mass
function (pmf), e.g.,

P[x = a] = p(a). (1.3)
A pmf can be equivalently regarded as a probability vector p ∈ ∆|X |, where
|X | is the cardinality of X , and ∆|X | denotes the probability simplex in
R|X |. For example, if x ∈ X = {a, b, c}, we can write

p = [p(a), p(b), p(c)]. (1.4)

A continuous random vector x is defined on X = Rd, for some d ∈ N. If
the random vector admits a probability density function (pdf) p(x) with
respect to the Lebesgue measure on Rd, for a set S ⊆ Rd we have

P[x ∈ S] =
∫
S
p(x)dx. (1.5)

As done for pmfs, we write p in place of p(x) to refer to the entire pdf, not
to a particular value x. When, for two pdfs p(x) and q(x), we write p = q

or p(x) = q(x), we imply that the equality p(x) = q(x) holds for all x ∈ X ,
possibly excluding a set of zero Lebesgue measure. When for two random
vectors x and y we write x = y, the equality is intended to hold with
probability 1. Likewise, when we say that a random variable x is positive
or write x > 0, we mean that the inequality holds with probability 1.

The expectation of a random variable x is denoted by Ex. The same
symbol is used for vectors, where expectation is meant to be computed
for each entry of the vector. When we evaluate the expectation of more
involved functions, we use parentheses, e.g., E[(x − 3)2]. Sometimes we
write Epx to emphasize that the expectation is computed by assuming
that the random variable x is distributed according to some pmf or pdf p.
When we write E (and P) without subscripts, the underlying distribution
should be clear from the context.

2In a complete probability space, all subsets of zero-measure sets are measurable, and it is
known that every measure can be completed [145].
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With reference to equalities, inequalities, and more general relations,
the acronyms LHS (left-hand side) and RHS (right-hand side) will be used
to indicate a specific side of the relation. For example, the LHS of

a→ b (1.6)

is a. When a formula contains multiple relations, the LHS (resp., RHS)
will indicate the leftmost (resp., rightmost) side. For example, in

a = b = c, (1.7)

c is the RHS.



Chapter 2

Bayesian Learning

A central quantity in this book is the belief vector, a probability vector
whose entries quantify the credibility that a cognitive agent assigns to
different hypotheses of interest. For example, assume we are interested in
predicting the outcome of a soccer match, which can be represented by a
hypothesis θ ∈ {victory, draw, loss}. We start from some prior convictions
arising from personal impressions or previous evidence, such as statistics on
the recent performance of the involved teams. Then, we can progressively
update our initial opinion about the possible outcome by collecting new
pieces of information, which can originate from different sources. We can
access this information both individually (e.g., by hearing the latest news
about players’ conditions) or socially (e.g., from discussions with friends).
The ultimate belief arising from this process can be represented by a
probability vector µ, such as

µ = [µ(victory), µ(draw), µ(loss)] = [0.6, 0.3, 0.1]. (2.1)

Establishing how the belief is formed is a problem of paramount importance,
with applications in several disciplines. From a design-oriented perspective,
belief formation is a critical tool to solve a number of inference and learning
tasks. For example, a classification problem can be solved by choosing
the most credited hypothesis. From a behavioral perspective, there is
enormous interest across various communities in establishing formal rules
that govern the mechanism of belief formation within many cognitive
systems, such as biological systems, the brain, self-organizing systems,
and social networks. For instance, interesting studies [74] have shown
that inference and learning processes in the brain evolve in a “Bayesian”
way, according to a free-energy minimization principle — see Section 2.3.
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Remarkably, the design-oriented and behavioral perspectives enjoy fruitful
cross-fertilization: Methods established for design inspire behavioral models
and, conversely, understanding of human cognition improves design by
creating or perfecting tools in several fields, such as signal processing, data
analysis, machine learning, or artificial intelligence.

The mechanism of opinion formation becomes even more interesting
in distributed systems, where it becomes important to understand how
spatially separated agents should blend their own private information and
the beliefs of their neighbors to construct opinions. For various reasons,
the belief vector emerges as a key player in the theory of social learning.

From a more technical perspective, it is worth noting that the opinion
formation process lies somewhere in between estimation and classification
problems [90, 155]. It is not simply a classification problem, since in
classification we are often mainly interested in the final decision. For
example, a belief vector equal to [0.55, 0.45] would yield the same decision
as [0.99, 0.01], but the meaning and reliability of the two decisions are
different. The “analog” value of the belief, namely, the mass assigned to
each hypothesis is important and helps explain decisions. Likewise, opinion
formation is not simply an estimation problem, since, as we will see, the
peculiarities of the belief (e.g., it defines a probability distribution over a
discrete set) require specific mathematical tools and lead to results that
are different from those traditionally employed in estimation theory.

2.1 The Bayesian Way

In order to introduce the concept of belief it is convenient to start with
the single-agent setting. Let Θ be a set of cardinality H, which collects
the hypotheses the agent is interested in. The particular elements con-
tained in Θ depend on the application. Without loss of generality, we take
Θ = {1, 2, . . . ,H} unless otherwise specified. Before starting the learning
process, the agent has some convictions as regards each hypothesis θ ∈ Θ,
which are summarized in the prior belief π(θ):

π(θ) ≥ 0,
∑
θ∈Θ

π(θ) = 1. (2.2)

Let x ∈ X represent the data available for learning. The term “learn-
ing” means that the agent aims at updating its prior belief based on the
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observation x, thus building the posterior belief µ(θ|x):

µ(θ|x) ≥ 0,
∑
θ∈Θ

µ(θ|x) = 1. (2.3)

In order to build the posterior belief, the agent relies on generative models
linking the data to the hypotheses, and encoded in the likelihood models1

ℓ(x|θ). As a function of x for a given θ, ℓ(x|θ) is a probability function. For
example, the observations can be modeled as continuous random vectors
in the space X = Rd, with ℓ(x|θ) being a probability density function; or
by random variables in a discrete space X = {a, b, c}, with ℓ(x|θ) being a
probability mass function. The nature of the likelihood models is assumed
to be the same for all hypotheses, i.e., the functions ℓ(x|θ) correspond
either to pdfs or pmfs for all θ ∈ Θ. They are accordingly subject to the
following normalization conditions:

∫
X
ℓ(x|θ)dx = 1 ∀θ ∈ Θ (for pdf),

∑
x∈X

ℓ(x|θ) = 1 ∀θ ∈ Θ (for pmf).
(2.4)

In some applications, it is useful to deal with mixed-type data, i.e., data
that are not represented only by continuous or discrete random variables.
For example, we might represent x as a vector with different entries having
different characteristics. Some entries in x can be described by continuous
variables, e.g., the price of a commercial product, while other entries are
better described by categorical attributes, e.g., the product brand. To avoid
added complexity in the presentation, in our treatment we will mostly
focus on the case where ℓ(x|θ) is a pdf or a pmf. However, we remark
that the results presented in this text apply to more heterogeneous cases,
provided that ℓ(x|θ) can be meaningfully defined in terms of the so-called
Radon-Nikodym derivative [21].

2.1.1 From Priors and Likelihoods to Beliefs

The product π(θ)ℓ(x|θ) identifies a joint probability distribution for the
hypothesis/data pair (θ, x). Under this distribution, the posterior belief
can be computed as the conditional probability that θ is true given x,

1In this text we call “likelihood model” or simply “likelihood” the pdf/pmf ℓ(x|θ) for a given
θ ∈ Θ. We remark that, in statistics, it is more frequent to use the terms “likelihood function”
and “likelihood” when ℓ(x|θ) is regarded as a function of θ for a given x [110, 155].
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through Bayes’ rule:2

µ(θ|x) = π(θ)ℓ(x|θ)
m(x) , m(x) =

∑
θ∈Θ

π(θ)ℓ(x|θ), (2.5)

where m(x) is the marginal pdf or pmf of x, a.k.a. evidence in Bayesian
theory [20]. As is typical in the Bayesian framework, expressions like (2.5)
are often conveniently abbreviated as

µ(θ|x) ∝ π(θ)ℓ(x|θ). (2.6)

The proportionality sign ∝ is used because we regard the belief µ(θ|x)
as a function of θ, while the normalization term m(x) that makes µ(θ|x)
a probability vector depends only on x, and, hence, is a proportionality
constant that is independent of θ.

Bayes’ rule is reassuring under several viewpoints. First of all, if the
postulated joint model π(θ)ℓ(x|θ) is true, Bayes’ rule computes exactly
the conditional probability of hypothesis θ given data x, which identifies
naturally the best candidate to quantify the agent’s credibility on the
different hypotheses, and is therefore the building block to solve many
inference problems. For example, if we want to maximize the probability
of guessing the hypothesis correctly, we should seek the value of θ that
yields the maximum a posteriori probability (MAP), namely,

θ̂MAP = arg max
θ∈Θ

µ(θ|x). (2.7)

Notably, Bayes’ rule works well even under mismatched models, i.e., when
the observed data are not obeying the postulated likelihood models em-
ployed to perform the belief update. As we will see in Lemma 2.3, under
this more challenging setting, Bayes’ rule is able to provide the best fit to
the true underlying data model.

Example 2.1 (Bayes’ rule with Bernoulli likelihoods). Consider a data sample x ∈ {0, 1}
and a Bernoulli likelihood model

ℓ(x|θ) = qθ I[x = 0] + (1 − qθ) I[x = 1], (2.8)

for certain probabilities qθ, parametrized by θ ∈ Θ. We recall from Table 1.1 that I is
the indicator function, which assumes the value 1 when the condition identified by its

2µ(θ|x) is defined only when m(x) ̸= 0. When the data are distributed according to m(x), this
is immaterial since the set {x : m(x) = 0} has zero probability under m(x) [7]. More generally,
the set {x : m(x) = 0} has zero probability when the support of the true data distribution is
contained in the support of the distribution identified by m(x) — see Definition E.1. We will
find instances of the latter case in our analysis.
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Figure 2.1: (Left) Bernoulli likelihood models in Example 2.1, with hypotheses θ = 1, 2, 3
displayed with different colors. (Right) Posterior beliefs given the observation of x = 0 (in dotted
hatching), or x = 1 (in parallel hatching).

argument is true and the value 0 otherwise. Starting from the prior belief π(θ), we are
interested in evaluating the posterior belief µ(θ|x) following Bayes’ rule seen in (2.6),
which yields

µ(θ|x) ∝ π(θ)ℓ(x|θ) = π(θ)
(
qθ I[x = 0] + (1 − qθ) I[x = 1]

)
. (2.9)

Accounting for the normalization term, we obtain

µ(θ|x) = π(θ)qθ∑
θ′∈Θ

π(θ′)qθ′
I[x = 0] + π(θ)(1 − qθ)∑

θ′∈Θ
π(θ′)(1 − qθ′ )

I[x = 1]. (2.10)

Note that a likelihood can sometimes be uninformative about the hypotheses, which in
this example happens when we have a uniform Bernoulli likelihood. In fact, if qθ = 1/2
for a certain hypothesis θ, from (2.8) we have ℓ(x|θ) = 1/2 for all x ∈ {0, 1}, which
means that the data sample x bears no information about θ. Accordingly, for θ such that
qθ = 1/2, Eq. (2.10) reveals that the Bayesian update remains equal to the prior belief,
namely we get µ(θ|x) = π(θ), corroborating the absence of information in the likelihood.

Let us now consider a numerical example, with a set of three hypotheses Θ = {1, 2, 3},
a flat prior belief, i.e., π(θ) = 1/3 for θ = 1, 2, 3, and the following likelihood (see the
left panel of Figure 2.1):

ℓ(x|1) = 0.4 I[x = 0] + 0.6 I[x = 1],
ℓ(x|2) = 0.7 I[x = 0] + 0.3 I[x = 1],
ℓ(x|3) = 0.2 I[x = 0] + 0.8 I[x = 1].

(2.11)

We evaluate the posterior belief µ(θ|x) using (2.10):

µ(1|x) = 0.4
0.4 + 0.7 + 0.2 I[x = 0] + 0.6

0.6 + 0.3 + 0.8 I[x = 1],

µ(2|x) = 0.7
0.4 + 0.7 + 0.2 I[x = 0] + 0.3

0.6 + 0.3 + 0.8 I[x = 1],

µ(3|x) = 0.2
0.4 + 0.7 + 0.2 I[x = 0] + 0.8

0.6 + 0.3 + 0.8 I[x = 1].

(2.12)

In the right panel of Figure 2.1, we see the posterior belief µ(θ|x) given the observation
of x = 0 or x = 1. Note that the case x = 0 results in a belief vector whose largest entry
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is θ = 2, that is, x = 0 is perceived as a relatively strong evidence supporting hypothesis
θ = 2. On the other hand, the case x = 1 reinforces hypothesis θ = 3.

2.2 Properties of Bayes’ Rule

In many inference and learning problems, it is necessary to deal with
streams of data:

x1, x2, . . . , xt, (2.13)

with each data sample belonging to some space X . The “time” index t need
not correspond to a physical time instant. Depending on the application,
it might denote a time instant, but also the amount of observed data, or
the number of iterations of an algorithm. Applying (2.6) to the product
space X t, we can write

µ(θ|x1, x2, . . . , xt) ∝ π(θ) ℓ(x1, x2, . . . , xt|θ). (2.14)

It is convenient to introduce a more compact notation to work with
streaming data. The belief about hypothesis θ at time t will be denoted by

µt(θ) ≜ µ(θ|x1, x2, . . . , xt), (2.15)

yielding the belief vector

µt ≜ [µt(1), µt(2), . . . , µt(H)]. (2.16)

We adopt the convention that index t = 0 corresponds to the prior belief
vector, namely, the initial belief vector is µ0 = π. Note that in (2.15) and
(2.16), the subscript t denotes dependence on a stream with t samples, while
the explicit dependence on the data {x1, x2, . . . , xt} has been suppressed.
When the belief is evaluated on random data, we will write more explicitly

µt(θ) = µ(θ|x1,x2, . . . ,xt), (2.17)

where the belief vector is written in bold to reflect the randomness of the
data. In order to facilitate the reading, we make an important remark as
regards notation. Throughout the treatment, we will use bold font when
the stochastic nature of the pertinent variables is important (e.g., when
we deal with stochastic convergence). Otherwise, we will stick to normal
font whenever randomness is not relevant to illustrate the results.
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If the joint likelihood needed in (2.14) is built assuming that the
streaming data are independent and identically distributed (iid) conditioned
on θ, then it can be written in product form as

ℓ(x1, x2, . . . , xt|θ) =
t∏

τ=1
ℓ(xτ |θ). (2.18)

One fundamental property of the Bayesian update (2.14) is that, under
(2.18), it can be implemented sequentially,3 meaning that the overall rule
that updates the prior belief µ0 to a posterior belief based on the entire
stream of data x1, x2, . . . , xt, can be equivalently obtained in an online
manner as follows. First, perform a Bayesian update of the prior belief µ0
by using data x1, yielding the posterior belief µ1. Then, take µ1 as the
prior and perform a Bayesian update through x2 obtaining the posterior
µ2, and so on. The belief µt obtained through this sequential procedure is
equivalent to the Bayesian posterior with prior µ0 and data x1, x2, . . . , xt.

Lemma 2.1 (Sequential Bayesian updates). Let µ0(θ) be the prior belief and
consider, for t ∈ N, a joint likelihood in the form

ℓ(x1, x2, . . . , xt|θ) =
t∏

τ=1

ℓ(xτ |θ). (2.19)

Assume that ∑
θ∈Θ

µ0(θ)
t∏

τ=1

ℓ(xτ |θ) > 0. (2.20)

Then,
µt(θ) ∝ µt−1(θ) ℓ(xt|θ), (2.21)

where µt(θ) and µt−1(θ) are the Bayesian updates until time instants t and t− 1,
respectively.

Proof. Using (2.14), we can write (observe that in the following applications of Bayes’
rule, the denominator hidden by the proportionality sign is always nonzero in view of
(2.20))

µt(θ) = µ(θ|x1, x2, . . . , xt) ∝ µ0(θ)ℓ(x1, x2, . . . , xt|θ), (2.22)
µt−1(θ) = µ(θ|x1, x2, . . . , xt−1) ∝ µ0(θ)ℓ(x1, x2, . . . , xt−1|θ). (2.23)

3The sequential nature of the Bayesian update is preserved if we relax the condition of
identical distribution over time, namely, even if at time τ we have ℓ(τ)(xτ |θ).
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Substituting (2.19) into (2.22) yields

µt(θ) ∝ π(θ)
t∏

τ=1

ℓ(xτ |θ)

= µ0(θ)

(
t−1∏
τ=1

ℓ(xτ |θ)

)
ℓ(xt|θ)

= µ0(θ)ℓ(x1, x2, . . . , xt−1|θ)ℓ(xt|θ)
∝ µt−1(θ)ℓ(xt|θ), (2.24)

where in the last step we used (2.23), thus concluding the proof.
■

Lemma 2.1 ensures that, given an additional piece of information xt, we
can update the knowledge summarized in the previous-step belief µt−1(θ)
by taking into account the knowledge contained in the likelihood ℓ(xt|θ)
corresponding to time t. Notably, this update gives the same result that
we would have obtained by updating the initial belief µ0(θ) through the
overall likelihood ∏t

τ=1 ℓ(xτ |θ).
The sequential nature of the Bayesian update (2.21) is a compelling

property, both from a theoretical and practical perspective. From the
practical standpoint, it is critical for online applications where processing
the entire bulk of data in a single shot is unfeasible, or when it is necessary
to incorporate streaming pieces of information as soon as they arrive. From
the theoretical standpoint, the sequential construction confirms that the
Bayesian update is logically coherent. In fact, we see that at a certain
epoch t− 1 all knowledge relative to previous epochs is summarized in the
belief vector µt−1. According to Lemma 2.1, this summary is all we need
to incorporate future data.

Example 2.2 (Bayes’ rule with streaming data and Gaussian likelihoods). Consider the
joint likelihood in (2.18) evaluated when the single-sample likelihood is Gaussian:

ℓ(x|θ) = 1√
2πσ2

exp
{

− (x− νθ)2

2σ2

}
, (2.25)

with θ−dependent means νθ, and variance σ2 common to all hypotheses. Starting from
the initial belief vector µ0, we are interested in evaluating the posterior belief vector µt
corresponding to the stream of t data samples.

From (2.14) and (2.25) we can write

µt(θ) ∝ µ0(θ) ℓ(x1, x2, . . . , xt|θ) ∝ µ0(θ)
t∏

τ=1

exp
{

− (xτ − νθ)2

2σ2

}
. (2.26)
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Figure 2.2: Belief evolution over a Gaussian data stream under the setting described in
Example 2.2. The data are generated according to the likelihood model corresponding to θ = 1.
(Left) Prior belief. (Center) Belief given the first sample (t = 1). (Right) Belief given the first
10 samples (t = 10).

Accounting for the normalization term, we obtain

µt(θ) =

µ0(θ) exp

{
−

t∑
τ=1

(xτ − νθ)2

2σ2

}
∑
θ′∈Θ

µ0(θ′) exp

{
−

t∑
τ=1

(xτ − νθ′ )2

2σ2

} . (2.27)

It is also useful to notice that, by splitting the product appearing in (2.26), we can write

µt(θ) ∝ µ0(θ)
t−1∏
τ=1

exp
{

− (xτ − νθ)2

2σ2

}
︸ ︷︷ ︸

∝µt−1(θ)

exp
{

− (xt − νθ)2

2σ2

}
︸ ︷︷ ︸

∝ℓ(xt|θ)

, (2.28)

which is in agreement with Lemma 2.1. Exploiting (2.28) and accounting for the normal-
ization term, we obtain the following formula, which is suited to a sequential evaluation
of the belief under Gaussian likelihoods:

µt(θ) =
µt−1(θ) exp

{
− (xt − νθ)2

2σ2

}
∑
θ′∈Θ

µt−1(θ′) exp
{

− (xt − νθ′ )2

2σ2

} . (2.29)

Let us now illustrate the numerical example considered in Figure 2.2. We generate a
random data stream

x1,x2, . . . ,xt, (2.30)
made of independent samples drawn from the Gaussian model ℓ(x|1). Then, we evaluate
the sequence of beliefs µt(θ) starting from flat prior beliefs. In Figure 2.2 we display
the prior beliefs and the beliefs µt(θ) corresponding to 1 and 10 samples. We see how,
starting from an initial state of ignorance (flat prior), the increase of information from
t = 1 to t = 10 leads the belief vector to place most of the mass on θ = 1, namely, on
the model from which the stream is actually generated.
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Another useful property of Bayes’ rule is consistency, i.e., the ability
to guess the right model as the number of collected samples increases [71,
72]. Specifically, assuming that an infinite stream of iid data x1,x2, . . .

arising from the same model ℓ(x|ϑo) is observed, then the sequence of
belief vectors µt converges to a probability vector that places all its mass
on the correct hypothesis ϑo ∈ Θ.

Before stating the result in a formal way, we need to introduce the
Kullback-Leibler (KL) divergence between two pdfs or two pmfs f(x) and
g(x) [52] — see Definition B.4:

D(f ||g) = Ef log f(x)
g(x) , (2.31)

where we recall that the symbol Ef means that x is distributed according
to f(x). As explained in Section 1.4, we drop the argument x in f(x) and
g(x) and write simply f and g to globally denote the pertinent pdf or pmf.
Similarly, we will write ℓθ to denote the pdf or pmf ℓ(x|θ) (regarded as a
function of x for a fixed θ), where we add the subscript θ to emphasize the
dependence on θ.

Lemma 2.2 (Consistency of Bayes’ rule under correct models). Let {ℓθ} be
likelihood models fulfilling the following conditions:

0 < D(ℓθ||ℓθ′ ) < ∞ ∀θ, θ′ ∈ Θ, θ ̸= θ′, (2.32)

namely, the pdfs or pmfs ℓθ corresponding to different hypotheses are all distinct
and with finite KL divergences. Consider an infinite stream of iid data samples
x1,x2, . . ., each one distributed according to ℓϑo , with ϑo ∈ Θ, and let µt be the
belief vector obtained through Bayes’ rule (2.21), based on models {ℓθ} and on
a prior µ0 placing nonzero mass on all θ ∈ Θ. Then, for any choice of ϑo ∈ Θ,

µt(ϑ
o) a.s.−−−→

t→∞
1. (2.33)

Proof. We observe preliminarily that ℓ(xt|θ) > 0 almost surely. This condition holds for
θ = ϑo since the true model of the data samples is ℓ(x|ϑo), and it holds for all θ ̸= ϑo

since in view of (2.32) we have

D(ℓϑo ||ℓθ) < ∞. (2.34)

Since ℓ(xt|θ) > 0 almost surely, from Lemma 2.1 we can write the belief about any
θ ∈ Θ as

µt(θ) =
µt−1(θ)ℓ(xt|θ)∑

θ′∈Θ µt−1(θ′)ℓ(xt|θ′)
, (2.35)

but for an ensemble of realizations with zero probability.
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Next, we show that µt(θ) > 0 almost surely, for all t and θ. This property can be
established by induction. First, we observe that the property µt(θ) > 0 is true for t = 0,
since the prior belief vector µ0 is assumed to have positive entries. Second, we consider
the induction step, and show that the property holds for t if it holds for t− 1. To this
end, it suffices to use (2.35), along with the fact that ℓ(xt|θ) > 0 almost surely.

We can now focus on establishing the claim of the theorem. To this end, we work in
terms of belief ratios, which are well defined since µt(θ) > 0 almost surely. Let θ ≠ ϑo.
In view of (2.35), the belief ratio µt(ϑo)/µt(θ) is given by

µt(ϑo)
µt(θ)

=
µt−1(ϑo)ℓ(xt|ϑo)
µt−1(θ)ℓ(xt|θ)

. (2.36)

Taking the logarithm we obtain

log µt(ϑ
o)

µt(θ)
= log

µt−1(ϑo)
µt−1(θ) + log ℓ(xt|ϑ

o)
ℓ(xt|θ)

. (2.37)

Developing the recursion over time and dividing by t gives

1
t

log µt(ϑ
o)

µt(θ)
= 1
t

log µ0(ϑo)
µ0(θ) + 1

t

t∑
τ=1

log ℓ(xτ |ϑo)
ℓ(xτ |θ) . (2.38)

The iid property of x1,x2, . . . and the finiteness condition in (2.32) allow us to use the
strong law of large numbers (Theorem D.7) to establish the convergence of the second
term on the RHS of (2.38) in the following manner:

1
t

t∑
τ=1

log ℓ(xτ |ϑo)
ℓ(xτ |θ)

a.s.−−−→
t→∞

Eℓϑo log ℓ(xτ |ϑo)
ℓ(xτ |θ) = D(ℓϑo ||ℓθ). (2.39)

Since the first term on the RHS of (2.38) tends to 0, from (2.38) we conclude that, for
all θ ̸= ϑo,

1
t

log µt(ϑ
o)

µt(θ)
a.s.−−−→
t→∞

D(ℓϑo ||ℓθ) > 0, (2.40)

where we also used the positivity condition in (2.32). Equation (2.40) implies that

log µt(ϑ
o)

µt(θ)
a.s.−−−→
t→∞

∞ ∀θ ̸= ϑo. (2.41)

Since the entries of the belief vector are bounded, Eq. (2.41) is equivalent to

µt(θ)
a.s.−−−→
t→∞

0 ∀θ ̸= ϑo. (2.42)

Moreover, since the entries of the belief vector add up to 1, Eq. (2.42) is equivalent to
stating that µt(ϑo) converges almost surely to 1, thus establishing the claim.

■

Note that if we want the claim in (2.33) to hold for a particular ϑo,
then it is not necessary to require condition (2.32) to hold for any pair
(θ, θ′), but only the following relaxed condition would suffice:

0 < D(ℓϑo ||ℓθ) <∞, ∀θ ̸= ϑo. (2.43)
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However, since ϑo is unknown, we enforce condition (2.32) because we
want to ensure that the claim holds for any possible choice of ϑo.

It is useful to illustrate Lemma 2.2 by means of an example.

Example 2.3 (Consistency under Gaussian likelihoods). Consider a problem with 3
hypotheses, namely Θ = {1, 2, 3}, and a family of Gaussian likelihoods, as introduced in
Example 2.2, with variance σ2 = 1 and means

ν1 = 0.5, ν2 = 1, ν3 = 1.5. (2.44)

Let x1,x2, . . . be a stream of samples independently drawn from the same model ℓ(x|1),
that is, the true underlying hypothesis is ϑo = 1. In the left panel of Figure 2.3, we see
the shape of the Gaussian likelihoods ℓ(x|θ).

From Lemma 2.2 we expect that, as t grows, the belief vector µt places all its mass
on hypothesis ϑo, as long as condition (2.32) is satisfied. In order to verify this condition,
it is useful to evaluate the KL divergence between two Gaussian distributions (with the
same variance σ2):

D(ℓθ||ℓθ′ ) = Eℓθ log ℓ(x|θ)
ℓ(x|θ′)

= 1
2σ2 Eℓθ

[
(x− νθ′ )2 − (x− νθ)2

]
= 1

2σ2

[
2(νθ − νθ′ )Eℓθx︸︷︷︸

=νθ

+ν2
θ′ − ν2

θ

]
= (νθ − νθ′ )2

2σ2 . (2.45)

Using (2.44) and (2.45), we can see that (2.32) is satisfied.
We illustrate the result of Lemma 2.2 by simulating the evolution of the belief vector

µt, updated according to the recursion in (2.29), over 100 iterations. The prior belief
vector has uniform entries. The resulting behavior is reported in the right panel of
Figure 2.3. We see that, as t grows, all the belief mass tends to be concentrated on the
true underlying hypothesis, ϑo = 1.

In practice, it is seldom the case that the true distribution that generated
the observations is exactly equal to one of the postulated likelihood models.
What one can hope for is to have some reasonable approximation for
the true distribution through one of the likelihood models. This problem
was originally addressed in [19], with reference to a more general setting
involving also a continuous parameter θ. Specifically, assuming that an
infinite stream of iid data x1,x2, . . . arising from a certain pdf or pmf f
is observed, if there exists a model ℓϑ⋆ that is the closest (in terms of KL
divergence) to f , then the sequence of belief vectors µt will converge to a
probability vector that places all its mass on hypothesis ϑ⋆. This means
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Figure 2.3: (Left) Gaussian likelihood models in Example 2.3. (Right) Belief evolution over
100 iterations. We see that, as t grows, all the belief mass is concentrated on the true underlying
hypothesis, ϑo = 1.

that the Bayesian learning approach is able to indicate which model fits
best the true underlying distribution.

Lemma 2.3 (Convergence of Bayes’ rule under mismatched models). Consider
an infinite stream of iid data samples x1,x2, . . ., each one distributed according
to a probability (density or mass) function f . Let {ℓθ} be likelihood models of
the same nature as f (namely, for all θ ∈ Θ, ℓθ is a pdf if f is a pdf, and a pmf
otherwise) and let µt be the belief vector obtained through Bayes’ rule (2.21),
based on models {ℓθ} and on a prior µ0 placing nonzero mass on all θ ∈ Θ. If

D(f ||ℓθ) < ∞ ∀θ ∈ Θ (2.46)

and if the minimization problem

min
θ∈Θ

D(f ||ℓθ) (2.47)

admits a unique minimizer ϑ⋆, then

µt(ϑ
⋆) a.s.−−−→

t→∞
1. (2.48)

Proof. We reuse the arguments of Lemma 2.2 until (2.38) with ϑ⋆ ̸= θ in place of ϑo to
write

1
t

log µt(ϑ
⋆)

µt(θ)
= 1
t

log µ0(ϑ⋆)
µ0(θ) + 1

t

t∑
τ=1

log ℓ(xτ |ϑ⋆)
ℓ(xτ |θ) . (2.49)

Again, the first term on the RHS of (2.49) tends to 0, while the second term can be
rewritten as

1
t

t∑
τ=1

log ℓ(xτ |ϑ⋆)
ℓ(xτ |θ) = 1

t

t∑
τ=1

log f(xτ )
ℓ(xτ |θ) − 1

t

t∑
τ=1

log f(xτ )
ℓ(xτ |ϑ⋆) . (2.50)

Given the iid property of x1,x2, . . . and the finiteness condition in (2.46), we can once
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more appeal to the strong law of large numbers (Theorem D.7) to note that

1
t

t∑
τ=1

log ℓ(xτ |ϑ⋆)
ℓ(xτ |θ)

a.s.−−−→
t→∞

Ef log f(xτ )
ℓ(xτ |θ) − Ef log f(xτ )

ℓ(xτ |ϑ⋆)

= D(f ||ℓθ) −D(f ||ℓϑ⋆ ). (2.51)

Since ϑ⋆ is the unique minimizer of (2.47), it follows that, for all θ ̸= ϑ⋆,

D(f ||ℓθ) −D(f ||ℓϑ⋆ ) > 0. (2.52)

From (2.52) and (2.51) we conclude that

log µt(ϑ
⋆)

µt(θ)
a.s.−−−→
t→∞

∞ ∀θ ̸= ϑ⋆, (2.53)

which, since the beliefs are bounded, implies that

µt(θ)
a.s.−−−→
t→∞

0 ∀θ ̸= ϑ⋆. (2.54)

This is equivalent to (2.48) because the entries of the belief vector must add up to 1,
and the proof is complete.

■

We remark that Lemma 2.2 can be regarded as a special case of
Lemma 2.3 corresponding to f = ℓϑo . In fact, with this particular choice
we have

ϑ⋆ = arg min
θ∈Θ

D(f ||ℓθ) = arg min
θ∈Θ

D(ℓϑo ||ℓθ) = ϑo, (2.55)

since D(ℓϑo ||ℓϑo) = 0 and, in view of (2.32), the KL divergences corre-
sponding to θ ̸= ϑo are all positive.

Example 2.4 (Convergence under mismatched Gaussian likelihoods). Consider a problem
with 3 hypotheses, namely, Θ = {1, 2, 3}, and a family of Gaussian likelihoods with unit
variance and means

ν1 = 0.5, ν2 = 1, ν3 = 1.5. (2.56)
Let x1,x2, . . . be a stream of samples independently drawn from a Gaussian distribution
that does not belong to the family of models {ℓ(x|θ)}θ∈Θ. We denote by f(x) the true
Gaussian pdf of the data samples, with mean νf = 0.6 and unit variance. In the left
panel of Figure 2.4, we display the true pdf f(x) and the mismatched pdfs ℓ(x|θ) for
θ = 1, 2, 3.

From Lemma 2.3 we expect that, as t grows, the belief vector µt places all its mass
on hypothesis ϑ⋆, which is the unique minimizer of D(f ||ℓθ). As seen in Example 2.3,
we can compute D(f ||ℓθ) as

D(f ||ℓθ) = Ef log f(x)
ℓ(x|θ) = (νf − νθ)2

2 , (2.57)
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Figure 2.4: (Left) Mismatched Gaussian models ℓ(x|θ) (solid line) and true Gaussian model
f(x) (dashed line) corresponding to Example 2.4. (Right) Belief evolution over 100 iterations.
We see that, as t grows, all the belief mass is concentrated on the unique minimizer ϑ⋆ = 1,
namely, on the hypothesis that provides the best fit to the true model (see the left panel).

resulting in the KL divergence values

D(f ||ℓ1) = 0.005, D(f ||ℓ2) = 0.080, D(f ||ℓ3) = 0.405. (2.58)

In this example, the minimizer of D(f ||ℓθ) is given by ϑ⋆ = 1. As a matter of fact, in the
left panel of Figure 2.4 we see that the likelihood providing the best fit to the true model
(dashed line) corresponds to hypothesis 1 (blue solid line). In addition, we simulate the
evolution of the belief vector µt, updated according to the recursion in (2.29), over 100
iterations. The resulting behavior is displayed in the right panel of Figure 2.4. We see
that, as t grows, the belief mass becomes progressively concentrated on the unique mini-
mizer ϑ⋆ = 1, corresponding to the hypothesis that provides the best fit to the true model.

2.3 Information-Theoretic Interpretations

An interesting problem in Bayesian theory is to determine the optimal
belief update rule relative to a suitable criterion. In other words, the
posterior belief is no longer treated as a fait accompli forced by the rules
of conditional probability, but should arise instead as the solution to a
meaningful optimization problem. A relevant class of optimization problems
emerging in this context addresses the following question. Given the prior
knowledge embodied in π(θ), and the likelihood model ℓ(x|θ), which is the
posterior belief µ(θ) that provides the best rule to process the available
information? In order to find an optimized rule, it is necessary to define a
suitable function to measure the cost associated with a particular posterior
belief. We will see that typical cost functions involve information-theoretic
quantities.
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One of the earliest works following this path is [174], where an informa-
tion conservation principle is formulated to construct the cost function, and
the corresponding minimization problem is shown to lead to the Bayesian
posterior as the optimal solution. This study stimulated new formula-
tions and led to a debate on the interpretation of Bayes’ rule in terms of
information-theoretic quantities [105]. Since then, the cost function has
been remastered and modified in different guises. A commonly accepted
formulation is the free-energy minimization criterion. This optimization
principle, originally enunciated at the end of the 19th century, can explain
several inference and learning techniques, including Bayesian inference,
maximum likelihood learning with latent variables, variational approximate
Bayesian theory, mirror descent optimization, maximum entropy methods,
as well as brain modeling and cognition in self-organizing systems [97, 155].
We illustrate the free-energy minimization principle applied to the learning
problem of our interest.

Let ∆H be the probability simplex of dimension H. Denoting by p ∈ ∆H

the (unknown) belief vector we must optimize over, the free-energy function
pertinent to our problem is defined as [74, 97, 155]:4

F (p) =
∑
θ∈Θ

p(θ) log 1
π(θ)ℓ(x|θ) −H(p), (2.59)

where
H(p) =

∑
θ∈Θ

p(θ) log 1
p(θ) (2.60)

is the entropy of the pmf p [52, 158] — see Definition B.1. The first term on
the RHS of (2.59) can be interpreted as a cost value for selecting p based
on the available information reflected by the joint model π(θ)ℓ(x|θ), while
the entropy serves as a measure for the complexity of p. The free-energy
function is usually rearranged in the following form:

F (p) = D(p||π)−
∑
θ∈Θ

p(θ) log ℓ(x|θ), (2.61)

where
D(p||π) =

∑
θ∈Θ

p(θ) log p(θ)
π(θ) (2.62)

is the KL divergence between pmfs p and π [52] — see Definition B.4.

4We should have written p(θ|x), since we are actually evaluating a posterior belief. We omit
the explicit dependence on x for notational simplicity.
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Using (2.62) and the marginal pdf or pmf m(x) defined in (2.5), Eq.
(2.61) can be manipulated as follows:

F (p) =
∑
θ∈Θ

p(θ) log p(θ)
π(θ) +

∑
θ∈Θ

p(θ) log 1
ℓ(x|θ) (2.63a)

=
∑
θ∈Θ

p(θ) log p(θ)
π(θ)ℓ(x|θ)
m(x)

− logm(x) (2.63b)

= D(p||µBu)− logm(x), (2.63c)

where we denote by µBu the belief arising from the Bayesian update (2.5),
namely,

µBu(θ|x) = π(θ)ℓ(x|θ)
m(x) , m(x) =

∑
θ∈Θ

π(θ)ℓ(x|θ). (2.64)

Since D(p||µBu) ≥ 0, with equality if, and only if, p = µBu, we obtain the
following remarkable result:

µBu = arg min
p∈∆H

F (p), (2.65)

namely, free energy is minimized by the Bayesian posterior µBu. It is
worth mentioning that, in the context of variational Bayesian inference,
the negative free energy is also known as ELBO (evidence lower bound),
because in view of (2.63c) we have [155]

logm(x) = D(p||µBu)− F (p) ≥ −F (p), (2.66)

showing that the negative free energy is a lower bound on the logarithm of
the evidence m(x).

We next describe another useful information-theoretic interpretation
of Bayes’ rule. We start by constructing a belief vector µlik that uses
only the information contained in the likelihood ℓ(x|θ) and disregards the
information contained in the prior π. This construction can be done by
scaling the likelihood to transform it into a probability (i.e., belief) vector

µlik(θ|x) ≜ ℓ(x|θ)∑
θ′∈Θ

ℓ(x|θ′) . (2.67)

We refer to µlik as the “likelihood” posterior. Observe that (2.67) can be
interpreted as a Bayesian update with likelihood ℓ(x|θ) and uniform prior
(π(θ) = 1/H for all θ ∈ Θ), namely,

µlik(θ|x) = (1/H)ℓ(x|θ)
mu(x) , mu(x) = 1

H

∑
θ∈Θ

ℓ(x|θ). (2.68)
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Using (2.68) in (2.61), the free energy can be rewritten as

F (p) = D(p||π) +
∑
θ∈Θ

p(θ) log 1
µlik(θ|x)︸ ︷︷ ︸

cross-entropy H(p, µlik)

− log

∑
θ′∈Θ

ℓ(x|θ′)


︸ ︷︷ ︸
independent of p

, (2.69)

where we see the appearance of the cross-entropy between the target belief
p and the “likelihood” posterior µlik — see Definition B.2. Since the last
term in (2.69) does not contain the target belief p, minimizing the free
energy is tantamount to minimizing the following modified cost function:

F̃ (p) ≜ D(p||π) +H(p, µlik). (2.70)

We see that the cost function in (2.70) adds to the KL divergence between
p and the prior the cross-entropy between p and the “likelihood” posterior.
Moreover, by writing explicitly the KL divergence and the cross-entropy,
we see that

F̃ (p) =
∑
θ∈Θ

p(θ) log p(θ)
π(θ) +

∑
θ∈Θ

p(θ) log 1
µlik(θ)

=
∑
θ∈Θ

p(θ) log 1
π(θ) +

∑
θ∈Θ

p(θ) log p(θ)
µlik(θ) , (2.71)

and we conclude that the cost function F̃ (p) can be equivalently written as

F̃ (p) = H(p, π) +D(p||µlik). (2.72)

That is, the roles of the KL divergence and the cross-entropy in (2.70)
and (2.72) can be interchanged without altering the cost function. In
summary, we find that the Bayesian posterior µBu minimizes the free energy
F (p). Since we showed that minimizing F (p) is equivalent to minimizing
F̃ (p), from (2.70) and (2.72) we conclude that the Bayesian posterior also
minimizes the sum of a KL divergence term and a cross-entropy term
involving the prior π and the “likelihood” posterior µlik.

2.4 Stochastic-Optimization Interpretation

In this section we provide a third interpretation and show how Bayes’
rule can arise from a stochastic-optimization problem solved by means of
a stochastic mirror descent (SMD) algorithm [17, 36, 136, 155]. Assume
that we observe a stream of iid data x1,x2, . . . drawn from an unknown
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probability (density or mass) function f . As usual, a prior belief vector
π and the likelihood models {ℓθ} are available. The goal is to learn from
the data stream which model ℓϑ⋆ provides the best fit to the true model f ,
a question that can be formulated in terms of the following optimization
problem:

ϑ⋆ = arg min
θ∈Θ

D(f ||ℓθ). (2.73)

We work under the same assumptions used in Lemma 2.3 and, in particular,
we are assuming in (2.73) that D(f ||ℓθ) is minimized at a unique value ϑ⋆.
Problem (2.73) can be reformulated in terms of belief vectors p, namely, we
can solve the following equivalent problem over p belonging to the simplex
∆H :

eϑ⋆ = arg min
p∈∆H

∑
θ∈Θ

p(θ)D(f ||ℓθ). (2.74)

In (2.74), we are denoting by eϑ⋆ ∈ RH the basis vector that has all zero
entries, except for the ϑ⋆th entry that is equal to 1. In order to justify
why (2.74) is equivalent to (2.73), we observe that, assuming a unique
minimizer ϑ⋆, we can write∑

θ∈Θ
p(θ)D(f ||ℓθ)−D(f ||ℓϑ⋆) =

∑
θ∈Θ

p(θ)
(
D(f ||ℓθ)−D(f ||ℓϑ⋆)

)
=
∑
θ ̸=ϑ⋆

p(θ)
(
D(f ||ℓθ)−D(f ||ℓϑ⋆)

)
︸ ︷︷ ︸

>0

≥ 0.

(2.75)

Accordingly, the LHS of (2.75) is minimized if we set p(θ) = 0 for all
θ ≠ ϑ⋆. Thus, the minimum of the cost function in (2.74) is D(f ||ℓϑ⋆),
and the unique minimizer is a probability vector placing unit mass on ϑ⋆,
namely, the vector eϑ⋆ . Expanding the cost function in (2.74) we can write

∑
θ∈Θ

p(θ)D(f ||ℓθ) = Ef

∑
θ∈Θ

p(θ) log 1
ℓ(x|θ) + log f(x)

 , (2.76)

which, since the term log f(x) does not depend on p, can be replaced by
the cost function

Ef

∑
θ∈Θ

p(θ) log 1
ℓ(x|θ)

 . (2.77)

Actually, the function f(x) relative to which the expectation is evaluated
is unknown. Therefore, the cost function in (2.77) cannot be computed. In
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the theory of optimization, one way to circumvent this type of difficulty is
to implement a stochastic gradient descent (SGD) algorithm, where the
gradient of (2.77) is replaced by a stochastic instantaneous approximation,
yielding, for t = 1, 2, . . . (with p0 being the initial or prior belief),

pt = pt−1 − γ∇Qt(pt−1)
= arg min

p∈RH
∥pt−1 − γ∇Qt(pt−1)− p∥2, (2.78)

where γ > 0 is the step-size or learning rate parameter, and where we
introduced the instantaneous loss function

Qt(p) ≜
∑
θ∈Θ

p(θ) log 1
ℓ(xt|θ)

. (2.79)

The first equality in (2.78) is the standard SGD formulation, whereas the
second equality is a straightforward identity that will be useful soon [155].
Unfortunately, algorithm (2.78) does not account for the fact that p must
belong to the probability simplex (i.e., its entries must be nonnegative and
add up to 1). In order to incorporate this constraint, we can resort to a
projected stochastic gradient algorithm, by restricting to ∆H the search
space appearing in the second formulation of (2.78):

pt = arg min
p∈∆H

∥pt−1 − γ∇Qt(pt−1)− p∥2

= arg min
p∈∆H

{(
∇Qt(pt−1)

)T
p+ 1

2γ ∥p− pt−1∥2
}
, (2.80)

where the last equality follows by expanding the squared norm and ignoring
terms that are independent of p. Exploiting the form of the loss function
Qt(p) in (2.79), we observe that

∂Qt(p)
∂p(θ) = log 1

ℓ(xt|θ)
, (2.81)

which implies(
∇Qt(pt−1)

)T
p =

∑
θ∈Θ

p(θ) log 1
ℓ(xt|θ)

= Qt(p). (2.82)

Accordingly, Eq. (2.80) can be rewritten as

pt = arg min
p∈∆H

{
Qt(p) + 1

2γ ∥p− pt−1∥2
}
. (2.83)
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The update in (2.83) can be interpreted as minimizing Qt(p) while keeping
under control the Euclidean distance of p from the previous iterate pt−1. The
mirror descent method replaces the Euclidean distance term appearing in
(2.83) with a more general similarity measure [17, 36, 136, 155]. Specifically,
this measure is chosen from the family of Bregman divergences [34]. A
Bregman divergence Bg(p, p′) is constructed as follows [36, 155]:

Bg(p, p′) ≜ g(p)− g(p′) +
(
∇g(p′)

)T
(p′ − p), p, p′ ∈ ∆H , (2.84)

where g : ∆H 7→ R is a continuously differentiable and strictly convex
function (see Definition A.2),5 a.k.a. mirror function in the context of
mirror descent methods. Replacing the term (1/2)∥p−pt−1∥2 in (2.83) with
a Bregman divergence results in the stochastic mirror descent algorithm [17,
36, 136, 155]

pt = arg min
p∈∆H

{
Qt(p) + 1

γ
Bg(p, pt−1)

}
. (2.85)

One choice of the Bregman divergence that fits our problem where we
need to compare probability distributions is the KL divergence, which is
obtained when the mirror function is chosen as the negative entropy

g(p) =
∑
θ∈Θ

p(θ) log p(θ) = −H(p). (2.86)

With this choice, Eq. (2.85) becomes

pt = arg min
p∈∆H

{
Qt(p) + 1

γ
D(p||pt−1)

}

= arg min
p∈∆H

∑
θ∈Θ

p(θ) log 1
ℓ(xt|θ)

+ 1
γ
D(p||pt−1)

 , (2.87)

where in the last equality we used (2.79). Notably, for the case γ = 1,
the representation in (2.87) coincides with the minimization of the free
energy in the form (2.61), with π replaced by pt−1. This is a remarkable
conclusion, since it implies that, with γ = 1, the individual iterate of the
SMD algorithm is nothing but a Bayesian update rule!

To solve (2.87) for general values of γ, we multiply the quantity within
brackets by γ and write the KL divergence explicitly, obtaining

pt = arg min
p∈∆H

∑
θ∈Θ

p(θ) log p(θ)
pt−1(θ)ℓγ(xt|θ)

 . (2.88)

5In general, to define a Bregman divergence, the domain of g must be a closed convex set
(see Definition A.1), not necessarily a probability simplex.
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Note that the function pt−1(θ)ℓγ(xt|θ) can be turned into a pmf by nor-
malization, namely,

p′(θ) = pt−1(θ)ℓγ(xt|θ)∑
θ′∈Θ

pt−1(θ′)ℓγ(xt|θ′)
. (2.89)

Since the normalization term does not depend on p, the minimization
problem in (2.88) can be turned into minimization of the KL divergence
between p and p′, yielding the solution

pt(θ) ∝ pt−1(θ)ℓγ(xt|θ). (2.90)

Observe now that the goal of the considered stochastic-optimization frame-
work is to approximate, for a sufficiently large number of iterations, the
solution eϑ⋆ to problem (2.74). It is therefore useful to examine the asymp-
totic behavior, over an infinite stream of random data x1,x2, . . ., of the
belief generated by (2.90). By inspecting the proof of Lemma 2.3, it is
easily seen that the parameter γ does not affect the conclusion of the
lemma. Accordingly, if the prior belief p0 places nonzero mass on all θ ∈ Θ,
we have that

pt(ϑ⋆)
a.s.−−−→
t→∞

1, (2.91)

where the bold notation pt is now necessary since, as done in Lemma 2.3,
we are focusing on the limiting, almost-sure behavior of the belief when
evaluated over an infinite stream of random data. Since pt is a probability
vector, we conclude from (2.91) that the sequence of SMD iterates converges
almost surely to eϑ⋆ , a belief vector that places all its mass on hypothesis
ϑ⋆ in (2.73).

In principle, the fact that the algorithm converges does not reveal
anything special as regards the instantaneous beliefs pt, which carry in-
formation about how the agent is progressively learning to reach the final
conclusion. These running beliefs are critical for the learning process, since
ideally we would like to guarantee that the agent is able to make the best
possible choice at any time instant, in a manner that is compatible with the
data observed up to that time. The remarkable conclusion stemming from
the above analysis is that the stochastic mirror descent algorithm with the
similarity measure equal to the KL divergence and the step-size γ equal
to 1, actually provides the best instantaneous belief, corresponding to the
Bayesian update. This conclusion is not obvious, since the rationale behind
the stochastic-optimization approach is to solve (2.73) or (2.74) using a
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sufficiently large number of iterations, with no guarantees of optimized
solutions for the individual iteration t.

Before concluding this section, there are two useful observations regard-
ing the choice of the step-size γ in (2.85). First, in the general theory of
SMD (and SGD), it is common to select a step-size that vanishes (with
suitable decay rate) as t→∞ to guarantee convergence to the true solu-
tion. In our particular case, constant step-sizes are sufficient to guarantee
convergence.

Second, we see that in the modified posterior (2.90), the step-size γ can
be used to tune the relative importance of the likelihood. The modified
posterior arose from the cost function in (2.87) which, for γ ̸= 1, is a
modification of the free energy where the KL divergence term is weighted
by 1/γ. This is only one possibility for deriving posterior beliefs based
on specific constraints [174]. One could consider variations of the cost
functions in (2.61), (2.70), or (2.72) by weighting the individual terms in a
different way, so as to unbalance the relative importance of past information
(encoded in the prior) and fresh data (encoded in the likelihood). We will
revisit this approach in Chapter 8 when we introduce adaptive social
learning and when we show the advantages of having non-Bayesian updates
in Chapter 13.





Chapter 3

From Single-Agent to Social Learning

We are now ready to formulate the social learning problem, namely, the
multi-agent, decentralized version of the single-agent problem addressed in
the previous chapter. Differently from what was assumed there, now we
allow each agent to exploit information received from some other agents,
called neighbors. We denote by Nk the set of agents whose information
is exploited by agent k. This set can include agent k, but this is not
mandatory in our model. Technically, Nk represents the in-neighborhood
of agent k, as explained later in Chapter 4.

The total number of agents in the graph will be denoted by K. Each
agent k = 1, 2, . . . ,K observes a stream of data

xk,1, xk,2, . . . , xk,t (3.1)

belonging to a space Xk, where the subscript k highlights that the observa-
tion spaces are allowed to be heterogeneous across the agents. Each agent
k attempts to construct a belief vector µk,t, relying on a prior µk,0 and on
private likelihood models {ℓk(x|θ)}θ∈Θ. The nature of ℓk(x|θ), regarded as
a function of x, may vary across the agents as well. For example, it can
be a pdf for certain agents, and a pmf for other agents. However, and as
was also assumed in the single-agent setting, the nature of ℓk(x|θ) does
not vary across θ.

Moreover, note that each likelihood model ℓk(x|θ) describes a marginal
distribution for the data of agent k, which means that no joint model
encompassing the dependence across the agents’ data (i.e., over space)
is used. This is because, as we will discuss more thoroughly in the next
section, we will focus on non-Bayesian social learning, where the inter-agent
dependence is not known or too complex to be accounted for.
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3.1 Bayesian versus Non-Bayesian Learning

In Chapter 2 we saw that Bayes’ rule is optimal under several paradigms.
Therefore, an agent acting rationally should perform Bayesian learning,
which means that its belief should be the Bayesian posterior. We showed
in Lemma 2.1 that a standalone agent can perform Bayesian learning by
using an online algorithm where the belief at each iteration t, updated
sequentially by taking the previous belief and the likelihood of the new
data, corresponds exactly to the Bayesian posterior computed over the
amount of data available up to t.

The scenario changes dramatically when we move from single-agent to
social learning. Under the latter setting, spatially distributed agents are
linked by a graph, introducing nontrivial communication dynamics and
spatial dependence into the learning process. To see why, let us focus on the
perspective of a single agent from the group of agents. In order to be fully
rational (i.e., fully Bayesian) this agent would need to know a joint model
encompassing all agents, and should use it to compute a posterior based
on the entirety of data observed across the network. These requirements
are far from being satisfied in practice. First, each agent usually possesses
only local (i.e., marginal) generative models of the form ℓk(x|θ) to link
its private data to the hypotheses, while it has no information about
the generative models of the other agents. And even if an agent had full
knowledge of the marginal models of the other agents, such knowledge
would be generally insufficient to determine the joint model. Second, the
data xk,t at each agent is usually private, and cannot be shared with other
agents. More commonly, the agents are only allowed (or inclined) to share
summary information, such as opinions or decisions, rather than their raw
data.

In other words, in a distributed setting, the agents possess limited
resources to deliberate, and they have access to incomplete information
about their environment. The only information available to an agent is
contained in its private data, its local likelihood model, and also in the
opinions received from its immediate neighbors. This sharing of opinions
also results in some redundancy and nontrivial correlations among different
information sources over the graph. In addition, the agents face the chal-
lenge of not having knowledge of the full graph structure. Even when the
agents have global knowledge of the network topology and the agents’ data
structure, retrieving fully Bayesian knowledge from summary information



3.1. Bayesian versus Non-Bayesian Learning 43

collected from neighboring agents is in general NP-hard [91]. The next
example illustrates one simple scenario that shows the complexity of a
fully Bayesian solution in the decentralized setting.

Example 3.1 (Multi-Agent Bayesian processing). Consider 4 agents organized into a
network. Agent k, for k = 1, 2, 3, 4, observes a data sample ξk.1 Specifically, the agents
observe iid Bernoulli data, which are related to a hypothesis θ ∈ Θ = {θ1, θ2}. The
likelihood model of agent k is, for ξ ∈ {0, 1},

ℓk(ξ|θ) = q
(k)
θ I[ξ = 0] +

(
1 − q

(k)
θ

)
I[ξ = 1], (3.2)

with q
(k)
θ1

̸= q
(k)
θ2

. All agents assume uniform prior beliefs, so that the exact Bayesian
posterior (2.64) given all data samples {ξ1, ξ2, ξ3, ξ4} is

µBu(θ|ξ1, ξ2, ξ3, ξ4) ∝ ℓ1(ξ1|θ) ℓ2(ξ2|θ) ℓ3(ξ3|θ) ℓ4(ξ4|θ). (3.3)

We want to illustrate the complexity associated with the decentralized computation of
(3.3) when the agents cannot share the data. The agents are instead allowed to share the
beliefs with their neighbors, according to the directed graph in Figure 3.1. We describe
next a procedure that will enable agent 4 to obtain (3.3).
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Figure 3.1:
Diagra

m showing the flow of inform
ation

acros
s the network of four

agent
s in Example 3.1.

Agent
1 then sends the updated

belief
vecto

r to its neighb
ors 2 and 3.

Agent
s 2 and 3 update their beliefs

. We first focus on agent
2 and show

that, fr
om its data ›2 and the belief (3.4)

receiv
ed from

agent
1, it can compute

the exact
Bayesi

an poster
ior corre

sponding to the subset of data {›1, ›2}. In

fact,
agent

2 can perform
a Bayesi

an update by using (3.4)
as prior,

yield
ing

µ
Bu (◊|›1, ›2) Ã µ

Bu (◊|›1) ¸(›2|◊)
(3.4)Ã ¸1(›1|◊) ¸2(›2|◊),

(3.5)

which is the exact
Bayesi

an poster
ior based

on {›1, ›2}. Agent
3 could perform

a similar proced
ure and get

µ
Bu (◊|›1, ›3) Ã ¸1(›1|◊) ¸3(›3|◊).

(3.6)

Agents
2 and 3 send the beliefs

in (3.5)
and (3.6)

to their common neighb
or 4.

Agent
4 updates

its belief.
Note that the beliefs

receiv
ed by agent

4 conta
in

redundant information
about the observa

tion ›1. In
order to compute the exact

Bayesi
an poster

ior (3.3),
agent

4 needs to disenta
ngle the observa

tions ›1, ›2,

and ›3 from
the receiv

ed beliefs
. To this end, agent

4 uses the beliefs
(3.5)

and

(3.6)
(rece

ived
from

agent
s 2 and 3, respective

ly) to compute the quantity

a
�=

µ
Bu (◊1|›1, ›2)

µBu (◊2|›1, ›2)
=

¸1(›1|◊1) ¸2(›2|◊1)

¸1(›1|◊2) ¸2(›2|◊2)
.

(3.7)

If agent
4 knows the likelih

ood models of agent
s 2 and 3, it can recov

er ›1 and
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Figure 3.1: Diagram showing the flow of information across the network of four

agents in Example 3.1.Agent 1 then sends the updated belief vector to its neighbors 2 and 3.

Agents 2 and 3 update their beliefs. We first focus on agent 2 and show

that, from its data ›2 and the belief (3.4) received from agent 1, it can compute

the exact Bayesian posterior corresponding to the subset of data {›1 , ›2}. In

fact, agent 2 can perform a Bayesian update by using (3.4) as prior, yielding

µ Bu(◊|›1 , ›2) Ã µ Bu(◊|›1) ¸(›2 |◊) (3.4)Ã
¸1(›1 |◊) ¸2(›2 |◊),

(3.5)

which is the exact Bayesian posterior based on {›1 , ›2}. Agent 3 could perform

a similar procedure and get
µ Bu(◊|›1 , ›3) Ã ¸1(›1 |◊) ¸3(›3 |◊).

(3.6)

Agents 2 and 3 send the beliefs in (3.5) and (3.6) to their common neighbor 4.

Agent 4 updates its belief. Note that the beliefs received by agent 4 contain

redundant information about the observation ›1 . In order to compute the exact

Bayesian posterior (3.3), agent 4 needs to disentangle the observations ›1 , ›2 ,

and ›3 from the received beliefs. To this end, agent 4 uses the beliefs (3.5) and

(3.6) (received from agents 2 and 3, respectively) to compute the quantity

a �= µBu(◊1 |›1 , ›2)µBu(◊2 |›1 , ›2) = ¸1(›1 |◊1) ¸2(›2 |◊1)
¸1(›1 |◊2) ¸2(›2 |◊2) .

(3.7)

If agent 4 knows the likelihood models of agents 2 and 3, it can recover ›1 and
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agents are only allowed (or inclined) to share summary information,

such as opinions or decisions, rather than their raw data.

In other words, in a distributed setting, agents possess limited re-

sources to deliberate, and they have access to incomplete information

about their environment. The only information available to an agent

is contained in its private data, its local likelihood model, and also in

the opinions received from its immediate neighbors. This sharing of in-

formation also results in some redundancy and nontrivial correlations

among di�erent information sources over the graph. In addition, agents

face the challenge of not having knowledge of the full graph structure.

Even when agents have full global knowledge of the topology and the

agents’ data structure, retrieving fully Bayesian knowledge from sum-

mary information collected from neighboring agents is in general NP-

hard [87]. The next example o�ers one simple example illustrating the

complexity of a fully Bayesian solution in the decentralized setting.

Example 3.1 (Multi-Agent Bayesian processing). Consider 4 agents orga-

nized into a network. Agent k, for k = 1, 2, 3, 4, observes a data sample ›k . 1

Specifically, the agents observe iid Bernoulli data, which are related to a hy-

pothesis ◊ œ � = {◊1 , ◊2}. The likelihood model of agent k is, for › œ {0, 1},

¸k (›|◊) = q (k)
◊ I[› = 0] + (1 ≠ q (k)

◊ ) I[› = 1],

(3.2)

with q (k)
◊1 ”= q (k)

◊2 . All agents assume uniform prior beliefs, so that the exact

Bayesian posterior (2.61) corresponding to the entire set of data {›1 , ›2 , ›3 , ›4}

is

µ Bu(◊|›1 , ›2 , ›3 , ›4) Ã ¸1(›1 |◊) ¸2(›2 |◊) ¸3(›3 |◊) ¸4(›4 |◊).
(3.3)

We want to illustrate the complexity associated with the decentralized

computation of (3.3) when the agents cannot share the data. The agents are

instead allowed to share the beliefs with their neighbors, according to the

directed graph in Figure 3.1. We describe next a procedure that will enable

agent 4 to obtain (3.3).
Agent 1 updates its belief. When agent 1 receives observation ›1 , it per-

forms a Bayesian update yielding the beliefµ Bu(◊|›1) Ã ¸1(›1 |◊).

(3.4)

1In this example we use ›k in place of xk since in the previous chapter the

subscript on x referred to time, whereas here it refers to the agent.

3.1.
Bayesia

n versu
s Non-Bayesia

n Learnin
g

49

agent
s are only allow

ed (or inclined) to share summary information
,

such as opinions or decisio
ns, rather than their raw data.

In other words, in a distrib
uted settin

g, agent
s posses

s limited re-

sources to deliberate
, and they have acces

s to incomplete information

about their envir
onment. The only information

availa
ble to an agent

is conta
ined in its private

data, its local
likelih

ood model, and also in

the opinions receiv
ed from

its immediate neighb
ors. This sharing of in-

formation
also results in some redundancy and nontri

vial corre
lation

s

among di�erent
information

sources over
the graph. In addition, agent

s

face the challenge of not having knowledge of the full graph structure.

Even when agent
s have full global knowledge of the topology

and the

agent
s’ data structure, retrie

ving fully Bayesi
an knowledge from

sum-

mary information
collec

ted from
neighb

oring agent
s is in general NP-

hard [87].
The next exam

ple o�ers one simple exam
ple illustrati

ng the

complexity
of a fully Bayesi

an solution in the decent
ralize

d settin
g.

Example 3.1 (Multi-A
gent

Bayesi
an proce

ssing
). Consider 4 agent

s orga-

nized
into a network. Agent

k, for k = 1, 2, 3
, 4, observe

s a data sample ›k.
1

Specifically,
the agent

s observe
iid Bernoulli data, which are relate

d to a hy-

pothesis ◊ œ � = {◊1, ◊2}. The likelih
ood model of agent

k is, for › œ {0, 1}
,

¸k(›|◊
) = q

(k)
◊

I[› = 0] + (1 ≠ q
(k)
◊

) I[› = 1],

(3.2)

with q
(k)
◊1

”= q
(k)
◊2

. All agent
s assume uniform

prior beliefs
, so that the exact

Bayesi
an poster

ior (2.61
) corre

sponding to the entire
set of data {›1, ›2, ›3, ›4}

is µ
Bu (◊|›1, ›2, ›3, ›4) Ã ¸1(›1|◊) ¸2(›2|◊) ¸3(›3|◊) ¸4(›4|◊).

(3.3)

We want to illustrate
the complexity

assoc
iated

with the decent
ralize

d

computation
of (3.3)

when the agent
s cannot share the data. The agent

s are

instead
allow

ed to share the beliefs
with their neighb

ors, accor
ding to the

directe
d graph in Figure 3.1. We describ

e next a proced
ure that will enable

agent
4 to obtain (3.3).

Agent
1 updates

its belief.
When agent

1 receiv
es observa

tion
›1, it per-

forms a Bayesi
an update yield

ing the belief

µ
Bu (◊|›1) Ã ¸1(›1|◊).

(3.4)

1 In this exam
ple we use ›k

in place
of xk

since in the previo
us chapter the

subscrip
t on x referr

ed to time, whereas
here it refers

to the agent
.

3.1. Bayesian versus Non-Bayesian Learning 49

agents are only allowed (or inclined) to share summary information,
such as opinions or decisions, rather than their raw data.

In other words, in a distributed setting, agents possess limited re-
sources to deliberate, and they have access to incomplete information
about their environment. The only information available to an agent
is contained in its private data, its local likelihood model, and also in
the opinions received from its immediate neighbors. This sharing of in-
formation also results in some redundancy and nontrivial correlations
among di�erent information sources over the graph. In addition, agents
face the challenge of not having knowledge of the full graph structure.
Even when agents have full global knowledge of the topology and the
agents’ data structure, retrieving fully Bayesian knowledge from sum-
mary information collected from neighboring agents is in general NP-
hard [87]. The next example o�ers one simple example illustrating the
complexity of a fully Bayesian solution in the decentralized setting.

Example 3.1 (Multi-Agent Bayesian processing). Consider 4 agents orga-
nized into a network. Agent k, for k = 1, 2, 3, 4, observes a data sample ›k.1
Specifically, the agents observe iid Bernoulli data, which are related to a hy-
pothesis ◊ œ � = {◊1, ◊2}. The likelihood model of agent k is, for › œ {0, 1},

¸k(›|◊) = q
(k)
◊ I[› = 0] + (1 ≠ q

(k)
◊ ) I[› = 1], (3.2)

with q
(k)
◊1

”= q
(k)
◊2

. All agents assume uniform prior beliefs, so that the exact
Bayesian posterior (2.61) corresponding to the entire set of data {›1, ›2, ›3, ›4}
is

µBu(◊|›1, ›2, ›3, ›4) Ã ¸1(›1|◊) ¸2(›2|◊) ¸3(›3|◊) ¸4(›4|◊). (3.3)
We want to illustrate the complexity associated with the decentralized
computation of (3.3) when the agents cannot share the data. The agents are
instead allowed to share the beliefs with their neighbors, according to the
directed graph in Figure 3.1. We describe next a procedure that will enable
agent 4 to obtain (3.3).

Agent 1 updates its belief. When agent 1 receives observation ›1, it per-
forms a Bayesian update yielding the belief

µBu(◊|›1) Ã ¸1(›1|◊). (3.4)
1In this example we use ›k in place of xk since in the previous chapter the

subscript on x referred to time, whereas here it refers to the agent.

Figure 3.1: Diagram showing the flow of information across the network of four agents in
Example 3.1.

Agent 1 updates its belief. When agent 1 receives observation ξ1, it performs a
Bayesian update yielding the belief

µBu(θ|ξ1) ∝ ℓ1(ξ1|θ). (3.4)

1In this example we denote the data by ξk in place of xk. This is done to avoid confusion,
since in the previous chapter the subscript on x referred to time, whereas here it refers to the
agent.
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Agent 1 then sends the updated belief vector to agents 2 and 3.

Agents 2 and 3 update their beliefs. We first focus on agent 2 and show that, from
its data ξ2 and the belief (3.4) received from agent 1, it can compute the exact Bayesian
posterior corresponding to the subset of data {ξ1, ξ2}. In fact, agent 2 can perform a
Bayesian update by using (3.4) as the prior, yielding

µBu(θ|ξ1, ξ2) ∝ µBu(θ|ξ1) ℓ(ξ2|θ)
(3.4)
∝ ℓ1(ξ1|θ) ℓ2(ξ2|θ), (3.5)

which is the exact Bayesian posterior given {ξ1, ξ2}. Agent 3 could perform a similar
procedure and get

µBu(θ|ξ1, ξ3) ∝ ℓ1(ξ1|θ) ℓ3(ξ3|θ). (3.6)
Agents 2 and 3 send to agent 4 beliefs (3.5) and (3.6), respectively.

Agent 4 updates its belief. Note that the beliefs received by agent 4 contain redundant
information about observation ξ1. In order to compute the exact Bayesian posterior
(3.3), agent 4 needs to disentangle the observations ξ1, ξ2, and ξ3 from the received
beliefs. To this end, agent 4 uses beliefs (3.5) and (3.6) (received from agents 2 and 3,
respectively) to compute the quantity

a ≜
µBu(θ1|ξ1, ξ2)
µBu(θ2|ξ1, ξ2) = ℓ1(ξ1|θ1) ℓ2(ξ2|θ1)

ℓ1(ξ1|θ2) ℓ2(ξ2|θ2) . (3.7)

If agent 4 knows the likelihood models of agents 2 and 3, it can recover ξ1 and ξ2 by
checking the possible values of a as follows:

ξ1 = 0, ξ2 = 0 if a =
q

(1)
θ1

q
(1)
θ2

q
(2)
θ1

q
(2)
θ2

,

ξ1 = 0, ξ2 = 1 if a =
q

(1)
θ1

q
(1)
θ2

1 − q
(2)
θ1

1 − q
(2)
θ2

,

ξ1 = 1, ξ2 = 0 if a =
1 − q

(1)
θ1

1 − q
(1)
θ2

q
(2)
θ1

q
(2)
θ2

,

ξ1 = 1, ξ2 = 1 if a =
1 − q

(1)
θ1

1 − q
(1)
θ2

1 − q
(2)
θ1

1 − q
(2)
θ2

,

(3.8)

assuming that the parameters of the Bernoulli distributions are such that the above four
values of a are distinct. A similar procedure, with four different comparisons, can be
applied to the beliefs received from agent 3 to recover ξ3. Upon recovery of ξ1, ξ2, and
ξ3, agent 4 can finally compute (3.3).

The analysis in this example explains why obtaining a fully Bayesian solution in
a decentralized setting becomes soon unfeasible as the number of time steps increases.
Moreover, the complexity also increases when the observation model is less simple (e.g.,
discrete random variables with more than two values or continuous random variables)
or when we have more hypotheses to classify. In addition, note that we made the as-
sumption that agent 4 knows the likelihood models of agents 2 and 3, while in typical
applications each agent knows only its own private models. Note also that, as we will see
later, in traditional social learning all agents update and share their beliefs in parallel,
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which introduces additional complexity with respect to the simplified sequential scheme
considered in this example.

The issues encountered in the distributed setting motivated many
investigators to move away from insisting on the fully Bayesian perspective.
The departure from Bayesian thinking is endorsed by the theory of bounded
rationality. The qualification “bounded” highlights the fact that, due to
cognitive and knowledge constraints, the agents are unable to implement
fully rational rules and must implement instead non-Bayesian rules [43,
161]. Under sophisticated learning tasks, psychological experiments have
supported the theory that non-Bayesian decision-making can take place.
It has been observed that the subjects of these experiments were not
fully rational in the face of new information and deviated from a fully
Bayesian approach toward some more attainable decision heuristics [49].
This behavior can be justified in terms of a trade-off between decision
accuracy and cognitive effort. The subject is not only seeking a learning
strategy that yields good performance, but also keeps deliberation cost
under control.

3.2 Non-Bayesian Social Learning

The experimental evidence of bounded rationality in humans and the
intractability of Bayesian computation within groups motivate the develop-
ment of non-Bayesian social learning. Within this paradigm, several useful
methods have been proposed [3, 25, 84, 96, 106, 131, 135, 157, 175]. All
these methods share the following common structure, in a manner similar
to strategies used for optimization and learning over graphs [151, 152, 155]:
i) a self-learning step, where each agent learns individually from its private
data; followed by a ii) cooperation step, where the individual knowledge is
shared among agents according to a communication structure dictated by
the network graph.2 In summary, we arrive at the “equation”

social learning = self-learning + cooperation (3.9)

In the self-learning step we assume each agent acts individually in a
canonical Bayesian way. That is, each agent k at time t performs locally a
Bayesian update by blending its prior belief vector µk,t−1 and the likelihood

2We opt to focus on the adapt-then-combine form, where the cooperation step comes after
the self-learning step. It is also possible to consider the combine-then-adapt form, where the
order is reversed [131, 135, 152].
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Figure 3.2: Non-Bayesian social learning. In the self-learning step, each agent k performs
individually a Bayesian update given the prior belief vector µk,t−1 and the private data xk,t. The
resulting intermediate belief vector ψk,t is then diffused across the network. In the cooperation
step, agent k aggregates the intermediate beliefs {ψj,t}j∈Nk

received from neighbors by using a
pooling rule.

ℓk(xk,t|θ) computed from the locally available data xk,t. The output of the
Bayesian update is an intermediate belief vector ψk,t to be shared with
neighboring agents.

Then, during the cooperation step, agent k forms its final belief vector
µk,t by using a certain pooling rule Ck to combine the intermediate belief
vectors {ψj,t}j∈Nk received from its neighbors. These steps can be formally
written according to the following recursion:

ψk,t(θ) ∝ µk,t−1(θ)ℓk(xk,t|θ) (self-learning), (3.10a)

µk,t = Ck
(
{ψj,t}j∈Nk

)
(cooperation). (3.10b)

Figure 3.2 summarizes the essential features of non-Bayesian social learning.
While time-varying combination rules can be considered, in our pre-

sentation it is sufficient to focus on time-invariant rules, Ck. Note also
that the pooling operator in (3.10b) aggregates only the current updated
belief vectors {ψj,t}j∈Nk , and does not account for the entire history of
beliefs received up to time t. This property, sometimes referred to as
“imperfect recall,” is an instance of the principle of bounded rationality,
aimed at reducing computational and memory complexity [131]. In this
connection, we observe that the intermediate belief vector ψj,t depends on
the previous-lag belief vector µj,t−1. In view of the sequential nature of
Bayes’ rule (see Lemma 2.1), previous-lag beliefs are sufficient to build the
optimal posterior in the single-agent case. This property is in general lost
in the distributed setting due to the reasons mentioned in the previous
section.

We see from (3.10a) and (3.10b) that the structure of the self-learning
step is determined by Bayes’ rule. Therefore, the critical part is to select a
combination rule, i.e., how the intermediate neighboring beliefs should be
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processed. To this end, we will go through the following path. First, in the
next section we introduce an approach that derives the combination rule
from the optimization of suitable information-theoretic measures. We will
see how the two most popular social learning strategies will arise naturally
from this approach. Later, in Section 3.4, the very same strategies will
arise as the unique solutions to a formulation with meaningful physical
constraints placed on the agents’ behavior.

3.3 Information-Theoretic Viewpoint

A general principle to build an aggregate belief vector µk,t from the ensemble
of belief vectors {ψj,t}j∈Nk is to minimize some measure of discrepancy
between the new belief and the ensemble of beliefs. The purpose is to make
the aggregate belief as close as possible to all beliefs in the ensemble, i.e.,
to fuse the different viewpoints brought by the different agents. In the next
two sections we illustrate two choices for the discrepancy measures. Similar
choices are considered in [101], albeit for probability density functions as
opposed to probability mass functions.

For the sake of simplicity, the derivations in the forthcoming Sec-
tions 3.3.1 and 3.3.2 are carried out under the assumption that all the
entries of the belief vectors ψj,t are nonzero. The case where some of them
are zero can be obtained from continuity arguments — see the expressions
in (B.1).

3.3.1 Geometric-Averaging Rule

One meaningful way to quantify the discrepancy between a candidate
belief vector p at agent k and the received belief vectors {ψj,t}j∈Nk , is a
convex combination of the KL divergences between p and the received
belief vectors, namely, ∑

j∈Nk

ajkD(p||ψj,t), (3.11)

where the scalars ajk are defined for j ∈ Nk and obey the following
convexity conditions:

ajk > 0,
∑
j∈Nk

ajk = 1. (3.12)



48 From Single-Agent to Social Learning

We now want to compute the aggregate belief vector µk,t as the one that
minimizes the combination of KL divergences in (3.11), namely,

µk,t = arg min
p∈∆H

∑
j∈Nk

ajkD(p||ψj,t)
 . (3.13)

Note that the condition ∑
j∈Nk ajk = 1 is not a limitation, since if we

formulate (3.13) with a generic set of positive weights, we can always scale
these weights to reduce the problem to one with convex weights, without
altering the solution. The objective function in (3.13) can be manipulated
as follows:

∑
j∈Nk

ajkD(p||ψj,t) =
∑
j∈Nk

ajk
∑
θ∈Θ

p(θ) log p(θ)
ψj,t(θ)

=
∑
θ∈Θ

p(θ) log p(θ)∏
j∈Nk

[ψj,t(θ)]ajk
. (3.14)

Proceeding as done to manage (2.88), we see that the denominator on the
RHS of (3.14) is equivalent to a pmf up to a scaling term independent of p
(i.e., the RHS is equivalent to a KL divergence up to an additive constant),
implying that the solution to (3.13) is

µk,t(θ) ∝
∏
j∈Nk

[ψj,t(θ)]ajk . (3.15)

In summary, the pooling rule in (3.15), resulting from the optimization
problem in (3.13), prescribes that each agent computes a weighted geometric
average of the Bayesian updates gathered from its own neighborhood, up
to a normalization factor necessary to yield a vector belonging to the
probability simplex ∆H . The overall social learning strategy obtained
by using the Bayesian update (in the self-learning step) followed by the
geometric-average pooling rule (in the cooperation step) is summarized in
listing (3.16).
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Social learning with geometric averaging
start from the prior belief vectors µk,0 for k = 1, 2, . . . ,K
for t = 1, 2, . . .∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣

for k = 1, 2, . . . ,K∣∣∣∣∣∣∣∣∣∣

agent k observes xk,t
for θ = 1, 2, . . . , H∣∣∣∣∣ ψk,t(θ) = µk,t−1(θ)ℓk(xk,t|θ)∑

θ′∈Θ
µk,t−1(θ′)ℓk(xk,t|θ′)

end

(self-learning)

end

for k = 1, 2, . . . ,K∣∣∣∣∣∣∣∣∣
for θ = 1, 2, . . . , H∣∣∣∣∣ µk,t(θ) =

∏
j∈Nk

[ψj,t(θ)]ajk∑
θ′∈Θ

∏
j∈Nk

[ψj,t(θ′)]ajk

end

(cooperation)

end
end

(3.16)

Equation (3.15) implies that

logµk,t(θ) =
∑
j∈Nk

ajk logψj,t(θ) + const., (3.17)

which explains why the geometric-average rule is also referred to as log-
linear or logarithmic pooling.

Examining (3.16), we see that the social learning algorithm with geomet-
ric averaging involves two normalization operations. The first normalization
is implemented by each agent k during the self-learning stage, to compute
the intermediate belief vector ψk,t that must be shared over the network.
The second normalization is implemented by each agent during the coop-
eration stage to compute the final belief vector µk,t. It is clear that we can
combine both steps into a single update written as

µk,t(θ) ∝
∏
j∈Nk

[
µj,t−1(θ)ℓj(xj,t|θ)

]ajk
. (3.18)

This form does not require double normalization and is appealing in
situations where the intermediate beliefs are not required.
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3.3.2 Arithmetic-Averaging Rule

A second way to quantify the discrepancy between a belief vector p at
agent k and the received belief vectors is the following:∑

j∈Nk

ajkD(ψj,t||p), (3.19)

where the roles of p and ψj,t are reversed in comparison with (3.11). We
again impose the conditions

ajk > 0,
∑
j∈Nk

ajk = 1. (3.20)

The aggregate belief vector µk,t is then obtained as

µk,t = arg min
p∈∆H

∑
j∈Nk

ajkD(ψj,t||p)
 . (3.21)

The objective function in (3.21) can be manipulated as follows:
∑
j∈Nk

ajkD(ψj,t||p) =
∑
j∈Nk

ajk
∑
θ∈Θ

ψj,t(θ) log ψj,t(θ)
p(θ)

=
∑
θ∈Θ

∑
j∈Nk

ajkψj,t(θ) log ψj,t(θ)
p(θ)

=
∑
θ∈Θ

∑
j∈Nk

ajkψj,t(θ) log
∑
j∈Nk ajkψj,t(θ)

p(θ)

+
∑
θ∈Θ

∑
j∈Nk

ajkψj,t(θ) log ψj,t(θ)∑
j∈Nk ajkψj,t(θ)︸ ︷︷ ︸

independent of p

= D

( ∑
j∈Nk

ajkψj,t
∣∣∣∣∣∣p)+ const. (3.22)

Therefore, we see that the objective function in (3.21) is minimized when
the KL divergence on the last line in (3.22) is equal to 0, which occurs for
the choice

µk,t(θ) =
∑
j∈Nk

ajkψj,t(θ), (3.23)

namely, a weighted arithmetic average of the intermediate beliefs. Such lin-
ear rule is among the first combination policies used in social learning [175].
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One of the earliest appearances of arithmetic averaging is in the context
of the consensus algorithm [58], which dealt with a static case without
streaming data. The objective there was to pool different beliefs belonging
to spatially distributed agents, so that they can agree on a common belief.
In more recent years, arithmetic averaging has been successfully applied in
the context of diffusion strategies used for optimization and learning over
graphs [151, 152, 155]. The overall social learning strategy corresponding
to the linear combination rule is summarized in listing (3.24).

Social learning with arithmetic averaging
start from the prior belief vectors µk,0 for k = 1, 2, . . . ,K
for t = 1, 2, . . .∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣

for k = 1, 2, . . . ,K∣∣∣∣∣∣∣∣∣∣

agent k observes xk,t
for θ = 1, 2, . . . , H∣∣∣∣∣ ψk,t(θ) = µk,t−1(θ)ℓk(xk,t|θ)∑

θ′∈Θ
µk,t−1(θ′)ℓk(xk,t|θ′)

end

(self-learning)

end

for k = 1, 2, . . . ,K∣∣∣∣∣∣∣
for θ = 1, 2, . . . , H∣∣∣∣ µk,t(θ) =

∑
j∈Nk

ajkψj,t(θ)

end

(cooperation)

end
end

(3.24)

Comparing (3.13) against (3.21), an interesting interpretation emerges.
Recall that the KL divergence is not symmetric, and that the distribution
appearing as the first argument is the one under which the expectation
is evaluated — see Definition B.4. In other words, the first argument is
taken as the true underlying distribution. In (3.13), the KL divergences are
computed by assuming that the true underlying pmf is p, which is the belief
obtained by aggregating all beliefs received from neighboring agents. In
contrast, in (3.21), each individual KL divergence corresponding to agent j
is computed by assuming a different underlying truth, which is represented
by the intermediate belief vector ψj,t. This difference ultimately results in
two different pooling rules, the geometric and arithmetic averaging rules,
respectively.
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3.4 Behavioral Viewpoint

In the previous section we obtained two possible forms for the pooling
operator Ck in (3.10b) (namely, the geometric and arithmetic averaging
rules) by optimizing suitable information-theoretic metrics. A completely
different route is followed in [131], where the pooling rule is derived from
a set of axioms that represent relevant behavioral attributes of the agents.
We now illustrate this alternative construction.

In preparation for the forthcoming technical analysis, it is convenient
to simplify the notation (we will omit the dependence on time and agent
indices) and formulate the problem in the following general manner. Given
a collection of input belief vectors q1, q2, . . . , qK , we want to aggregate them
into an output belief vector q through a continuous mapping C : ∆K

H 7→ ∆H ,
namely,

q = C(q1, q2, . . . , qK). (3.25)
We will now introduce a set of behavioral assumptions that the pooling
operator C should fulfill.

The first assumption is label neutrality, which ensures that the way the
input beliefs are processed cannot depend on the particular labeling chosen
for the hypotheses.

Assumption 3.1 (Label neutrality). Let Π : Θ 7→ Θ be a permutation. For any
p ∈ ∆H , the symbol p(Π) denotes a permuted vector whose θth entry is

p(Π)(θ) = p
(

Π(θ)
)
. (3.26)

A pooling operator C fulfills label neutrality when permuting the output belief
vector is equivalent to applying C to the permuted input vectors. Formally, label
neutrality holds when, for any Π : Θ 7→ Θ and any collection {q1, q2, . . . , qK} of
input belief vectors,

q(Π) = C
(
q

(Π)
1 , q

(Π)
2 , . . . , q

(Π)
K

)
, (3.27)

with the output belief vector q being defined by (3.25).

Second, consider the case where all input beliefs are equal, namely,

q1 = q2 = . . . = qK = p. (3.28)

It is natural to request that the pooling operator should return p. The
second assumption, called unanimity, summarizes this requirement.
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Assumption 3.2 (Unanimity). The pooling operator C is unanimous when
C(p, p, . . . , p) = p for all p ∈ ∆H .

Third, consider a collection of belief vectors q1, q2, . . . , qK having all
positive entries, and a belief vector q formed by using (3.25). Assume that
a single belief vector qi changes into another belief q′i with an increase
in confidence about some hypothesis θ̄ and a decrease for the remaining
hypotheses, namely,

q′i(θ̄) > qi(θ̄), q′i(θ) ≤ qi(θ) ∀θ ̸= θ̄. (3.29)

It would be natural to expect that also the pooling operator reflects the
increase in confidence. This is formalized by the next assumption.

Assumption 3.3 (Monotonicity). Consider two collections of input belief vectors,
{q1, q2, . . . , qK} and {q′1, q′2, . . . , q′K}, both placing nonzero3 mass on all θ ∈ Θ
and fulfilling, for some i ∈ {1, 2, . . . ,K}, the conditions

i) qj = q′j ∀j ∈ {1, 2, . . . ,K}\{i}, (3.30)

ii)
{
q′i(θ̄) > qi(θ̄),
q′i(θ) ≤ qi(θ) ∀θ ̸= θ̄.

(3.31)

Let
q = C(q1, q2, . . . , qK), q′ = C(q′1, q′2, . . . , q′K). (3.32)

Monotonicity holds when
q′(θ̄) > q(θ̄). (3.33)

The previous assumptions (label neutrality, unanimity, and monotonic-
ity) are basic requirements that a meaningful combination rule is expected
to fulfill. We now complete the set of behavioral axioms by specifying
how each entry of the output belief vector is influenced by the various
entries of the input belief vectors. We present two possibilities, namely, the
assumption of independence of irrelevant alternatives, and the assumption
of separability. We will see later how these different assumptions lead to
different pooling rules.

3Actually, one might want to impose monotonicity even when some entries of the input
belief vectors are zero. However, this extended notion of monotonicity would not be fulfilled
simultaneously with the other behavioral assumptions considered later in Theorem 3.1.



54 From Single-Agent to Social Learning

Independence of irrelevant alternatives is based on the following ratio-
nale. Assume we know that the hypothesis of interest belongs to a subset
S ⊂ Θ of all possible hypotheses, and assume we want to construct from
the available input belief vectors {qj}, a conditional belief vector given
that θ ∈ S. In performing this pooling, one meaningful criterion is to
take into account only the input beliefs conditioned on the same subset
S. In this sense, when focusing on a conditional belief given a specific
subset S, the hypotheses that do not belong to S are deemed as irrelevant
alternatives. The assumption of independence of irrelevant alternatives
prescribes that the pooling operator C does automatically guarantee this
type of construction for any subset S, namely, that the output q of the
pooling rule, conditioned on a subset S of the hypotheses, is equivalent to
the output of the same pooling operator applied only to the input belief
vectors {qj} conditioned on S.

Assumption 3.4 (Independence of irrelevant alternatives). For any belief vector
p ∈ ∆H that places nonzero mass on a subset of hypotheses S ⊂ Θ, we introduce
the belief conditioned on S:

p|S(θ) =


p(θ)∑

θ′∈S
p(θ′)

for θ ∈ S,

0 otherwise.
(3.34)

Let q = C(q1, q2, . . . , qK). Independence of irrelevant alternatives holds when,
for any subset S ⊂ Θ and any collection {q1, q2, . . . , qK} of input belief vectors
that place nonzero mass in S,

q|S = C
(
q
|S
1 , q

|S
2 , . . . , q

|S
K

)
. (3.35)

In Assumptions 3.4, since the belief vectors {qj} have nonzero mass
in S (i.e., each qj has at least one nonzero entry in S), each conditional
belief vector q|Sj is well-posed. Therefore, in (3.35) it is legitimate to apply
the combination rule to the conditional belief vectors

{
q
|S
j

}
. As a result,

under Assumptions 3.4 also the (conditional) output belief vector q|S is
well-posed, which means that the (unconditional) output belief vector q
has automatically nonzero mass in S. In particular, taking S = {θ}, we
conclude that if qj(θ) > 0 for all j, then q(θ) > 0.

Another possibility to complete the set of behavioral assumptions is
separability, which establishes that the θth entry of the output belief vector



3.4. Behavioral Viewpoint 55

depends solely on the θth entry of the input belief vectors.

Assumption 3.5 (Separability). Let q = C(q1, q2, . . . , qK). Separability holds
when q(θ) does not depend on q1(θ′), q2(θ′), . . . , qK(θ′) for θ′ ̸= θ.

3.4.1 Geometric-Averaging Rule, Revisited

The next theorem, proved in [131], reveals the unique form that the pooling
operator can take under label neutrality, unanimity, monotonicity, and
independence of irrelevant alternatives.

Theorem 3.1 (Geometric averaging). Let Assumptions 3.1, 3.2, 3.3, and 3.4 be
satisfied, and let q = C(q1, q2, . . . , qK). If |Θ| > 2, we must have, for all θ ∈ Θ,

q(θ) ∝
K∏
j=1

[qj(θ)]aj , (3.36)

with aj > 0 and
∑K

j=1 aj = 1.

Proof. It suffices to examine the case where qj(θ) > 0 for j = 1, 2, . . . ,K and for all
θ ∈ Θ. The case where some entries of the belief vector are zero will follow automatically
from the continuity of the pooling operator. Consider two arbitrary hypotheses θ′, θ′′,
and the set S = {θ′, θ′′}. We focus on the logarithmic ratio log(q(θ′)/q(θ′′)), which is
well-posed since the belief vectors {qj} have all positive entries and the same holds for q
in view of the observation following Assumption 3.4. We can write (the notation [v]θ
extracts the θth entry of the vector v)

log q(θ′)
q(θ′′)

(a)= log q|S(θ′)
q|S(θ′′)

(b)= log

[
C
(
q
|S
1 , q

|S
2 , . . . , q

|S
K

)]
θ′[

C
(
q
|S
1 , q

|S
2 , . . . , q

|S
K

)]
θ′′

, (3.37)

where (a) follows from definition (3.34), and (b) from the independence of irrelevant
alternatives. The jth conditional belief vector can be represented as

q
|S
j =

[
0, . . . , 0, qj(θ′)

qj(θ′) + qj(θ′′)︸ ︷︷ ︸
label θ′

, 0, . . . , 0, qj(θ′′)
qj(θ′) + qj(θ′′)︸ ︷︷ ︸

label θ′′

, 0, . . . , 0

]

=

[
0, . . . , 0, qj(θ′)/qj(θ′′)

1 + qj(θ′)/qj(θ′′)︸ ︷︷ ︸
label θ′

, 0, . . . , 0, 1
1 + qj(θ′)/qj(θ′′)︸ ︷︷ ︸

label θ′′

, 0, . . . , 0

]
.

(3.38)
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Let us denote by zj the value of the ratio qj(θ′)/qj(θ′′), namely,
qj(θ′)
qj(θ′′)

= zj for j = 1, 2, . . . ,K. (3.39)

The RHS of (3.37) is in principle a function of the values {zj} and of the labels θ′,
θ′′. However, we now show that label neutrality implies that the dependence on the
particular labels disappears. From (3.38) and (3.39) we have (for the sake of presentation
we consider a vector of length H = 8)

q
|S
j =

[
0, 0, 0, zj

1 + zj︸ ︷︷ ︸
label θ′

, 0, 0, 1
1 + zj︸ ︷︷ ︸
label θ′′

, 0

]
. (3.40)

Assume instead that (3.39) is verified for a different pair of labels (θ̇′, θ̇′′). Then, the
location of the values changes, namely, we obtain another belief vector, say,

q̇
|S
j =

[
zj

1 + zj︸ ︷︷ ︸
label θ̇′

, 0, 0, 0, 0, 0, 0, 1
1 + zj︸ ︷︷ ︸
label θ̇′′

]
, (3.41)

which is a permuted version of q|Sj in (3.40). Now, in (3.37) we apply the pooling operator
C to the conditional belief vectors q|Sj to compute the output belief vector q. Then, we
compute the ratio between q(θ′) and q(θ′′), namely, the θ′th and θ′′th entries of this
vector. Assume now that we apply C to the permuted belief q̇|Sj to compute another
output belief vector q̇(θ′). By label neutrality, we must have

q̇
(
θ̇′
)

= q
(
θ′
)
, q̇

(
θ̇′′
)

= q
(
θ′′
)
. (3.42)

This implies that the ratio in (3.37) does not depend on the particular pair of labels,
but only on the values {zj}, which allows us to write

log q(θ′)
q(θ′′) = g

(
log q1(θ′)

q1(θ′′) , log q2(θ′)
q2(θ′′) , . . . , log qK(θ′)

qK(θ′′)

)
, (3.43)

where the function g does not depend on the labels θ′, θ′′. When we say that g does
not depend on the labels, we mean that its functional form remains the same if we
vary the labels, namely, we do not have different functions gθ′θ′′ for different pairs of
labels. Moreover, g is continuous because, in the RHS of (3.37), the pooling operator C
is continuous by assumption, and, in view of (3.38), each conditional belief q|Sj can be
regarded as a continuous function of log qj (θ′)

qj (θ′′) .
Consider now a third hypothesis θ′′′. We can write

log q(θ′)
q(θ′′′) = log q(θ′)

q(θ′′) + log q(θ′′)
q(θ′′′)

= g

(
log q1(θ′)

q1(θ′′) , log q2(θ′)
q2(θ′′) , . . . , log qK(θ′)

qK(θ′′)︸ ︷︷ ︸
x

)

+ g

(
log q1(θ′′)

q1(θ′′′) , log q2(θ′′)
q2(θ′′′) , . . . , log qK(θ′′)

qK(θ′′′)︸ ︷︷ ︸
y

)
(3.44)
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and also

log q(θ′)
q(θ′′′) = g

(
log q1(θ′)

q1(θ′′′) , log q2(θ′)
q2(θ′′′) , . . . , log qK(θ′)

qK(θ′′′)︸ ︷︷ ︸
x+y

)
. (3.45)

Grouping (3.44) and (3.45) we find that g satisfies

g(x+ y) = g(x) + g(y), x, y ∈ RK , (3.46)

which is a multidimensional Cauchy functional equation, to be solved by seeking a
function g : RK 7→ R [66]. It is known that the unique continuous solutions to (3.46) are
in the following form [66]:

g(x) =
K∑
j=1

ajxj , (3.47)

where xj is the jth entry of x, and where the solution space is spanned by aj ∈ R, for
j = 1, 2, . . . ,K. Using the definition of g from (3.43), Eq. (3.47) becomes

log q(θ′)
q(θ′′) =

K∑
j=1

aj log qj(θ′)
qj(θ′′)

. (3.48)

By exponentiation and normalization (since q must be a belief vector), Eq. (3.48) leads
to (3.36). It is easily verified that (3.36) fulfills Assumptions 3.1 and 3.4 for all choices of
{qj} and {aj}. To conclude the proof, we show that the combination weights {aj} must
add up to 1 and be positive. Consider qj = p for all j, with p having positive entries
and p(θ′) ̸= p(θ′′) for two hypotheses θ′ and θ′′ (the case where all entries of p are equal
is trivial). By unanimity we have

log p(θ′)
p(θ′′) =

K∑
j=1

aj log p(θ′)
p(θ′′) ⇐⇒

K∑
j=1

aj = 1. (3.49)

Finally, we show that positivity of the weighting coefficients follows from monotonicity.
To see why, consider, for the input belief vectors, two assignments {qj} and {q′j} as
defined in Assumption 3.3, along with the corresponding output belief vectors q and q′.
Recall that the input belief vectors of the two assignments are equal to each other, but
for the ith input belief vectors qi and q′i, which are different and satisfy the following
inequalities:

q′i(θ̄) > qi(θ̄), q′i(θ) ≤ qi(θ) ∀θ ̸= θ̄ (3.50)

for some hypothesis θ̄ ∈ Θ. From (3.36) we obtain the following representation for the
output belief q(θ̄):

q(θ̄) =

K∏
j=1

q
aj

j (θ̄)

K∏
j=1

q
aj

j (θ̄) +
∑
θ ̸=θ̄

K∏
j=1

q
aj

j (θ)
=

1 +
∑
θ ̸=θ̄

K∏
j=1

(
qj(θ)
qj(θ̄)

)aj

−1

, (3.51)
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and a similar expression holds for q′(θ̄). Therefore, in view of (3.51) we can write

q(θ̄) =

1 +
∑
θ ̸=θ̄

cθ

(
qi(θ)
qi(θ̄)

)ai

−1

,

q′(θ̄) =

1 +
∑
θ ̸=θ̄

cθ

(
q′i(θ)
q′i(θ̄)

)ai

−1

,

(3.52)

where we defined
cθ ≜

∏
j ̸=i

(
qj(θ)
qj(θ̄)

)aj

=
∏
j ̸=i

(
q′j(θ)
q′j(θ̄)

)aj

, (3.53)

with the equality following from (3.30). To prove monotonicity we must show that under
the considered assignments for the input belief vectors, the output belief vectors satisfy
the inequality q′(θ̄) > q(θ̄). To this end, observe from (3.52) that we have the following
equivalence:

q′(θ̄) > q(θ̄) ⇐⇒
∑
θ ̸=θ̄

cθ

(
q′i(θ)
q′i(θ̄)

)ai

<
∑
θ ̸=θ̄

cθ

(
qi(θ)
qi(θ̄)

)ai

. (3.54)

In view of (3.50), the inequality on the RHS of the implication holds if, and only if,
ai > 0. This implies that the inequality on the LHS holds if, and only if, ai > 0, and the
proof is complete.

■

In summary, Theorem 3.1 reveals that under the considered behavioral
assumptions, the pooling rule is a weighted geometric average of the beliefs,
up to a normalization factor necessary to yield a probability vector. Note
that the theorem requires Θ to contain at least three elements. This is
because, for |Θ| = 2, the independence of irrelevant alternatives is trivially
satisfied, thus imposing no restrictions on the combination rule. In other
words, this behavioral approach does not help deduce the form of the social
learning algorithm for the case of two hypotheses.

We are now ready to exploit the general result in (3.36) in our social
learning algorithm, specifically, in (3.10b). In order to use (3.36) in (3.10b),
we need to take into account two facts. First, each agent k receives the
intermediate beliefs only from its neighbors j ∈ Nk. Thus, the ensemble
of input belief vectors on which the pooling operator acts is given by the
collection {ψj,t}j∈Nk . Second, the pooling operator Ck can be dependent on
the particular agent k, which implies that the weight aj > 0 appearing in
(3.36) is replaced by a weight ajk > 0, defined for j ∈ Nk, and fulfilling the
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condition ∑j∈Nk ajk = 1. In summary, the belief vector µk,t corresponding
to agent k at time t is obtained through the following combination rule,
for all θ ∈ Θ:

µk,t(θ) ∝
∏
j∈Nk

[ψj,t(θ)]ajk ∝
∏
j∈Nk

[µj,t−1(θ)ℓj(xj,t|θ)]ajk , (3.55)

where in the last step we used the Bayesian update from (3.10a).
We see that rule (3.55) is identical to rule (3.18), namely, to the rule

obtained in Section 3.3 based on information-theoretic principles. We arrive
at the remarkable conclusion that social learning with geometric averaging
is optimal both under the minimization problem in (3.13) and under the
behavioral Assumptions 3.1, 3.2, 3.3, and 3.4. In addition, note that the
information-theoretic approach adopted in Section 3.3 is less restrictive in
that it does not require the condition |Θ| > 2.

Before proceeding further, it is useful to examine another property of
the pooling operator in (3.36), known as external Bayesianity [79, 80, 101].
It can be stated as follows. Assume all agents observe the same data x and
have the same likelihood ℓ(x|θ). Under these conditions, it is meaningful to
expect that the belief obtained by first updating all the K beliefs with the
common likelihood ℓ(x|θ) and then combining the results, is equivalent to
the belief obtained by first combining the K beliefs and then updating the
result. A pooling rule satisfies external Bayesianity if this interchangeability
property holds when all agents have the same data and likelihood.

We now verify that the geometric pooling operator in (3.36) is externally
Bayesian [135]. If we first compute the Bayesian updates of the individual
belief vectors {qj}:

qBu
j (θ) ∝ qj(θ)ℓ(x|θ), (3.56)

and then combine them by using the geometric-averaging rule, we obtain

q(θ) ∝
K∏
j=1

[
qBu
j (θ)

]aj ∝ K∏
j=1

[qj(θ)ℓ(x|θ)]aj

= [ℓ(x|θ)]
∑K

j=1 aj ×
K∏
j=1

q
aj
j (θ) = ℓ(x|θ)

K∏
j=1

q
aj
j (θ), (3.57)

where in the last step we used the condition∑K
j=1 aj = 1. Now note that the

term ℓ(x|θ)∏K
j=1 q

aj
j (θ) in (3.57) can be interpreted as resulting from the

following process. First combine the individual beliefs qj(θ) with geometric
averaging to obtain an aggregate belief ∝ ∏K

j=1 q
aj
j (θ), and then perform
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a Bayesian update, using this aggregate belief along with the likelihood
ℓ(x|θ), to obtain q(θ). We have thus shown that the geometric-averaging
rule is externally Bayesian.

It is worth mentioning that there exists in the literature an axiomatic
approach, different from the one we have illustrated here, which aims at
finding the general functional form of pooling operators that are exter-
nally Bayesian. In these alternative approaches, external Bayesianity is
a requirement rather than a consequence. Remarkably, it can be shown
that the weighted geometric average is the only rule that satisfies external
Bayesianity under certain additional constraints — see [79, 80].

3.4.2 Arithmetic-Averaging Rule, Revisited

The next theorem, proved in [131], reveals how the pooling rule changes if
independence of irrelevant alternatives is replaced by separability.

Theorem 3.2 (Arithmetic averaging). Let Assumptions 3.1, 3.2, 3.3, and 3.5 be
satisfied, and let q = C(q1, q2, . . . , qK). If |Θ| > 2, we must have, for all θ ∈ Θ,

q(θ) =
K∑
j=1

ajqj(θ), (3.58)

with aj > 0 and
∑K

j=1 aj = 1.

Proof. Let us focus on q(θ), namely, the θth entry of the belief vector q resulting from
the pooling rule. In view of the separability assumption, q(θ) depends only on the values
{qj(θ)}Kj=1, which allows us to write, for a certain function gθ,

q(θ) = gθ(q1(θ), q2(θ), . . . , qK(θ)). (3.59)

Note that in principle separability allows the functional form of gθ to depend on θ (which
justifies the subscript θ). However, we now show that label neutrality implies that this
dependence on θ disappears. In fact, consider a set of values z1, z2, . . . , zK , with

qj(θ′) = zj for j = 1, 2, . . . ,K (3.60)

and with q(θ′) = z for some value z. Assume instead that (3.60) is verified for a different
label θ′′. Then, by label neutrality, the θ′′th entry of the output belief vector must take
on the same value, i.e., we must have q(θ′′) = z. In other words, the mapping by which
the function gθ associates the input values {zj} with the output value z does not depend
on the particular label θ, but only on the values {zj}. Therefore, it is legitimate to write

q(θ) = g(q1(θ), q2(θ), . . . , qK(θ)), (3.61)
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where we do not have different functions gθ corresponding to different labels, i.e., the
functional form of g does not depend on θ. Moreover, g is continuous by continuity of
the pooling operator.

Consider now two hypotheses θ′ and θ′′. Since the pooling operator produces a belief
vector whose entries add up to 1, we can write

g(q1(θ′), q2(θ′), . . . , qK(θ′)) + g(q1(θ′′), q2(θ′′), . . . , qK(θ′′))

= 1 −
∑

θ/∈{θ′,θ′′}

g(q1(θ), q2(θ), . . . , qK(θ)).

(3.62)

Consider next another ensemble of beliefs {q̃j}, with the following assignment for
j = 1, 2, . . . ,K:

q̃j(θ′) = qj(θ′) + qj(θ′′), (3.63)
q̃j(θ′′) = 0, (3.64)
q̃j(θ) = qj(θ) ∀θ /∈ {θ′, θ′′}. (3.65)

We can apply (3.62) to {q̃j} and get

g(q̃1(θ′), q̃2(θ′), . . . , q̃K(θ′)) + g(q̃1(θ′′), q̃2(θ′′), . . . , q̃K(θ′′))

= 1 −
∑

θ/∈{θ′,θ′′}

g(q1(θ), q2(θ), . . . , qK(θ)).

(3.66)

Grouping (3.62) and (3.66), we can write

g(q1(θ′), q2(θ′), . . . , qK(θ′)︸ ︷︷ ︸
x

) + g(q1(θ′′), q2(θ′′), . . . , qK(θ′′)︸ ︷︷ ︸
y

)

= g(q1(θ′) + q1(θ′′), q2(θ′) + q2(θ′′), . . . , qK(θ′) + qK(θ′′)︸ ︷︷ ︸
x+y

) + g(0, 0, . . . , 0)︸ ︷︷ ︸
g0

.

(3.67)

Introducing, for x ∈ [0, 1]K , the function

h(x) = g(x) − g0, (3.68)

we can represent (3.67) as
h(x+ y) = h(x) + h(y), (3.69)

where the entries xj and yj of the K-dimensional vectors x and y obey the condition
0 ≤ xj+yj ≤ 1 for j = 1, 2, . . . ,K. Therefore, Eq. (3.69) is a conditional multidimensional
Cauchy equation, with the qualification “conditional” indicating the fact that the
admissible domain for the vectors x and y is restricted [104]. For our particular restricted
domain 0 ≤ xj + yj ≤ 1 for j = 1, 2, . . . ,K, it is known that the unique family of
continuous solutions is the same as in the unrestricted case (3.46) examined before,
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namely we have that [4, 57, 104]4

h(x) =
K∑
j=1

ajxj . (3.71)

Returning to the definitions of h(x) in (3.68) and g(x) in (3.61), we obtain

q(θ) =
K∑
j=1

ajqj(θ) + g0. (3.72)

Now, applying unanimity to a common input belief vector p we get

p = p

K∑
j=1

aj + g0, (3.73)

which, considering a vector p with one entry equal to 0, yields g0 = 0. As a result, Eq.
(3.72) coincides with (3.58). Using (3.73) with g0 = 0 we also see that the combination
weights must add up to 1. Moreover, it is readily seen that the pooling rule in (3.58)
satisfies monotonicity if, and only if, the combination weights are all positive. We
complete the proof by observing that, for all choices of input belief vectors {qj} and
positive combination weights {aj} that add up to 1, the pooling rule (3.58) returns a
valid belief vector q (i.e., a probability vector) and fulfills Assumptions 3.1 and 3.5.

■

By following a similar argument to the one applied to the geometric
rule in the previous section, we can now incorporate (3.58) into our social
learning algorithm, i.e., into (3.10b), to get

µk,t(θ) =
∑
j∈Nk

ajkψj,t(θ), (3.74)

with the weights ajk, defined for j ∈ Nk, fulfilling the conditions ajk > 0
and ∑

j∈Nk ajk = 1. Rule (3.74) is identical to (3.23), which arose in
Section 3.3 from information-theoretic principles. Remarkably again, we
conclude that social learning with arithmetic averaging is optimal both
under the minimization problem in (3.21) and under Assumptions 3.1,
3.2, 3.3, and 3.5, that is, under behavioral axioms where independence
of irrelevant alternatives is replaced by separability. As was the case for
geometric averaging, for arithmetic averaging the behavioral approach
requires at least three hypotheses, while the information-theoretic approach
adopted in Section 3.3 covers even the case |Θ| = 2.

4Actually, the fundamental result proved in [57] refers to the case K = 1. However, it can
be straightforwardly extended to an arbitrary K by noting that, in view of (3.69), we can also
represent the function h as the sum of K functions

h(x) = h(x1, 0, . . . , 0) + h(0, x2, 0, . . . , 0) + . . .+ h(0, 0, . . . , xK) (3.70)

and then apply the result available for K = 1 to any of these functions.
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Table 3.1: Summary of pooling rules and pertinent criteria.

Pooling rule Information-theoretic Behavioral

Geometric avg.
∑
j∈Nk

ajkD(p||ψj,t) Indep. irrelevant alternatives

Arithmetic avg.
∑
j∈Nk

ajkD(ψj,t||p) Separability

In summary, from the analysis conducted in this section and Section 3.3,
we learned that the most popular combination rules, the geometric (a.k.a.
log-linear) and arithmetic (a.k.a. linear) rules, are the optimal solutions to
two different formulations: One based on information-theoretic arguments
and another based on behavioral arguments. In one problem, we focus on
minimizing an information-theoretic measure that quantifies the discrep-
ancy between the target belief and the beliefs of neighboring agents. In the
other problem, we place a set of axiomatic constraints on the agents’ ad-
missible behavior. Table 3.1 summarizes the results. In the column referred
to behavioral assumptions, we report only the distinguishing behavioral
assumption for the two combination rules, implicitly implying that the
other three assumptions (label neutrality, unanimity, and monotonicity)
are fulfilled in both cases.

3.5 Unifying Framework

The earlier Figure 3.2 illustrates the structure of the social learning frame-
work. In the figure, the first block performs a Bayesian update from a
previous-lag belief to an intermediate belief using the fresh data sample.
The second block implements a suitable combination rule, such as geometric
or arithmetic pooling.

However, in several applications other requirements emerge, under which
the criteria adopted to design the scheme in Figure 3.2 will need to be
revisited. We provide two relevant examples, which will help motivate a
unifying framework for non-Bayesian social learning.

Example 3.2 (Adaptive social learning). The first example pertains to a modification
of Bayes’ rule, motivated by a strong need for adaptation when the agents need to
be responsive to drifts in the environmental conditions, e.g., the state of nature, the
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statistical properties of the streaming data, the likelihood models, or the network
topology. We will explain later in Chapter 8 that the social learning scheme of Figure 3.2
is not capable of adapting well to changes in the environment and that the agents exhibit
significant stubbornness in their behavior.

In order to modify the Bayesian update to infuse adaptation, we return to the
information-theoretic approach from Section 2.3. We explained there that Bayes’ rule
results from minimizing the free-energy F (p) introduced in (2.61) or its variation F̃ (p)
in (2.70). In either of these formulations, the contributions of the prior and likelihood
are weighted equally. One principled way to induce adaptation is to modify the cost
function so as to give more relative importance to the new data, which appears as an
argument of the likelihood. To this end, we will formulate in Chapter 8 the following
alternative problem to determine the intermediate belief vector

ψk,t = arg min
p∈∆H

{
(1 − δ)D(p||µBu

k,t) + δD(p||µlik
k,t)
}
, 0 < δ < 1, (3.75)

where µBu
k,t denotes the traditional Bayesian update defined in (2.64), specifically com-

puted by using as the prior the previous-lag belief vector µk,t−1, while µlik
k,t denotes the

posterior defined in (2.67), which assumes a uniform prior. In both cases we use the
likelihood ℓk(xk,t|θ).

Observe that (3.75) minimizes a convex combination of two KL divergences. The first
divergence measures the discrepancy between the target belief vector p and the Bayesian
update µBu

k,t, which takes into account both the new data and the past belief vector
µk,t−1. The second divergence measures the discrepancy between p and the posterior µlik

k,t,
which ignores the past belief and is based on the new data only. The design parameter
δ ∈ (0, 1) determines the level of adaptation by giving more or less importance to fresh
data over past data. As δ → 0, we recover the traditional Bayesian update. On the other
hand, as δ increases, the role of D(p||µlik

k,t) is enhanced and the minimization in (3.75)
will tend to promote belief vectors that are closer to µlik

k,t. Since µlik
k,t does not embody

prior information, this mechanism provides a way to depress information accumulated
from past data and to emphasize information coming from fresh data.

Example 3.3 (Partial information sharing). It has been assumed so far that each agent
k sends over the network its full belief vector ψk,t. This might not always be the case.
For instance, due to privacy reasons, or simply for the desire of “discussing” particular
opinions, the agents might not be willing to share their entire belief vector. Another
relevant requirement concerns the need to reduce communication costs by compressing
the information to be transmitted. In either case, the agents share an encoded version of
their beliefs, yielding an intermediate processing step in the social learning mechanism.
This encoding step would be implemented locally, i.e., before communication takes place,
but it would then require a decoding stage before the social learning phase.

One interesting type of encoding is the sharing of partial information. For instance,
the agents might exchange the belief about one hypothesis of interest ϑ• ∈ Θ. Such
model can be conveniently abstracted by saying that each agent k sends an encoded
version of its intermediate belief vector ψk,t. In this case, the encoded version amounts
to extracting only the entry ψk,t(ϑ•), whereas the entries corresponding to θ ≠ ϑ• are
not shared. Upon receiving ψj,t(ϑ•) from its neighbors j ∈ Nk\{k}, agent k can perform
a decoding operation to fill in the missing entries in the intermediate belief vectors ψj,t.
This process gives rise to a decoded or reconstructed belief vector ψ̂

(k)
j,t that agent k
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assigns to agent j. One possible decoding rule is as follows:

ψ̂
(k)
j,t (θ) =


ψj,t(ϑ•) if θ = ϑ•,

1 − ψj,t(ϑ•)
H − 1 otherwise,

(3.76)

where we note that the remaining probability mass, 1 − ψj,t(ϑ•), is distributed equally
across the hypotheses for which no information is shared. The problem of social learning
under partial information sharing will be studied in Chapter 11.

Motivated by the aforementioned two examples, we can introduce a
unifying framework for non-Bayesian social learning described by the
diagram in Figure 3.3 and summarized by the following four steps.

(µk,t−1, xk,t)
update−→ ψk,t, (3.77a)

ψk,t
encode−→ ek,t, (3.77b)(

ψk,t, {ej,t}j∈Nk\{k}
) decode−→

{
ψ̂

(k)
j,t

}
j∈Nk

, (3.77c){
ψ̂

(k)
j,t

}
j∈Nk

combine−→ µk,t. (3.77d)

Update. The self-learning step (3.77a) is implemented through a general
update rule. This is not necessarily a Bayesian update. For example, it
could be an adaptive rule as in Example 3.2 and Chapter 8.

Encode. In step (3.77b) we introduce a local encoder that is used by each
agent k before sharing, to map its locally updated belief vector into some
encoded vector ek,t ∈ Ek. The space Ek depends on the particular encoding
scheme. The encoding operation reflects the necessity of accounting for
some constraints relative to the information that can be shared over the
network. For instance, ek,t might be a single entry of ψk,t as in Example 3.3
and Chapter 11.

Decode. Agent k has direct access to its own uncoded belief vector ψk,t,
whereas it only receives encoded signals ej,t from neighbors j ∈ Nk\{k}.
Therefore, in step (3.77c) we introduce a decoder that is employed by
agent k to construct a set of belief vectors {ψ̂j,t}j∈Nk from the available
information (ψk,t, {ej,t}j∈Nk\{k}). For example, when ej,t is a single entry
of the belief vector, one possible decoding rule is given by (3.76).
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Figure 3.3: Unifying framework for non-Bayesian social learning. In comparison with Figure 3.2,
the following distinguishing elements emerge: i) a general update rule that each agent k applies
to its past belief vector µk,t−1 and new data xk,t; ii) an encoding step that each agent k applies
to the intermediate belief vector before sharing it within the social group; and iii) a decoding
step that each agent k applies to the available information, i.e., to its own belief vector ψk,t
and the encoded information received from neighbors j ∈ Nk\{k}.

Combine. After the above three steps, each agent k possesses a collection
of reconstructed belief vectors {ψ̂(k)

j,t }j∈Nk associated with its neighbors.
According to the analysis conducted in the previous sections, in step (3.77d)
agent k will adopt a suitable combination rule to aggregate these beliefs.



Chapter 4

Network Models

Social learning relies on the local exchange of information between spatially
dispersed agents that interact according to a certain network topology.
We describe in this chapter the network models relevant to decentralized
learning and comment on their fundamental properties.

4.1 Network Graphs

We focus in our treatment on networks of agents. Any two agents may
be connected directly by an edge if they are neighbors, or they may be
connected by a path that passes through other intermediate agents, or they
may not be connected at all. The topology of a network can be described
in terms of graphs — see, e.g., [22, 151, 155, 171].

Definition 4.1 (Graphs). A network of size K is generally represented by a
directed graph consisting of K vertices (which we will refer to more frequently as
nodes or agents) and a set of directed edges connecting the nodes. By “directed”
we mean that an edge might exist from node j to node k and not in the opposite
direction. When all edges in a graph exist in both directions, the graph is called
“undirected”.

A relevant concept associated with a graph is the path.

Definition 4.2 (Paths). A directed path from node j to node k is a sequence of
directed edges, where the first edge in the sequence starts at j and the last edge
ends at k. When the starting and ending nodes coincide, the path is called a
cycle. When there is an edge that connects a node to itself, then the cycle has
length 1 and is called a self-loop.
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Another relevant concept is the neighborhood.

Definition 4.3 (Neighborhoods). The neighborhood Nk of node k is the set of
nodes j (possibly including node k itself) for which there exists an edge starting
at j and ending at k.

Note that we have introduced a directed neighborhood, a.k.a. in-
neighborhood. In fact, the neighborhood Nk includes only nodes connected
to k by an edge entering node k. As we have seen in the previous chapter,
the neighborhood Nk identifies the agents from which agent k collects the
beliefs to be combined during the pooling stage, and is therefore sufficient
to describe the social learning strategies. Obviously, we could define the
dual directed neighborhood (a.k.a. out-neighborhood) of nodes connected
to k by an edge emanating from k. In the following, to make the termi-
nology lighter, we will simply use the term neighborhood, and it should be
clear from the context if we are referring to an in-neighborhood or to an
out-neighborhood. Likewise, unless otherwise specified, graphs and related
descriptors (e.g., edges) are implicitly intended to be directed.

We observe that there might exist multiple paths starting at node j and
ending at node k. However, it is readily seen that the shortest path cannot
exceed length K − 1 (because if a node is visited more than once along the
path, we can cut redundant sub-paths). This also implies that the shortest
cycle cannot exceed length K. In fact, a cycle (of length greater than 1)
linking k to itself can always be made of a path from k to some other node
k′, plus one edge from k′ to k. By choosing the shortest path from k to k′,
we see that the length of a cycle cannot exceed K.

In our treatment, it is useful to consider weighted graphs, where we
associate a nonnegative weight ajk with each pair (j, k), including the case
j = k. These nonnegative weights can be conveniently collected into a
K ×K combination matrix A = [ajk]. Every such matrix with nonnegative
entries will be called a nonnegative matrix.

Definition 4.4 (Weighted graphs and combination matrices). We associate with
every nonnegative square matrix A = [ajk], also called a combination matrix, a
weighted graph constructed as follows. First, one constructs the support graph
of A, where an edge will exist from node j to node k whenever ajk > 0. In
particular, node k would have a self-loop when akk > 0. Then, the graph becomes
weighted by associating the matrix entry ajk with the edge emanating from j
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toward k. It is useful to note that the neighborhood of node k, introduced in
Definition 4.3, can be alternatively written in terms of the combination matrix
as

Nk = {j : ajk > 0} . (4.1)

We will generally be dealing with weighted graphs and their associated
combination matrices. To lighten the terminology, we will often simply
refer to the “graph” rather than to the “weighted graph.”
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Figure 4.1: Agents that are linked by edges can share information. The neighborhood of
agent k is marked by the dotted line and consists of the set Nk = {4, 6, j}. Likewise, the
neighborhood of agent 1 consists of the set N1 = {1, j}. For emphasis in the figure, we
are representing edges between agents by two separate directed arrows. We will continue
to use this representation whenever useful. Otherwise, in future network pictures we will
represent undirected edges by a single segment with no arrows. We show the combination
weights for some agents. For example, the weights ajk and akj are associated with the
directed edges from j to k and from k to j, respectively. We also emphasize that ak6 = 0
since there is no edge from k to 6, while a6k > 0 because there is an edge from 6 to k.

Figure 4.1 shows one example of a network graph, where we emphasize
the combination weights and the neighborhood of agent k. An edge between
two neighboring agents is represented by a directed arrow to indicate the
direction in which information can flow. The absence of an edge signifies
that the corresponding combination weight is equal to 0.



70 Network Models

3
<latexit sha1_base64="LNUgVcgcWmrkAqMqFwJgrNe8JZM=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHbBRI9ELx4hkUcCGzI79MLI7OxmZtaEEL7AiweN8eonefNvHGAPClbSSaWqO91dQSK4Nq777eQ2Nre2d/K7hb39g8Oj4vFJS8epYthksYhVJ6AaBZfYNNwI7CQKaRQIbAfju7nffkKleSwfzCRBP6JDyUPOqLFSo9ovltyyuwBZJ15GSpCh3i9+9QYxSyOUhgmqdddzE+NPqTKcCZwVeqnGhLIxHWLXUkkj1P50ceiMXFhlQMJY2ZKGLNTfE1MaaT2JAtsZUTPSq95c/M/rpia88adcJqlByZaLwlQQE5P512TAFTIjJpZQpri9lbARVZQZm03BhuCtvrxOWpWyVy1XGlel2m0WRx7O4BwuwYNrqME91KEJDBCe4RXenEfnxXl3PpatOSebOYU/cD5/AH7zjLs=</latexit>

4<latexit sha1_base64="WqJ6Lk3Ioj0kJGz21f+UCQW7454=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHaRRI9ELx4hkUcCGzI79MLI7OxmZtaEEL7AiweN8eonefNvHGAPClbSSaWqO91dQSK4Nq777eQ2Nre2d/K7hb39g8Oj4vFJS8epYthksYhVJ6AaBZfYNNwI7CQKaRQIbAfju7nffkKleSwfzCRBP6JDyUPOqLFSo9ovltyyuwBZJ15GSpCh3i9+9QYxSyOUhgmqdddzE+NPqTKcCZwVeqnGhLIxHWLXUkkj1P50ceiMXFhlQMJY2ZKGLNTfE1MaaT2JAtsZUTPSq95c/M/rpia88adcJqlByZaLwlQQE5P512TAFTIjJpZQpri9lbARVZQZm03BhuCtvrxOWpWyd1WuNKql2m0WRx7O4BwuwYNrqME91KEJDBCe4RXenEfnxXl3PpatOSebOYU/cD5/AIB3jLw=</latexit>

k
<latexit sha1_base64="S3l8nnBLDerjgmOsR9KRP3N3+lk=">AAAB6HicbVBNS8NAEJ3Ur1q/qh69LBbBU0mqoMeiF48t2FpoQ9lsJ+3azSbsboQS+gu8eFDEqz/Jm//GbZuDtj4YeLw3w8y8IBFcG9f9dgpr6xubW8Xt0s7u3v5B+fCoreNUMWyxWMSqE1CNgktsGW4EdhKFNAoEPgTj25n/8IRK81jem0mCfkSHkoecUWOl5rhfrrhVdw6ySrycVCBHo1/+6g1ilkYoDRNU667nJsbPqDKcCZyWeqnGhLIxHWLXUkkj1H42P3RKzqwyIGGsbElD5urviYxGWk+iwHZG1Iz0sjcT//O6qQmv/YzLJDUo2WJRmApiYjL7mgy4QmbExBLKFLe3EjaiijJjsynZELzll1dJu1b1Lqq15mWlfpPHUYQTOIVz8OAK6nAHDWgBA4RneIU359F5cd6dj0VrwclnjuEPnM8f09OM8w==</latexit>

6
<latexit sha1_base64="isA7HMw1IyBJaGe6fSsV01e5RXQ=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHbRqEeiF4+QyCOBDZkdemFkdnYzM2tCCF/gxYPGePWTvPk3DrAHBSvppFLVne6uIBFcG9f9dnJr6xubW/ntws7u3v5B8fCoqeNUMWywWMSqHVCNgktsGG4EthOFNAoEtoLR3cxvPaHSPJYPZpygH9GB5CFn1FipftUrltyyOwdZJV5GSpCh1it+dfsxSyOUhgmqdcdzE+NPqDKcCZwWuqnGhLIRHWDHUkkj1P5kfuiUnFmlT8JY2ZKGzNXfExMaaT2OAtsZUTPUy95M/M/rpCa88SdcJqlByRaLwlQQE5PZ16TPFTIjxpZQpri9lbAhVZQZm03BhuAtv7xKmpWyd1Gu1C9L1dssjjycwCmcgwfXUIV7qEEDGCA8wyu8OY/Oi/PufCxac042cwx/4Hz+AIN/jL4=</latexit>

j
<latexit sha1_base64="sezUAcifLCsPU4ANWRbU4nmBeg4=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHbRRI9ELx4hkUcCGzI79MLA7OxmZtaEEL7AiweN8eonefNvHGAPClbSSaWqO91dQSK4Nq777eQ2Nre2d/K7hb39g8Oj4vFJU8epYthgsYhVO6AaBZfYMNwIbCcKaRQIbAXj+7nfekKleSwfzSRBP6IDyUPOqLFSfdQrltyyuwBZJ15GSpCh1it+dfsxSyOUhgmqdcdzE+NPqTKcCZwVuqnGhLIxHWDHUkkj1P50ceiMXFilT8JY2ZKGLNTfE1MaaT2JAtsZUTPUq95c/M/rpCa89adcJqlByZaLwlQQE5P516TPFTIjJpZQpri9lbAhVZQZm03BhuCtvrxOmpWyd1Wu1K9L1bssjjycwTlcggc3UIUHqEEDGCA8wyu8OSPnxXl3PpatOSebOYU/cD5/ANJPjPI=</latexit>

Nk<latexit sha1_base64="uWYXbTBHmRm4Bv2m56/n4R8UPzw=">AAAB9HicbVDLSgMxFL1TX7W+qi7dBIvgqsxUQZdFN66kgn1AO5RMmmlDM8mYZApl6He4caGIWz/GnX9jpp2Fth4IHM65l3tygpgzbVz32ymsrW9sbhW3Szu7e/sH5cOjlpaJIrRJJJeqE2BNORO0aZjhtBMriqOA03Ywvs389oQqzaR4NNOY+hEeChYygo2V/F6EzYhgnt7P+uN+ueJW3TnQKvFyUoEcjX75qzeQJImoMIRjrbueGxs/xcowwums1Es0jTEZ4yHtWipwRLWfzkPP0JlVBiiUyj5h0Fz9vZHiSOtpFNjJLKRe9jLxP6+bmPDaT5mIE0MFWRwKE46MRFkDaMAUJYZPLcFEMZsVkRFWmBjbU8mW4C1/eZW0alXvolp7uKzUb/I6inACp3AOHlxBHe6gAU0g8ATP8ApvzsR5cd6dj8Vowcl3juEPnM8fCuySRg==</latexit>

ajk
<latexit sha1_base64="6vQNZ6Uq52uVGD2NCKTtwhPqH4s=">AAAB7XicbVBNSwMxEJ34WetX1aOXYBE8ld0q6LHoxWMF+wHtUrJptk2bTZYkK5Sl/8GLB0W8+n+8+W9M2z1o64OBx3szzMwLE8GN9bxvtLa+sbm1Xdgp7u7tHxyWjo6bRqWasgZVQul2SAwTXLKG5VawdqIZiUPBWuH4bua3npg2XMlHO0lYEJOB5BGnxDqpSXrZaDztlcpexZsDrxI/J2XIUe+Vvrp9RdOYSUsFMabje4kNMqItp4JNi93UsITQMRmwjqOSxMwE2fzaKT53Sh9HSruSFs/V3xMZiY2ZxKHrjIkdmmVvJv7ndVIb3QQZl0lqmaSLRVEqsFV49jruc82oFRNHCNXc3YrpkGhCrQuo6ELwl19eJc1qxb+sVB+uyrXbPI4CnMIZXIAP11CDe6hDAyiM4Ble4Q0p9ILe0ceidQ3lMyfwB+jzB84wj0c=</latexit>

a6k
<latexit sha1_base64="t/16jr6j4ZI8jyoMzwoGv13Gdg8=">AAAB7XicbVBNSwMxEJ34WetX1aOXYBE8ld0q6rHoxWMF+wHtUrJpto3NJkuSFcrS/+DFgyJe/T/e/Dem7R609cHA470ZZuaFieDGet43WlldW9/YLGwVt3d29/ZLB4dNo1JNWYMqoXQ7JIYJLlnDcitYO9GMxKFgrXB0O/VbT0wbruSDHScsiMlA8ohTYp3UJL3scjTplcpexZsBLxM/J2XIUe+Vvrp9RdOYSUsFMabje4kNMqItp4JNit3UsITQERmwjqOSxMwE2ezaCT51Sh9HSruSFs/U3xMZiY0Zx6HrjIkdmkVvKv7ndVIbXQcZl0lqmaTzRVEqsFV4+jruc82oFWNHCNXc3YrpkGhCrQuo6ELwF19eJs1qxT+vVO8vyrWbPI4CHMMJnIEPV1CDO6hDAyg8wjO8whtS6AW9o4956wrKZ47gD9DnD374jxM=</latexit>

a3k
<latexit sha1_base64="iSInsd15BiRChvlpgEdW4RJfWEc=">AAAB7XicbVDLSgNBEOz1GeMr6tHLYBA8hd1E0GPQi8cI5gHJEmYns8mYeSwzs0JY8g9ePCji1f/x5t84SfagiQUNRVU33V1Rwpmxvv/tra1vbG5tF3aKu3v7B4elo+OWUakmtEkUV7oTYUM5k7RpmeW0k2iKRcRpOxrfzvz2E9WGKflgJwkNBR5KFjOCrZNauJ/VxtN+qexX/DnQKglyUoYcjX7pqzdQJBVUWsKxMd3AT2yYYW0Z4XRa7KWGJpiM8ZB2HZVYUBNm82un6NwpAxQr7UpaNFd/T2RYGDMRkesU2I7MsjcT//O6qY2vw4zJJLVUksWiOOXIKjR7HQ2YpsTyiSOYaOZuRWSENSbWBVR0IQTLL6+SVrUS1CrV+8ty/SaPowCncAYXEMAV1OEOGtAEAo/wDK/w5invxXv3Phata14+cwJ/4H3+AHpmjxA=</latexit>

a4k
<latexit sha1_base64="6levS7lvu99fYQdb5cdTXp0AsJI=">AAAB7XicbVBNSwMxEJ3Ur1q/qh69BIvgqezWgh6LXjxWsLXQLiWbZtvYbLIkWaEs/Q9ePCji1f/jzX9j2u5BWx8MPN6bYWZemAhurOd9o8La+sbmVnG7tLO7t39QPjxqG5VqylpUCaU7ITFMcMlallvBOolmJA4FewjHNzP/4Ylpw5W8t5OEBTEZSh5xSqyT2qSf1cfTfrniVb058Crxc1KBHM1++as3UDSNmbRUEGO6vpfYICPacirYtNRLDUsIHZMh6zoqScxMkM2vneIzpwxwpLQrafFc/T2RkdiYSRy6zpjYkVn2ZuJ/Xje10VWQcZmklkm6WBSlAluFZ6/jAdeMWjFxhFDN3a2Yjogm1LqASi4Ef/nlVdKuVf2Lau2uXmlc53EU4QRO4Rx8uIQG3EITWkDhEZ7hFd6QQi/oHX0sWgsonzmGP0CfP3vsjxE=</latexit>

k
<latexit sha1_base64="S3l8nnBLDerjgmOsR9KRP3N3+lk=">AAAB6HicbVBNS8NAEJ3Ur1q/qh69LBbBU0mqoMeiF48t2FpoQ9lsJ+3azSbsboQS+gu8eFDEqz/Jm//GbZuDtj4YeLw3w8y8IBFcG9f9dgpr6xubW8Xt0s7u3v5B+fCoreNUMWyxWMSqE1CNgktsGW4EdhKFNAoEPgTj25n/8IRK81jem0mCfkSHkoecUWOl5rhfrrhVdw6ySrycVCBHo1/+6g1ilkYoDRNU667nJsbPqDKcCZyWeqnGhLIxHWLXUkkj1H42P3RKzqwyIGGsbElD5urviYxGWk+iwHZG1Iz0sjcT//O6qQmv/YzLJDUo2WJRmApiYjL7mgy4QmbExBLKFLe3EjaiijJjsynZELzll1dJu1b1Lqq15mWlfpPHUYQTOIVz8OAK6nAHDWgBA4RneIU359F5cd6dj0VrwclnjuEPnM8f09OM8w==</latexit>

j
<latexit sha1_base64="sezUAcifLCsPU4ANWRbU4nmBeg4=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHbRRI9ELx4hkUcCGzI79MLA7OxmZtaEEL7AiweN8eonefNvHGAPClbSSaWqO91dQSK4Nq777eQ2Nre2d/K7hb39g8Oj4vFJU8epYthgsYhVO6AaBZfYMNwIbCcKaRQIbAXj+7nfekKleSwfzSRBP6IDyUPOqLFSfdQrltyyuwBZJ15GSpCh1it+dfsxSyOUhgmqdcdzE+NPqTKcCZwVuqnGhLIxHWDHUkkj1P50ceiMXFilT8JY2ZKGLNTfE1MaaT2JAtsZUTPUq95c/M/rpCa89adcJqlByZaLwlQQE5P516TPFTIjJpZQpri9lbAhVZQZm03BhuCtvrxOmpWyd1Wu1K9L1bssjjycwTlcggc3UIUHqEEDGCA8wyu8OSPnxXl3PpatOSebOYU/cD5/ANJPjPI=</latexit>

ajk
<latexit sha1_base64="6vQNZ6Uq52uVGD2NCKTtwhPqH4s=">AAAB7XicbVBNSwMxEJ34WetX1aOXYBE8ld0q6LHoxWMF+wHtUrJptk2bTZYkK5Sl/8GLB0W8+n+8+W9M2z1o64OBx3szzMwLE8GN9bxvtLa+sbm1Xdgp7u7tHxyWjo6bRqWasgZVQul2SAwTXLKG5VawdqIZiUPBWuH4bua3npg2XMlHO0lYEJOB5BGnxDqpSXrZaDztlcpexZsDrxI/J2XIUe+Vvrp9RdOYSUsFMabje4kNMqItp4JNi93UsITQMRmwjqOSxMwE2fzaKT53Sh9HSruSFs/V3xMZiY2ZxKHrjIkdmmVvJv7ndVIb3QQZl0lqmaSLRVEqsFV49jruc82oFRNHCNXc3YrpkGhCrQuo6ELwl19eJc1qxb+sVB+uyrXbPI4CnMIZXIAP11CDe6hDAyiM4Ble4Q0p9ILe0ceidQ3lMyfwB+jzB84wj0c=</latexit>

a3k
<latexit sha1_base64="iSInsd15BiRChvlpgEdW4RJfWEc=">AAAB7XicbVDLSgNBEOz1GeMr6tHLYBA8hd1E0GPQi8cI5gHJEmYns8mYeSwzs0JY8g9ePCji1f/x5t84SfagiQUNRVU33V1Rwpmxvv/tra1vbG5tF3aKu3v7B4elo+OWUakmtEkUV7oTYUM5k7RpmeW0k2iKRcRpOxrfzvz2E9WGKflgJwkNBR5KFjOCrZNauJ/VxtN+qexX/DnQKglyUoYcjX7pqzdQJBVUWsKxMd3AT2yYYW0Z4XRa7KWGJpiM8ZB2HZVYUBNm82un6NwpAxQr7UpaNFd/T2RYGDMRkesU2I7MsjcT//O6qY2vw4zJJLVUksWiOOXIKjR7HQ2YpsTyiSOYaOZuRWSENSbWBVR0IQTLL6+SVrUS1CrV+8ty/SaPowCncAYXEMAV1OEOGtAEAo/wDK/w5invxXv3Phata14+cwJ/4H3+AHpmjxA=</latexit>

a4k
<latexit sha1_base64="6levS7lvu99fYQdb5cdTXp0AsJI=">AAAB7XicbVBNSwMxEJ3Ur1q/qh69BIvgqezWgh6LXjxWsLXQLiWbZtvYbLIkWaEs/Q9ePCji1f/jzX9j2u5BWx8MPN6bYWZemAhurOd9o8La+sbmVnG7tLO7t39QPjxqG5VqylpUCaU7ITFMcMlallvBOolmJA4FewjHNzP/4Ylpw5W8t5OEBTEZSh5xSqyT2qSf1cfTfrniVb058Crxc1KBHM1++as3UDSNmbRUEGO6vpfYICPacirYtNRLDUsIHZMh6zoqScxMkM2vneIzpwxwpLQrafFc/T2RkdiYSRy6zpjYkVn2ZuJ/Xje10VWQcZmklkm6WBSlAluFZ6/jAdeMWjFxhFDN3a2Yjogm1LqASi4Ef/nlVdKuVf2Lau2uXmlc53EU4QRO4Rx8uIQG3EITWkDhEZ7hFd6QQi/oHX0sWgsonzmGP0CfP3vsjxE=</latexit>

a6k
<latexit sha1_base64="t/16jr6j4ZI8jyoMzwoGv13Gdg8=">AAAB7XicbVBNSwMxEJ34WetX1aOXYBE8ld0q6rHoxWMF+wHtUrJpto3NJkuSFcrS/+DFgyJe/T/e/Dem7R609cHA470ZZuaFieDGet43WlldW9/YLGwVt3d29/ZLB4dNo1JNWYMqoXQ7JIYJLlnDcitYO9GMxKFgrXB0O/VbT0wbruSDHScsiMlA8ohTYp3UJL3scjTplcpexZsBLxM/J2XIUe+Vvrp9RdOYSUsFMabje4kNMqItp4JNit3UsITQERmwjqOSxMwE2ezaCT51Sh9HSruSFs/U3xMZiY0Zx6HrjIkdmkVvKv7ndVIbXQcZl0lqmaTzRVEqsFV4+jruc82oFWNHCNXc3YrpkGhCrQuo6ELwF19eJs1qxT+vVO8vyrWbPI4CHMMJnIEPV1CDO6hDAyg8wjO8whtS6AW9o4956wrKZ47gD9DnD374jxM=</latexit>

j
<latexit sha1_base64="sezUAcifLCsPU4ANWRbU4nmBeg4=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHbRRI9ELx4hkUcCGzI79MLA7OxmZtaEEL7AiweN8eonefNvHGAPClbSSaWqO91dQSK4Nq777eQ2Nre2d/K7hb39g8Oj4vFJU8epYthgsYhVO6AaBZfYMNwIbCcKaRQIbAXj+7nfekKleSwfzSRBP6IDyUPOqLFSfdQrltyyuwBZJ15GSpCh1it+dfsxSyOUhgmqdcdzE+NPqTKcCZwVuqnGhLIxHWDHUkkj1P50ceiMXFilT8JY2ZKGLNTfE1MaaT2JAtsZUTPUq95c/M/rpCa89adcJqlByZaLwlQQE5P516TPFTIjJpZQpri9lbAhVZQZm03BhuCtvrxOmpWyd1Wu1K9L1bssjjycwTlcggc3UIUHqEEDGCA8wyu8OSPnxXl3PpatOSebOYU/cD5/ANJPjPI=</latexit>

k
<latexit sha1_base64="S3l8nnBLDerjgmOsR9KRP3N3+lk=">AAAB6HicbVBNS8NAEJ3Ur1q/qh69LBbBU0mqoMeiF48t2FpoQ9lsJ+3azSbsboQS+gu8eFDEqz/Jm//GbZuDtj4YeLw3w8y8IBFcG9f9dgpr6xubW8Xt0s7u3v5B+fCoreNUMWyxWMSqE1CNgktsGW4EdhKFNAoEPgTj25n/8IRK81jem0mCfkSHkoecUWOl5rhfrrhVdw6ySrycVCBHo1/+6g1ilkYoDRNU667nJsbPqDKcCZyWeqnGhLIxHWLXUkkj1H42P3RKzqwyIGGsbElD5urviYxGWk+iwHZG1Iz0sjcT//O6qQmv/YzLJDUo2WJRmApiYjL7mgy4QmbExBLKFLe3EjaiijJjsynZELzll1dJu1b1Lqq15mWlfpPHUYQTOIVz8OAK6nAHDWgBA4RneIU359F5cd6dj0VrwclnjuEPnM8f09OM8w==</latexit>

<latexit sha1_base64="EJ8j+WLiKBYhRHse7tmqUC7SKzc=">AAAB6XicbVDLSgNBEOyNrxhfUY9eBoPgKexKUC9C1IvHKOYBSQizk9lkyOzsMtMrhCV/4MWDIl79I2/+jZNkD5pY0FBUddPd5cdSGHTdbye3srq2vpHfLGxt7+zuFfcPGiZKNON1FslIt3xquBSK11Gg5K1Ycxr6kjf90e3Ubz5xbUSkHnEc825IB0oEglG00sP1Va9YcsvuDGSZeBkpQYZar/jV6UcsCblCJqkxbc+NsZtSjYJJPil0EsNjykZ0wNuWKhpy001nl07IiVX6JIi0LYVkpv6eSGlozDj0bWdIcWgWvan4n9dOMLjspkLFCXLF5ouCRBKMyPRt0heaM5RjSyjTwt5K2JBqytCGU7AheIsvL5PGWdk7L1fuK6XqTRZHHo7gGE7Bgwuowh3UoA4MAniGV3hzRs6L8+58zFtzTjZzCH/gfP4AF3ONFQ==</latexit>

A =
<latexit sha1_base64="jGa9yVxlRogmun73syllkjaI4uw=">AAAB7XicdVBNS8NAEJ34WetX1aOXxSJ4Ckla23orevFYwX5AG8pmu23XbrJhdyOU0P/gxYMiXv0/3vw3btoKKvpg4PHeDDPzgpgzpR3nw1pZXVvf2Mxt5bd3dvf2CweHLSUSSWiTCC5kJ8CKchbRpmaa004sKQ4DTtvB5Crz2/dUKiaiWz2NqR/iUcSGjGBtpBbup5PSrF8oOvZFreKde8ixHafqlSoZ8aplr4Rco2QowhKNfuG9NxAkCWmkCcdKdV0n1n6KpWaE01m+lygaYzLBI9o1NMIhVX46v3aGTo0yQEMhTUUazdXvEykOlZqGgekMsR6r314m/uV1Ez2s+SmL4kTTiCwWDROOtEDZ62jAJCWaTw3BRDJzKyJjLDHRJqC8CeHrU/Q/aXm2W7HLN+Vi/XIZRw6O4QTOwIUq1OEaGtAEAnfwAE/wbAnr0XqxXhetK9Zy5gh+wHr7BN8nj1k=</latexit>ak3 <latexit sha1_base64="SNLqFsApGTXO8eJPzKRCQMDMp9w=">AAAB7XicdVDLSgMxFM3UV62vqks3wSK4Gmamta27ohuXFewD2qFk0kybNpMMSUYoQ//BjQtF3Po/7vwbM20FFT1w4XDOvdx7TxAzqrTjfFi5tfWNza38dmFnd2//oHh41FYikZi0sGBCdgOkCKOctDTVjHRjSVAUMNIJpteZ37knUlHB7/QsJn6ERpyGFCNtpDYapNPJfFAsOfZlvepdeNCxHafmlasZ8WoVrwxdo2QogRWag+J7fyhwEhGuMUNK9Vwn1n6KpKaYkXmhnygSIzxFI9IzlKOIKD9dXDuHZ0YZwlBIU1zDhfp9IkWRUrMoMJ0R0mP128vEv7xeosO6n1IeJ5pwvFwUJgxqAbPX4ZBKgjWbGYKwpOZWiMdIIqxNQAUTwten8H/S9my3alduK6XG1SqOPDgBp+AcuKAGGuAGNEELYDABD+AJPFvCerRerNdla85azRyDH7DePgEyyY+Q</latexit>akj

<latexit sha1_base64="RvLSJX9l28H4s85If8IgieSmX3c=">AAAB7XicdVDLSgMxFM3UV62vqks3wSK4GmamT3dFNy4r2Ae0Q8mkmTY2kwxJRihD/8GNC0Xc+j/u/BszbQUVPXDhcM693HtPEDOqtON8WLm19Y3Nrfx2YWd3b/+geHjUUSKRmLSxYEL2AqQIo5y0NdWM9GJJUBQw0g2mV5nfvSdSUcFv9SwmfoTGnIYUI22kDhqm0+p8WCw59kWj5lU96NiOU/fKtYx49YpXhq5RMpTACq1h8X0wEjiJCNeYIaX6rhNrP0VSU8zIvDBIFIkRnqIx6RvKUUSUny6uncMzo4xgKKQpruFC/T6RokipWRSYzgjpifrtZeJfXj/RYcNPKY8TTTheLgoTBrWA2etwRCXBms0MQVhScyvEEyQR1iagggnh61P4P+l4tluzKzeVUvNyFUcenIBTcA5cUAdNcA1aoA0wuAMP4Ak8W8J6tF6s12VrzlrNHIMfsN4+AeIxj1s=</latexit>ak5

<latexit sha1_base64="pukKC4/a/4Vumdv9C1rDgxpFPro=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHYNPo5ELx4hkUcCGzI79MLI7OxmZtaEEL7AiweN8eonefNvHGAPClbSSaWqO91dQSK4Nq777eTW1jc2t/LbhZ3dvf2D4uFRU8epYthgsYhVO6AaBZfYMNwIbCcKaRQIbAWju5nfekKleSwfzDhBP6IDyUPOqLFS/bJXLLlldw6ySryMlCBDrVf86vZjlkYoDRNU647nJsafUGU4EzgtdFONCWUjOsCOpZJGqP3J/NApObNKn4SxsiUNmau/JyY00nocBbYzomaol72Z+J/XSU1440+4TFKDki0WhakgJiazr0mfK2RGjC2hTHF7K2FDqigzNpuCDcFbfnmVNC/K3lW5Uq+UqrdZHHk4gVM4Bw+uoQr3UIMGMEB4hld4cx6dF+fd+Vi05pxs5hj+wPn8AYObjMI=</latexit>

5

<latexit sha1_base64="SNLqFsApGTXO8eJPzKRCQMDMp9w=">AAAB7XicdVDLSgMxFM3UV62vqks3wSK4Gmamta27ohuXFewD2qFk0kybNpMMSUYoQ//BjQtF3Po/7vwbM20FFT1w4XDOvdx7TxAzqrTjfFi5tfWNza38dmFnd2//oHh41FYikZi0sGBCdgOkCKOctDTVjHRjSVAUMNIJpteZ37knUlHB7/QsJn6ERpyGFCNtpDYapNPJfFAsOfZlvepdeNCxHafmlasZ8WoVrwxdo2QogRWag+J7fyhwEhGuMUNK9Vwn1n6KpKaYkXmhnygSIzxFI9IzlKOIKD9dXDuHZ0YZwlBIU1zDhfp9IkWRUrMoMJ0R0mP128vEv7xeosO6n1IeJ5pwvFwUJgxqAbPX4ZBKgjWbGYKwpOZWiMdIIqxNQAUTwten8H/S9my3alduK6XG1SqOPDgBp+AcuKAGGuAGNEELYDABD+AJPFvCerRerNdla85azRyDH7DePgEyyY+Q</latexit>akj
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Figure 4.2: We associate a K × K combination matrix A with every network of K
agents. The (j, k) entry of A contains the combination weight ajk, which scales the
information arriving at agent k and originating at agent j.

Let us comment on the practical meaning of the combination weights.
As we have seen in Chapter 3, in the social learning strategies, agent k
combines the information it receives from agents j ∈ Nk by using a set
of convex positive combination weights {ajk}j∈Nk . This scaling can be
interpreted as a measure of the confidence that agent k assigns to its
interaction with agent j.

The weights ajk and akj can be different, and one or both weights
can also be zero. In fact, the subscripts j and k in ajk have different
meanings. This is emphasized in Figure 4.2. The row index j designates
the source agent (i.e., the sender) and the column index k designates the
sink agent (i.e., the receiver). In other words, the entries on the kth column
of A contain the coefficients used by agent k to scale the information
corresponding to each agent (i.e., each row) j. If ajk = 0, the information
from agent j is not used by agent k — see Figure 4.2.

In some cases we need to distinguish between the physical network
topology and the topology resulting from the combination matrix A. For
example, consider a collection of electronic devices organized into a wireless
communication network. The physical topology defines whether one agent
can send and/or receive information from another agent. To scale the
information exchanged across the network, the agents will need to assign
some weights on top of this topology. Obviously, the weight ajk will be
zero when agent k cannot receive from agent j. However, this weight can
be zero even when agent k is physically connected to agent j and can
receive information from it. This happens when agent k deliberately decides
to ignore the information from agent j. Thus, there can be a difference
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between the underlying physical topology and the actual “communication”
topology defined by the support graph of A. However, once the combination
matrix is defined, the underlying physical topology is “overwritten” by
the support graph of A. In other words, if k ignores information received
from j, then it is irrelevant to know whether this happens because k is
physically unable to receive information from j, or because k chooses to
ignore it on purpose. In summary, moving forward, whenever we refer to a
network topology we will be in effect referring to the topology defined by
the support graph of A.

The next definition lists four useful notions of connectivity.

Definition 4.5 (Network connectivity). We distinguish four types of connectivity.

i) Connected graph. Consider the nontrivial case K > 1. A graph (or net-
work) is said to be connected when, for j = 1, 2, . . . ,K and k = 1, 2, . . . ,K,
with j ≠ k, there exists a path originating at j and ending at k. In other
words, given any two nodes, there are paths in both directions linking them
(the paths need not be the same). Note that over a connected graph, for
any node k there always exists a path originating and ending at k since,
even in the absence of a self-loop (i.e., even when akk = 0) we can join two
paths from k to j and from j to k. In the trivial case K = 1, we will say
that the graph is connected when a11 > 0.

ii) Primitive graph. A connected graph is said to be primitive when there
exist paths of common length m > 0 linking any two distinct nodes in both
directions and linking any node to itself.

iii) Strong graph. A connected graph is said to be strong when it has at least
one self-loop, meaning that akk > 0 for some node k. As we will show later
in Section 4.3, a strong graph is also primitive, but the reverse implication
does not hold.

iv) Weak graph. The graphs that do not belong to the family described by
definition i) are said to be weak.

Note that in the definition of a connected graph, since j and k are
arbitrary nodes, we require that any two distinct nodes are linked in both
directions, either directly when they are neighbors or by passing through
intermediate nodes when they are not neighbors. In this way, information
can flow in both directions between any two distinct agents in the network,
although the forward path from a node j to some other node k need not
be the same as the backward path from k to j.

Figure 4.3 shows four examples of networks corresponding to the four
families of graphs in Definition 4.5. The leftmost graph is connected, because
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6
<latexit sha1_base64="isA7HMw1IyBJaGe6fSsV01e5RXQ=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHbRqEeiF4+QyCOBDZkdemFkdnYzM2tCCF/gxYPGePWTvPk3DrAHBSvppFLVne6uIBFcG9f9dnJr6xubW/ntws7u3v5B8fCoqeNUMWywWMSqHVCNgktsGG4EthOFNAoEtoLR3cxvPaHSPJYPZpygH9GB5CFn1FipftUrltyyOwdZJV5GSpCh1it+dfsxSyOUhgmqdcdzE+NPqDKcCZwWuqnGhLIRHWDHUkkj1P5kfuiUnFmlT8JY2ZKGzNXfExMaaT2OAtsZUTPUy95M/M/rpCa88SdcJqlByRaLwlQQE5PZ16TPFTIjxpZQpri9lbAhVZQZm03BhuAtv7xKmpWyd1Gu1C9L1dssjjycwCmcgwfXUIV7qEEDGCA8wyu8OY/Oi/PufCxac042cwx/4Hz+AIN/jL4=</latexit>

7
<latexit sha1_base64="5jzFicLO/EBTMke3t2v3skIe5VM=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHbRBI9ELx4hkUcCGzI79MLI7OxmZtaEEL7AiweN8eonefNvHGAPClbSSaWqO91dQSK4Nq777eQ2Nre2d/K7hb39g8Oj4vFJS8epYthksYhVJ6AaBZfYNNwI7CQKaRQIbAfju7nffkKleSwfzCRBP6JDyUPOqLFSo9ovltyyuwBZJ15GSpCh3i9+9QYxSyOUhgmqdddzE+NPqTKcCZwVeqnGhLIxHWLXUkkj1P50ceiMXFhlQMJY2ZKGLNTfE1MaaT2JAtsZUTPSq95c/M/rpia88adcJqlByZaLwlQQE5P512TAFTIjJpZQpri9lbARVZQZm03BhuCtvrxOWpWyd1WuNK5LtdssjjycwTlcggdVqME91KEJDBCe4RXenEfnxXl3PpatOSebOYU/cD5/AIUDjL8=</latexit>

2<latexit sha1_base64="jk/1fpohXujb3eq/tOFNvjxoFrw=">AAAB6HicbVBNS8NAEJ3Ur1q/qh69LBbBU0mqoMeiF48t2FpoQ9lsJ+3azSbsboQS+gu8eFDEqz/Jm//GbZuDtj4YeLw3w8y8IBFcG9f9dgpr6xubW8Xt0s7u3v5B+fCoreNUMWyxWMSqE1CNgktsGW4EdhKFNAoEPgTj25n/8IRK81jem0mCfkSHkoecUWOlZq1frrhVdw6ySrycVCBHo1/+6g1ilkYoDRNU667nJsbPqDKcCZyWeqnGhLIxHWLXUkkj1H42P3RKzqwyIGGsbElD5urviYxGWk+iwHZG1Iz0sjcT//O6qQmv/YzLJDUo2WJRmApiYjL7mgy4QmbExBLKFLe3EjaiijJjsynZELzll1dJu1b1Lqq15mWlfpPHUYQTOIVz8OAK6nAHDWgBA4RneIU359F5cd6dj0VrwclnjuEPnM8ffW+Mug==</latexit>

3
<latexit sha1_base64="LNUgVcgcWmrkAqMqFwJgrNe8JZM=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHbBRI9ELx4hkUcCGzI79MLI7OxmZtaEEL7AiweN8eonefNvHGAPClbSSaWqO91dQSK4Nq777eQ2Nre2d/K7hb39g8Oj4vFJS8epYthksYhVJ6AaBZfYNNwI7CQKaRQIbAfju7nffkKleSwfzCRBP6JDyUPOqLFSo9ovltyyuwBZJ15GSpCh3i9+9QYxSyOUhgmqdddzE+NPqTKcCZwVeqnGhLIxHWLXUkkj1P50ceiMXFhlQMJY2ZKGLNTfE1MaaT2JAtsZUTPSq95c/M/rpia88adcJqlByZaLwlQQE5P512TAFTIjJpZQpri9lbARVZQZm03BhuCtvrxOWpWyVy1XGlel2m0WRx7O4BwuwYNrqME91KEJDBCe4RXenEfnxXl3PpatOSebOYU/cD5/AH7zjLs=</latexit>

1<latexit sha1_base64="TtIgPQprnJE4HSS++PuM3etxya8=">AAAB6HicbVBNS8NAEJ3Ur1q/qh69LBbBU0mqoMeiF48t2FpoQ9lsJ+3azSbsboQS+gu8eFDEqz/Jm//GbZuDtj4YeLw3w8y8IBFcG9f9dgpr6xubW8Xt0s7u3v5B+fCoreNUMWyxWMSqE1CNgktsGW4EdhKFNAoEPgTj25n/8IRK81jem0mCfkSHkoecUWOlptcvV9yqOwdZJV5OKpCj0S9/9QYxSyOUhgmqdddzE+NnVBnOBE5LvVRjQtmYDrFrqaQRaj+bHzolZ1YZkDBWtqQhc/X3REYjrSdRYDsjakZ62ZuJ/3nd1ITXfsZlkhqUbLEoTAUxMZl9TQZcITNiYgllittbCRtRRZmx2ZRsCN7yy6ukXat6F9Va87JSv8njKMIJnMI5eHAFdbiDBrSAAcIzvMKb8+i8OO/Ox6K14OQzx/AHzucPe+uMuQ==</latexit>

4<latexit sha1_base64="WqJ6Lk3Ioj0kJGz21f+UCQW7454=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHaRRI9ELx4hkUcCGzI79MLI7OxmZtaEEL7AiweN8eonefNvHGAPClbSSaWqO91dQSK4Nq777eQ2Nre2d/K7hb39g8Oj4vFJS8epYthksYhVJ6AaBZfYNNwI7CQKaRQIbAfju7nffkKleSwfzCRBP6JDyUPOqLFSo9ovltyyuwBZJ15GSpCh3i9+9QYxSyOUhgmqdddzE+NPqTKcCZwVeqnGhLIxHWLXUkkj1P50ceiMXFhlQMJY2ZKGLNTfE1MaaT2JAtsZUTPSq95c/M/rpia88adcJqlByZaLwlQQE5P512TAFTIjJpZQpri9lbARVZQZm03BhuCtvrxOWpWyd1WuNKql2m0WRx7O4BwuwYNrqME91KEJDBCe4RXenEfnxXl3PpatOSebOYU/cD5/AIB3jLw=</latexit>

5
<latexit sha1_base64="AhcfTCM0SoNzrW5wWWD2fdOk/P0=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHZRo0eiF4+QyCOBDZkdemFkdnYzM2tCCF/gxYPGePWTvPk3DrAHBSvppFLVne6uIBFcG9f9dnJr6xubW/ntws7u3v5B8fCoqeNUMWywWMSqHVCNgktsGG4EthOFNAoEtoLR3cxvPaHSPJYPZpygH9GB5CFn1FipftUrltyyOwdZJV5GSpCh1it+dfsxSyOUhgmqdcdzE+NPqDKcCZwWuqnGhLIRHWDHUkkj1P5kfuiUnFmlT8JY2ZKGzNXfExMaaT2OAtsZUTPUy95M/M/rpCa88SdcJqlByRaLwlQQE5PZ16TPFTIjxpZQpri9lbAhVZQZm03BhuAtv7xKmpWyd1Gu1C9L1dssjjycwCmcgwfXUIV7qEEDGCA8wyu8OY/Oi/PufCxac042cwx/4Hz+AIH7jL0=</latexit>

6
<latexit sha1_base64="isA7HMw1IyBJaGe6fSsV01e5RXQ=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHbRqEeiF4+QyCOBDZkdemFkdnYzM2tCCF/gxYPGePWTvPk3DrAHBSvppFLVne6uIBFcG9f9dnJr6xubW/ntws7u3v5B8fCoqeNUMWywWMSqHVCNgktsGG4EthOFNAoEtoLR3cxvPaHSPJYPZpygH9GB5CFn1FipftUrltyyOwdZJV5GSpCh1it+dfsxSyOUhgmqdcdzE+NPqDKcCZwWuqnGhLIRHWDHUkkj1P5kfuiUnFmlT8JY2ZKGzNXfExMaaT2OAtsZUTPUy95M/M/rpCa88SdcJqlByRaLwlQQE5PZ16TPFTIjxpZQpri9lbAhVZQZm03BhuAtv7xKmpWyd1Gu1C9L1dssjjycwCmcgwfXUIV7qEEDGCA8wyu8OY/Oi/PufCxac042cwx/4Hz+AIN/jL4=</latexit>

7
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2<latexit sha1_base64="jk/1fpohXujb3eq/tOFNvjxoFrw=">AAAB6HicbVBNS8NAEJ3Ur1q/qh69LBbBU0mqoMeiF48t2FpoQ9lsJ+3azSbsboQS+gu8eFDEqz/Jm//GbZuDtj4YeLw3w8y8IBFcG9f9dgpr6xubW8Xt0s7u3v5B+fCoreNUMWyxWMSqE1CNgktsGW4EdhKFNAoEPgTj25n/8IRK81jem0mCfkSHkoecUWOlZq1frrhVdw6ySrycVCBHo1/+6g1ilkYoDRNU667nJsbPqDKcCZyWeqnGhLIxHWLXUkkj1H42P3RKzqwyIGGsbElD5urviYxGWk+iwHZG1Iz0sjcT//O6qQmv/YzLJDUo2WJRmApiYjL7mgy4QmbExBLKFLe3EjaiijJjsynZELzll1dJu1b1Lqq15mWlfpPHUYQTOIVz8OAK6nAHDWgBA4RneIU359F5cd6dj0VrwclnjuEPnM8ffW+Mug==</latexit>

3
<latexit sha1_base64="LNUgVcgcWmrkAqMqFwJgrNe8JZM=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHbBRI9ELx4hkUcCGzI79MLI7OxmZtaEEL7AiweN8eonefNvHGAPClbSSaWqO91dQSK4Nq777eQ2Nre2d/K7hb39g8Oj4vFJS8epYthksYhVJ6AaBZfYNNwI7CQKaRQIbAfju7nffkKleSwfzCRBP6JDyUPOqLFSo9ovltyyuwBZJ15GSpCh3i9+9QYxSyOUhgmqdddzE+NPqTKcCZwVeqnGhLIxHWLXUkkj1P50ceiMXFhlQMJY2ZKGLNTfE1MaaT2JAtsZUTPSq95c/M/rpia88adcJqlByZaLwlQQE5P512TAFTIjJpZQpri9lbARVZQZm03BhuCtvrxOWpWyVy1XGlel2m0WRx7O4BwuwYNrqME91KEJDBCe4RXenEfnxXl3PpatOSebOYU/cD5/AH7zjLs=</latexit>

strong
<latexit sha1_base64="9vY/fCa9G3cq3sNL9rZ/L5IOYlk=">AAAB83icbVBNS8NAEJ3Ur1q/qh69LBbBU0nqQY8FL3qrYD+gCWWz3bRLN5uwOxFK6N/w4kERr/4Zb/4bt20O2vpg4PHeDDPzwlQKg6777ZQ2Nre2d8q7lb39g8Oj6vFJxySZZrzNEpnoXkgNl0LxNgqUvJdqTuNQ8m44uZ373SeujUjUI05THsR0pEQkGEUr+bkfRsSgTtRoNqjW3Lq7AFknXkFqUKA1qH75w4RlMVfIJDWm77kpBjnVKJjks4qfGZ5SNqEj3rdU0ZibIF/cPCMXVhmSKNG2FJKF+nsip7Ex0zi0nTHFsVn15uJ/Xj/D6CbIhUoz5IotF0WZJJiQeQBkKDRnKKeWUKaFvZWwMdWUoY2pYkPwVl9eJ51G3buqNx4ateZ9EUcZzuAcLsGDa2jCHbSgDQxSeIZXeHMy58V5dz6WrSWnmDmFP3A+fwA8eJHU</latexit>

weak
<latexit sha1_base64="0acSdxqwy2W2lcZTy8bPxQlSKX8=">AAAB8XicbVA9SwNBEJ2LXzF+RS1tFoNgFe5ioWXARrsI5gOTI+xt5pIle3vH7p4SjvwLGwtFbP03dv4bN8kVmvhg4PHeDDPzgkRwbVz32ymsrW9sbhW3Szu7e/sH5cOjlo5TxbDJYhGrTkA1Ci6xabgR2EkU0igQ2A7G1zO//YhK81jem0mCfkSHkoecUWOlh6wXhOQJ6XjaL1fcqjsHWSVeTiqQo9Evf/UGMUsjlIYJqnXXcxPjZ1QZzgROS71UY0LZmA6xa6mkEWo/m188JWdWGZAwVrakIXP190RGI60nUWA7I2pGetmbif953dSEV37GZZIalGyxKEwFMTGZvU8GXCEzYmIJZYrbWwkbUUWZsSGVbAje8surpFWrehfV2l2tUr/N4yjCCZzCOXhwCXW4gQY0gYGEZ3iFN0c7L86787FoLTj5zDH8gfP5A3aEkMs=</latexit>

primitive
<latexit sha1_base64="U9rxd8msrR9zzmNq1Ismi4U2GiI=">AAAB+HicbVA9SwNBEN3zM8aPnFraLAbBKtzFQsuAjXYRzAckIext5pIlu3fH7lwgHvklNhaK2PpT7Pw3bpIrNPHBwOO9GWbmBYkUBj3v29nY3Nre2S3sFfcPDo9K7vFJ08Sp5tDgsYx1O2AGpIiggQIltBMNTAUSWsH4du63JqCNiKNHnCbQU2wYiVBwhlbqu6WsG4Q00UIJFBOY9d2yV/EWoOvEz0mZ5Kj33a/uIOapggi5ZMZ0fC/BXsY0Ci5hVuymBhLGx2wIHUsjpsD0ssXhM3phlQENY20rQrpQf09kTBkzVYHtVAxHZtWbi/95nRTDm14moiRFiPhyUZhKijGdp0AHQgNHObWEcW1f55SPmGYcbVZFG4K/+vI6aVYr/lWl+lAt1+7zOArkjJyTS+KTa1Ijd6ROGoSTlDyTV/LmPDkvzrvzsWzdcPKZU/IHzucPEYOTXw==</latexit>

connected
<latexit sha1_base64="1IqmVc/IzwI01i40dAzJucEaxHY=">AAAB+HicbVBNS8NAEN3Ur1o/GvXoZbEInkpSD3oseNFbBfsBbSibzaRdutkNuxuhhv4SLx4U8epP8ea/cdvmoK0PBh7vzTAzL0w508bzvp3SxubW9k55t7K3f3BYdY+OO1pmikKbSi5VLyQaOBPQNsxw6KUKSBJy6IaTm7nffQSlmRQPZppCkJCRYDGjxFhp6FbzQRhjKoUAaiCaDd2aV/cWwOvEL0gNFWgN3a9BJGmWgDCUE637vpeaICfKMMphVhlkGlJCJ2QEfUsFSUAH+eLwGT63SoRjqWwJgxfq74mcJFpPk9B2JsSM9ao3F//z+pmJr4OciTQzIOhyUZxxbCSep4Ajpuy/fGoJoYrZWzEdE0VsBkpXbAj+6svrpNOo+5f1xn2j1rwr4iijU3SGLpCPrlAT3aIWaiOKMvSMXtGb8+S8OO/Ox7K15BQzJ+gPnM8f1x6TOQ==</latexit>

Figure 4.3: (Leftmost panel) Connected graph, where there exist paths between any
two agents in both directions. (Second panel) Primitive graph, where there exist paths
of length 16 between any two distinct agents, in both directions, and from any agent to
itself. (Third panel) Strong graph, obtained from the connected graph in the leftmost
panel by simply adding a self-loop at agent 1. (Rightmost panel) Weak graph, obtained
from the strong graph in the third panel by simply reversing the arrow connecting agents
1 and 4. This slight change makes agent 1 incapable of sending information to any of
the other agents in the network, even though information can reach agent 1 from all
other agents (directly or indirectly).

if we select any two nodes j and k, we can find paths linking them in
both directions. For example, for nodes 2 and 4, one valid path from 2
to 4 goes through 1 and one valid path for the reverse direction from 4
to 2 goes through 3. Similarly, paths can be determined linking all other
combinations of nodes in both directions. Note that in the considered
example no pair of nodes is directly connected by edges in both directions.
Nevertheless, we can still find paths linking any pair of nodes in both
directions.

Note also that the paths connecting 1 and 2 must have odd length,
whereas the paths connecting 1 and 3 must have even length. Therefore,
no paths of common length can be found, and the graph is not primitive.
In comparison, the graph shown in the second panel of Figure 4.3 is
primitive. In fact, it can be verified that, thanks to the addition of the
edge represented in green, there exist paths of common length 16 between
any two distinct nodes, in both directions, and that there also exist paths
of length 16 linking any node to itself. We remark that this graph has no
self-loops.

The third panel shows a network with the same structure as the one in
the leftmost panel, but for the additional presence of a self-loop at node 1,
which makes the graph strong. Note that now it is possible to find paths
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of common length 10 between any two distinct nodes, in both directions,
and also from any node to itself. Therefore, the graph is also primitive.

Finally, observe the rightmost graph in Figure 4.3. Compared with the
strong graph in the third panel, we simply reversed the direction of the
arrow that emanated from 1 toward 4. With this slight modification, the
information from agent 1 cannot reach any other agent in the network and
agent 1 is only at the receiving end. This graph is accordingly weak.

Throughout our treatment, we will use interchangeably the words “net-
work” and “graph.” Moreover, to avoid misunderstanding, we hasten to
add that the terms “connected,” “strong,” and “weak,” are not uniformly
defined in the literature and can refer to slightly different notions. Never-
theless, we will remain faithful to Definition 4.5. We will shortly see that
the graph families in this definition entail some useful correspondences
with the families of irreducible, primitive, and reducible matrices that arise
in matrix theory.

4.2 Combination Matrices

We have explained before how to associate a weighted graph with a nonneg-
ative square matrix, which we called the combination matrix and denoted
by A. The particular choice of the weights influences specific properties
that will be of interest for the social learning strategies. For example, we
explained in Chapter 3 how convex combination weights arise. Moreover,
the choice of the weights determines the spectral properties of the matrix
(i.e., the structure of its eigenvalues and eigenvectors), which will be seen
to be critical for the asymptotic properties of the social learning strategies.

However, some other critical properties relative to the flow of information
over the network are more immediately revealed by the mere support graph
of A, namely, by the unweighted graph that encodes the network “skeleton”
and describes only the interconnections between agents. In matrix analysis,
there exist powerful tools to characterize the interplay between matrices
and their support graphs. In particular, for nonnegative matrices, an elegant
theory was developed by Perron and Frobenius [93, 126]. We exploit this
theory to great effect in our analysis.

To start with, we show how the nth power of a nonnegative square
matrix is related to paths of length n over its support graph.
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Lemma 4.1 (Paths and matrix powers). Let A be a nonnegative K ×K matrix,
and consider the support graph of A. Over this graph, a path of length n between
nodes j and k (including the case j = k) exists if, and only if, the (j, k) entry of
the matrix power An is positive.

Proof. From the rules of matrix multiplication, the (j, k) entry of the nth power of A is
given by

[An]jk =
K∑

m1=1

K∑
m2=1

. . .

K∑
mn−1=1

ajm1 am1m2 . . . amn−1k. (4.2)

Therefore, [An]jk > 0 if, and only if, there exists at least one sequence of agent indices
{m1,m2, . . . ,mn−1} associated with nonzero scaling weights {ajm1 , am1m2 , . . . , amn−1k},
i.e., if, and only if, we have a path

j
ajm1−→ m1

am1m2−→ m2 −→ · · · −→ mn−1
amn−1k

−→ k [n edges]. (4.3)

■

Next, we introduce irreducible matrices, which are tightly coupled with
connected networks. Although the notion of irreducible matrices applies to
matrices with entries of arbitrary sign, we restrict our treatment to the
case of nonnegative matrices.

Definition 4.6 (Irreducible matrices). A nonnegative K × K matrix A is ir-
reducible when its support graph is connected. In other words, when for any
pair (j, k), including the case j = k, there exists a shortest path of some length
njk ≤ K (depending in general on j and k) that starts at j and ends at k. In
view of Lemma 4.1, the following property holds for irreducible matrices: For
any pair (j, k), including the case j = k, there exists a positive integer njk ≤ K
such that

[Anjk ]jk > 0. (4.4)

Some of the forthcoming results will examine the spectral properties of
useful families of matrices. In preparation for these results, it is useful to
recall the basic definitions of the algebraic and geometric multiplicity of
an eigenvalue [93, 126].

Definition 4.7 (Eigenvalue multiplicity). Consider a square matrix A (not neces-
sarily nonnegative) and an eigenvalue λ of A. We have the following definitions:

i) The algebraic multiplicity of λ is the number of times it is repeated as a
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root of the characteristic equation det(A−λI) = 0. An eigenvalue occurring
only once is called simple. When we say “there are h eigenvalues equal to
λ” we mean that the algebraic multiplicity of λ is equal to h.

ii) The geometric multiplicity of λ is the maximal number of linearly inde-
pendent eigenvectors associated with it, namely, the dimension of the null
space of A− λI. The geometric multiplicity cannot exceed the algebraic
multiplicity.

iii) An eigenvalue whose geometric multiplicity equals the algebraic multiplicity
is called semisimple.

The next theorem establishes the fundamental properties of nonnegative
irreducible matrices. Before stating the result, it might be useful to recall
that the spectral radius of a square matrix is equal to the largest magnitude
of its eigenvalues.

Theorem 4.1 (Perron-Frobenius theorem [126, p. 673]). Let A be a nonnegative
irreducible K ×K matrix. Then the following properties hold:

i) The matrix A has a simple eigenvalue λ equal to the spectral radius ρ(A)
and, moreover, ρ(A) > 0. All other eigenvalues of A are not equal to ρ(A),
but they can have magnitude equal to ρ(A), i.e., λ need not be the only
eigenvalue on the spectral circle.

ii) With proper sign scaling, all entries of the eigenvector of A corresponding to
the eigenvalue λ = ρ(A) can be made positive. Let v denote this eigenvector,
with its entries {vk} normalized to add up to 1, i.e.,

Av = λv, 1
Tv = 1, vk > 0 for k = 1, 2, . . . ,K. (4.5)

We refer to v as the Perron vector of A. All eigenvectors of A associated
with the other eigenvalues cannot be made nonnegative (they have entries
with varied signs or complex-valued entries).

4.2.1 Convergence of Matrix Powers

As will become apparent in the next chapters, social learning algorithms will
rely on repeated exchanges of information between neighboring nodes over
a graph. This iterative process will correspond to information traversing
longer and longer paths across the network as the number of iterations
increases. Technically, such repeated interactions can be represented by
matrix powers At, with t denoting the number of iterations. It is therefore
critical to study the convergence properties of these matrix powers.
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One useful notion of convergence for the matrix powers is Cesàro
summability.

Definition 4.8 (Cesàro summability). A square matrix A (not necessarily non-
negative) is said to be Cesàro-summable when the arithmetic mean of the matrix
powers converges, i.e., when there exists a matrix A• such that

lim
t→∞

1
t

t∑
τ=1

Aτ = A•. (4.6)

Cesàro summability will be useful in the study of social learning. For
example, it will be exploited in Chapter 5 to examine the convergence of
the beliefs under social learning with geometric averaging.

In some other cases we will appeal to a stronger notion of convergence.
This will be the case in Chapters 6 and 9, when we will examine the error
probability performance of social learning. The stronger notion we refer
to requires that the matrix powers converge. In this case we say that A
is a convergent matrix. It is readily seen that any convergent matrix is
Cesàro-summable, since convergence of the powers implies convergence of
their arithmetic means. The converse is in general not true.

The next theorem establishes the fundamental result on the convergence
of matrix powers.

Theorem 4.2 (Convergent matrices [126, p. 630]). A square matrix A (not
necessarily nonnegative) is said to be convergent when the limit as t → ∞ of
the sequence of powers At exists. This situation happens if, and only if, one of
the following conditions is verified:

i) ρ(A) < 1, in which case At converges to a null matrix, i.e., a matrix with
all entries equal to 0.

ii) ρ(A) = 1 with λ = 1 being a semisimple eigenvalue and with no other
eigenvalues on the unit circle.

Theorem 4.2 is very general; it provides necessary and sufficient con-
ditions for the convergence of any square matrix. We now focus on the
family of nonnegative irreducible matrices. For this family, we are going
to show in Theorem 4.3 that the convergence of matrix powers is tightly
coupled with the notion of primitive matrices, which are introduced next.
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Definition 4.9 (Primitive matrices). A nonnegative irreducible matrix A is said
to be primitive when it has only one eigenvalue on its spectral circle and is called
imprimitive otherwise. In view of Theorem 4.1, for primitive matrices the only
eigenvalue on the spectral circle is equal to ρ(A), whereas imprimitive matrices
have other eigenvalues, all different from ρ(A), but having magnitude equal to
ρ(A). Furthermore, the following property, a.k.a. Frobenius’ test for primitivity,
holds [126, p. 673]: A nonnegative irreducible matrix A is primitive if, and only
if, there exists a positive integer m such that the entries of Am are all positive. In
view of Lemma 4.1, we see that primitive matrices are automatically associated
with primitive graphs in the sense of Definition 4.5.

Comparing Frobenius’ test for primitivity with the property of irre-
ducible matrices in (4.4), we find now that the power m in Am is uniform
across the graph nodes, i.e., it does not change with the indices j and k.

For primitive matrices, the conclusions from the Perron-Frobenius
theorem can be strengthened to establish the limiting behavior of the
matrix powers, as stated in the next theorem.

Theorem 4.3 (Powers of primitive matrices [126, p. 674]). Consider a nonneg-
ative irreducible matrix A and let λ = ρ(A). Then, the matrix A is primitive
if, and only if, limt→∞(A/λ)t exists, in which case the limit will be a rank-one
matrix with positive entries according to the following formula:

lim
t→∞

(
A

λ

)t
= v uT

uTv
, (4.7)

where v and u are the Perron vectors of A and AT, respectively.
Furthermore, let λ2 denote the second largest-magnitude eigenvalue of A, and
let r be such that

|λ2|
ρ(A) < r < 1. (4.8)

Then, there exists a constant, C depending on A and r, such that∣∣∣∣∣
[(

A

λ

)t
− v uT

uTv

]
jk

∣∣∣∣∣ ≤ Crt (4.9)

for all indices j and k and all t ∈ N.

4.3 Strong and Primitive Graphs

The assumption of a connected graph ensures that information will be
flowing between any two arbitrary agents and that this flow of information
is bidirectional: Information flows from j to k and from k to j, although
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the paths over which the flows occur need not be the same and the manner
in which information is scaled over these paths can also be different. As
we will see, e.g., in Chapters 5 and 7, connected graphs will be critical to
guarantee full propagation of information across the network and enable
successful social learning.

In addition to being connected, a primitive graph features the existence
of common-length paths between any two distinct nodes, in both directions,
and from each node to itself. In view of Theorem 4.3, for combination
matrices associated with primitive graphs, the asymptotic behavior of the
matrix powers is known. This additional knowledge will be exploited in
our analysis to characterize the performance of social learning strategies,
e.g., in Chapters 6 and 9.

Furthermore, the assumption of a strong graph requires that the network
is connected and, additionally, there exists at least one agent in the network
that trusts its own information and will assign some positive weight to it.
This is a reasonable condition and is characteristic of many real networks.
If akk = 0 for all k, then this means that all agents will be ignoring their
individual information and will be relying instead on information received
from other agents. The next lemma shows that strong graphs are always
primitive.

Lemma 4.2 (Strong graphs are primitive). If the graph associated with a non-
negative K ×K matrix A is strong, then there exists a positive integer m such
that all entries of Am are positive and, hence, A is a primitive matrix.

Proof. Since the graph associated with A is strong, it is also a connected graph. According
to Definition 4.6, this means that A is an irreducible matrix. It follows that, for any pair
(j, k), including the case j = k, there exists an integer njk > 0 such that the (j, k) entry
of the matrix power Anjk is positive. Note that this integer is dependent on indices j
and k. We now go a step further and show that, over strong graphs, a common (i.e.,
independent of the particular agents j and k) power m exists such that all entries of
Am are positive.

Recall from Definition 4.5 that a strong graph is a connected graph with the additional
requirement that there exists at least one agent k0 with a self-loop, i.e., with ak0k0 > 0.
We know from (4.4) that [Anjk0 ]jk0

> 0 for any agent j in the network. Then,

[
A(njk0 +1)]

jk0
= [Anjk0A]jk0

=
K∑
m=1

[Anjk0 ]jm amk0

≥ [Anjk0 ]jk0
ak0k0 > 0, (4.10)
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which implies that the positivity of the (j, k0) entry is maintained at higher powers of A
once it is satisfied at power njk0 . Let

m′ ≜ max
j∈{1,2,...,K}

njk0 . (4.11)

Note that m′ ≤ K since index njk identifies the shortest path between nodes j and k,
and we know that the shortest path cannot be longer than K. From (4.10) and (4.11),
we can also write [

Am
′
]
jk0

> 0 (4.12)

for all j, which means that the entries on the k0th column of Am′ are all positive.
Interchanging the roles of k0 and j, we can define an index

m′′ ≜ max
j∈{1,2,...,K}

nk0j . (4.13)

This index is still upper bounded by K and guarantees that[
Am

′′
]
k0j

> 0 (4.14)

for all j, which means that the entries on the k0th row of Am′′ are all positive.
Now, let m = m′ + m′′ and let us examine the entries of the matrix Am. We can

write schematically

Am = Am
′
Am

′′
=

 × × + ×
× × + ×
× × + ×
× × + ×


 × × × ×

× × × ×
+ + + +
× × × ×

 , (4.15)

where the + signs are used to refer to the positive entries on the k0th column of Am′

and the k0th row of Am′′ , whereas the × signs are used to refer to the remaining entries
of Am′ and Am

′′ , which are nonnegative. It is clear from the above equality that the
resulting entries of Am will all be positive, and we conclude that A is primitive from
Definition 4.9.

■

It is useful to summarize the ties between network connectivity and
irreducible or primitive matrices:{

connected graph ⇐⇒ irreducible matrix,
strong graph =⇒ primitive matrix.

(4.16)

Observe that in the second relation we do not have a double implication,
since a primitive matrix can arise even when the graph is not strong. In
other words, a primitive matrix is always associated with a connected
graph since it is irreducible by definition, but this graph could have no
self-loops — see the second panel from the left in Figure 4.3.
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4.4 Stochastic Combination Matrices

We explained in Chapter 3 that, in the context of social learning, the
combination weights employed by each agent to scale the information
received from its neighbors form a convex combination, i.e., they are
nonnegative and add up to 1. This property gives rise to left stochastic
(a.k.a. column stochastic) combination matrices A. The term “stochastic
matrix,” arising in the theory of Markov chains, does not refer to any
randomness in the entries of A; it simply means that the columns of A
consist of nonnegative weights that add up to 1.

Definition 4.10 (Left and doubly stochastic matrices). A nonnegative K ×K
matrix A is said to be left stochastic when the entries on each of its columns
add up to 1, namely, when

K∑
j=1

ajk =
∑
j∈Nk

ajk = 1 ⇐⇒ 1
TA = 1

T. (4.17)

Note that Eq. (4.17) implies that at least one weight ajk, for j = 1, 2, . . . ,K,
must be nonzero. Recalling definition (4.1), this means that, for a left stochastic
matrix, the neighborhood of every node k is nonempty.
In the special case where also the entries on each row of A add up to 1 (which
does not necessarily require A to be a symmetric matrix), the matrix is said to
be doubly stochastic, and we have A1 = 1, or

A
1

K
= 1

K
. (4.18)

This implies that, if a doubly stochastic matrix is also irreducible, its Perron
vector is v = 1/K, i.e., the Perron vector has uniform entries.

From now on, we will always assume that the combination matrix is left
stochastic. The next lemma shows one property of left stochastic matrices
that will be useful in the sequel.

Lemma 4.3 (Spectral radius of left stochastic matrices). For any left stochastic
matrix A,

ρ(A) = 1. (4.19)
That is, the spectral radius of a left stochastic matrix is equal to 1.

Proof. The spectral radius is upper bounded by any matrix norm, and in particular by
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the maximum absolute column sum norm, yielding [93, 126]

ρ(A) ≤ max
k∈{1,2,...,K}

K∑
j=1

|ajk| = max
k∈{1,2,...,K}

K∑
j=1

ajk = 1, (4.20)

where the first equality holds because A is nonnegative and the second one because it is
left stochastic. On the other hand, Eq. (4.17) implies that 1 is an eigenvalue of AT, and
since a matrix and its transpose share the same eigenvalues, we conclude that 1 is an
eigenvalue of A. The claim then follows from (4.20).

■

Another useful property of left stochastic matrices is that they are
always Cesàro-summable.

Theorem 4.4 (All left stochastic matrices are Cesàro-summable [126, p. 697]).
Let A be a left stochastic matrix. Then, there exists a left stochastic matrix A•
such that

lim
t→∞

1
t

t∑
τ=1

Aτ = A•. (4.21)

Moreover, if A is irreducible, with Perron vector v, then

A• = v 1T. (4.22)

That is, the limiting matrix A• is a rank-one matrix that has all columns equal
to the Perron vector of A.

For a connected network, the previous theorem shows that the time-
average of the combination-matrix powers converge to a matrix whose
columns are all equal to the Perron vector v associated with A. As observed
before, raising A to power t corresponds to applying the combination matrix
t times, that is, to performing t nested combination steps. In other words,
[At]jk, the (j, k) entry of the matrix At, represents the weight that agent k
would assign to agent j after t combination steps. According to (4.22), for
all k, the time-average of weights [At]jk would converge to vj , the jth entry
of the Perron vector. As a result, weight vj quantifies the importance or
centrality that agent j assumes in the network. In fact, in graph theory, one
useful indicator for the relative importance of the network nodes is the so-
called eigenvector centrality score [16]. When a weighted graph is connected
(see Definition 4.5) and described by a combination matrix A, the centrality
score assigned to node j is represented by the jth entry of the Perron
vector associated with A. Note that, over weighted graphs, the centrality
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score assigned to the nodes accounts not only for the network topology,
but also for the intensity of interaction between the nodes, represented by
the values of the combination weights.

For left stochastic and primitive matrices, the conclusions from Theo-
rem 4.3 admit a simpler form that will be repeatedly used in our treatment.

Corollary 4.1 (Powers of left stochastic and primitive matrices). If a K × K
matrix A is left stochastic and primitive, with Perron vector v, then

lim
t→∞

At = v 1T. (4.23)

That is, the sequence of matrix powers converges to a rank-one matrix that has
all columns equal to the Perron vector of A. Furthermore, denoting by λ2 the
second largest-magnitude eigenvalue of A, and letting

|λ2| < r < 1, (4.24)

there exists a constant C depending on A and r, such that∣∣∣[At − v 1T]
jk

∣∣∣ ≤ Crt (4.25)

for all indices j and k and all t ∈ N.

Proof. Since ρ(A) = 1 in view of Lemma 4.3, Eq. (4.17) implies that 1/K is the Perron
vector of AT (recall that the Perron vector is scaled so that its entries add up to 1).
Therefore, since A is primitive, we can apply (4.7) with the choices u = 1/K and
λ = ρ(A) = 1 — see (4.19). Then, Eq. (4.23) follows from the relation 1Tv = 1, which
holds since v is the Perron vector of A. Equation (4.25) then follows from (4.9).

■

4.5 Weak Graphs

We focused so far on connected graphs, i.e., networks where any two agents
are reachable through some paths in both directions. We wish now to
characterize the remaining types of networks, where some pairs of agents
are connected only in one direction, or they are not even connected through
any path. According to Definition 4.5, we refer to these networks as weak
graphs.

Interestingly, the combination matrices associated with weak graphs can
be represented in a canonical form, a.k.a. Gantmacher normal form [77],
as detailed in the next theorem.1

1To avoid confusion, we remark that in [126, Eq. (8.4.6)] the combination matrix is right
(instead of left) stochastic (i.e., the rows, and not the columns, add up to 1). As a result, the
blocks referring to the sending and receiving networks introduced in Theorem 4.5 are switched.
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Theorem 4.5 (Canonical form for reducible left stochastic matrices [126, p. 695]).
Let A be a left stochastic K × K matrix associated with a weak graph. In
the trivial case where the graph is made of isolated subnetworks that do not
communicate with each other, A has a block-diagonal structure where each block
is a left stochastic matrix corresponding to each isolated subnetwork. In this
case the graph is said to be completely reducible. Otherwise, any weak graph can
be partitioned into two groups of subnetworks, namely, S ≥ 1 sending networks
and R ≥ 1 receiving networks. Then, A can always be reduced to the following
canonical form by a suitable permutation of the agent labels:

A =



A1 0 · · · 0 A1,S+1 A1,S+2 · · · A1,S+R
0 A2 · · · 0 A2,S+1 A2,S+2 · · · A2,S+R
...

...
. . .

...
...

... · · ·
...

0 0 · · · AS AS,S+1 AS,S+2 · · · AS,S+R
0 0 · · · 0 AS+1 AS+1,S+2 · · · AS+1,S+R
0 0 · · · 0 0 AS+2 · · · AS+2,S+R
...

...
. . .

...
...

...
. . .

...
0 0 · · · 0 0 0 · · · AS+R


, (4.26)

where the individual submatrices have the following properties:

i) All submatrices on the main diagonal are square.
ii) Top left block. The submatrix As, for s = 1, 2, . . . , S, dictates the inner

communication structure relative to agents in the sth sending network. Each
submatrix As is irreducible (thus corresponding to a connected subgraph),
and the entries on each of its columns add up to 1 since A is left stochastic.

iii) Top right block. The submatrix As,S+r, for s = 1, 2, . . . , S and r =
1, 2, . . . , R, dictates the communication from agents in the sth sending
network to agents in the rth receiving network.

iv) Bottom right block. The submatrix AS+r, for r = 1, 2, . . . , R, dictates
the inner communication structure relative to agents in the rth receiving
network. Each submatrix AS+r is either irreducible or a 1 × 1 matrix
equal to 0.2 The submatrices AS+r,S+r′ , for r, r′ = 1, 2, . . . , R, dictate the
communication from the rth to the r′th receiving network.

v) For each r = 1, 2, . . . , R, at least one of the submatrices lying above AS+r
(i.e., A1,S+r, A2,S+r, . . . , AS+r−1,S+r) has at least one nonzero entry.

Theorem 4.5 reveals the structural properties of weak graphs, which
are conveniently summarized below and represented in Figure 4.4.

• Recalling that the entry ajk of the combination matrix A is relative to
the flow of information from j to k, then the null bottom left block in

2Even when AS+r is a 1× 1 matrix equal to 0, the corresponding agent interacts with the
network through the connections described by the submatrices lying above AS+r in view of
point v).
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receiving networks

Figure 4.4: One example of a weak graph, reflecting the canonical structure in Theorem 4.5,
with two sending networks (blue nodes) and three receiving networks (yellow nodes). As explained
before, undirected edges are depicted with no arrows.

(4.26) signifies that the communication between agents in the sending
networks and agents in the receiving networks is one-directional. That
is, a link can exist from an agent in a sending network to an agent in
a receiving network, but not in the reverse direction.

• The block-diagonal structure of the top left block in (4.26) signifies
that sending networks do not communicate with each other.

• Point v) of Theorem 4.5 implies that a receiving network r must
necessarily receive information from at least one agent external to r.
Note that this agent need not belong to a sending network. It can also
belong to a receiving network r′ different from r. However, observe
that we must have r′ < r, because the matrix blocks below AS+r are
null or absent.

• Another conclusion stemming from point v) of Theorem 4.5 is that
each receiving network is reachable through a path that originates
at some sending network. Let us explain why this is the case. Point
v) implies that there exists at least one nonzero entry in at least
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one of the submatrices A1,S+1, A2,S+1, . . . , AS,S+1, which correspond
to connections from the sending networks to the receiving network
r = 1. This means that the receiving network r = 1 is connected to a
sending network. On the other hand, using again point v), we know
that, if the receiving network r = 2 is not connected to any sending
network, it must necessarily be connected to the receiving network
r = 1. In this case, the receiving network r = 2 can be reached from
a sending network by using a path that goes through the receiving
network r = 1. By iterating this reasoning, we conclude that each
receiving network can be reached through a path that originates at
some sending network.

• According to the Gantmacher normal form, a receiving network must
receive, but can also send. In comparison, a sending network cannot
receive and might also not send (indeed, a sending network s evolves
in isolation when the submatrices As,S+1, As,S+2, . . . , As,S+R are all
null). Therefore, a more rigorous (albeit less appealing) classification
would have been “non-receiving vs. receiving,” in place of “sending
vs. receiving.”

In summary, the agents in a weak graph can be conveniently partitioned
into two groups, S and R, where the group S consists of the S sending
networks, whereas the group R consists of the R receiving networks. To
avoid misunderstanding, we remark that S (resp., R) does not denote
the total number of agents in S (resp., R), which is instead given by the
cardinality |S| (resp., |R|).

The representation in (4.26) can be compactly written as follows:

A =
[
AS ASR
0 AR

]
, (4.27)

where the matrix ASR, i.e., the top right block, globally collects the edges
from agents in the ensemble of sending networks to agents in the ensemble
of receiving networks, while the matrix AR, i.e., the bottom right block,
describes the communication structure involving all receiving networks.
The matrix AS pertains to the sending networks and, since we know these
networks do not communicate with each other, it takes the block-diagonal
form shown in the top left block in (4.26).

The structure highlighted in the canonical form of Theorem 4.5 is not
that uncommon in real-world networks. Actually, it is quite frequent over
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social networks, where some influential agents (e.g., celebrities) have a
large number of followers, while the influential agents themselves may
not consult information from most of these followers. Another example
is that of media networks, which promote the emergence of opinions by
feeding information to users without paying attention to feedback from
them. A similar effect arises when social networks operate in the presence
of stubborn agents, which insist on their opinion regardless of the evidence
provided by local observations or by neighboring agents [3, 173].

4.5.1 Convergent Matrices over Weak Graphs

The next theorem arises in the theory of Markov chains, where sending
and receiving networks are referred to as ergodic and transient classes,
respectively. This terminology is related to their persistence as t→∞, in
the sense that the limiting distribution of the Markov chain is concentrated
only on the states belonging to the ergodic classes. As we will see later in
Section 5.6, the physical interpretation in our social learning context is
that sending networks are influential and determine the limiting behavior
of the entire network, whereas receiving networks are influenced. The exact
asymptotic behavior of the sequence of matrix powers is characterized in
the next theorem [126, p. 698].

Theorem 4.6 (Matrix powers over weak graphs). Let A be a left stochastic
K ×K matrix associated with a weak graph. For each s = 1, 2, . . . , S, let As be
the Ks ×Ks submatrix associated with the sth sending network according to
the canonical form (4.26). Denote by v(s) the Perron vector of As, and collect
the Perron vectors corresponding to all sending networks into the block-diagonal
matrix

V ≜


v(1)1T

K1 0 · · · 0
0 v(2)1T

K2 · · · 0
...

...
. . .

...
0 0 · · · v(S)1T

KS

 , (4.28)

where 1Ks is the Ks × 1 vector with all entries equal to 1. Let also

W ≜ V ASR (I|R| −AR)−1, (4.29)

where I|R| (recall that |R| is the number of agents in the receiving networks) is
the |R| × |R| identity matrix, and the submatrices ASR and AR are defined in
the block-triangular representation (4.27). Then, we have the following results:

i) The matrix A (which is Cesàro-summable since it is left stochastic — see
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Theorem 4.4) satisfies the condition

lim
t→∞

1
t

t∑
τ=1

Aτ =
[
V W

0 0

]
. (4.30)

ii) The sequence of matrix powers At converges if, and only if, all the submatri-
ces {As}Ss=1 associated with the sending networks are primitive. Moreover,
if the sequence is convergent, the limiting matrix is

lim
t→∞

At =
[
V W

0 0

]
. (4.31)

Proof. First, we want to establish that for each receiving network r = 1, 2, . . . , R,
the spectral radius ρ(AS+r) of matrix AS+r is strictly smaller than 1. Observe that
ρ(AS+r) ≤ 1 since the spectral radius of A is equal to 1 from Lemma 4.3, and we
recall that the eigenvalues of a block-triangular matrix are the eigenvalues of the block
matrices on the main diagonal. We know that AS+r is either a scalar equal to 0, or an
irreducible matrix (thus, corresponding to a connected network). In the former case we
have ρ(AS+r) = 0. Thus, assume that AS+r is irreducible. Reasoning by contradiction,
we assume ρ(AS+r) = 1, which, in view of Theorem 4.1, would imply

AS+rv
(S+r) = v(S+r) (4.32)

for a Perron vector v(S+r). From (4.32) we can also write

1
T
KS+r

AS+r︸ ︷︷ ︸
uT

v(S+r) = 1
T
KS+r

v(S+r), (4.33)

where KS+r denotes the number of agents belonging to the rth receiving network. From
point v) in Theorem 4.5 we know that each receiving network receives information from
at least one agent in the rest of the network. Since the columns of A add up to 1, we
deduce that at least one column of AS+r must have a sum that is strictly smaller than
1, which in turn implies that the vector u defined in (4.33) has at least one entry strictly
smaller than 1. In this case, the equality in (4.33) would be impossible. We conclude
that ρ(AS+r) < 1 and, hence, ρ(AR) < 1.

Now we proceed to prove (4.30). Owing to the block-triangular representation in
(4.27), we can write

At =
[
AtS Wt

0 AtR

]
, (4.34)

where Wt is some unknown |S| × |R| matrix. Since A is left stochastic, it is also Cesàro
summable in view of Theorem 4.4. Therefore, using the representation in (4.34), it is
legitimate to write

lim
t→∞

1
t

t∑
τ=1

Aτ =


lim
t→∞

1
t

t∑
τ=1

AτS lim
t→∞

1
t

t∑
τ=1

Wτ

0 lim
t→∞

1
t

t∑
τ=1

AτR

 . (4.35)
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Since AS is a block-diagonal matrix collecting the submatrices As of the sending networks,
for s = 1, 2, . . . , S, when we compute AτS , we obtain a block-diagonal matrix whose
blocks are given by Aτs . Since the submatrices As are irreducible, from Theorem 4.4 we
obtain

lim
t→∞

1
t

t∑
τ=1

Aτs = v(s)
1

T
Ks
, (4.36)

which, using (4.28), yields

lim
t→∞

1
t

t∑
τ=1

AτS = V. (4.37)

Regarding the bottom right block in (4.35), it vanishes as t → ∞ because, in particular,
we have

lim
t→∞

AtR = 0 (4.38)

since ρ(AR) < 1. Defining

W = lim
t→∞

1
t

t∑
τ=1

Wτ , (4.39)

and substituting (4.37) and (4.38) into (4.35), we obtain

lim
t→∞

1
t

t∑
τ=1

Aτ =
[
V W

0 0

]
. (4.40)

Now we show how to determine W . We have the identity

lim
t→∞

1
t

t∑
τ=1

Aτ = lim
t→∞

1
t

t−1∑
τ=1

AτA (4.41)

Substituting (4.27) and (4.47) into (4.41), we have[
V W

0 0

]
=
[
V W

0 0

][
AS ASR
0 AR

]
. (4.42)

Considering the top right block only, and performing the pertinent matrix-block multi-
plication, we obtain the following relation:

W = V ASR +WAR, (4.43)

which implies (4.29). This means that we have established (4.30), and the proof of part
i) is complete. We switch to part ii).

We want to establish that the sequence of matrix powers At converges if, and only if,
all the submatrices {As}Ss=1 are primitive, and that if the sequence converges, its limit
is given by (4.31). First, observe that the condition ρ(AR) < 1 means that the bottom
right block AR contributes to the spectrum of A with eigenvalues lying strictly inside
the unit circle. Consider now the top left block AS , which is a block-diagonal matrix
collecting the submatrices As of the sending networks, for s = 1, 2, . . . , S. Owing to the
block-diagonal structure, if we raise A to a power t, each of the matrices As will be
raised to t. In view of Theorem 4.2, if at least one of these matrices is imprimitive, then
it is not convergent, and A will not be convergent either. Let us then focus on the case
where all the submatrices {As}Ss=1 are primitive.
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Observe that the eigenvalues associated with the top left block AS are the eigenvalues
of the submatrices {As}Ss=1 on the main diagonal. Since these submatrices are left
stochastic and primitive, each of them has a simple eigenvalue equal to 1, and no
other eigenvalues on the unit circle. From this observation, and since AR is associated
with eigenvalues lying strictly inside the unit circle, we conclude that the eigenvalue 1
has algebraic multiplicity S. Let us now examine the eigenvectors associated with this
eigenvalue. Recalling that we denote by v(s) the Perron vector of the submatrix As, for
s = 1 we have

A×


v(1)

0
...
0

 =


A1v

(1)

0
...
0

 =


v(1)

0
...
0

 , (4.44)

for s = 2 we have

A×


0
v(2)

0
...
0

 =


0

A2v
(2)

0
...
0

 =


0
v(2)

0
...
0

 , (4.45)

and so on. Therefore, we can associate with the eigenvalue 1 the following S eigenvectors:

v(1)

0
0
...
0
...
0


,



0
v(2)

0
...
0
...
0


, . . . ,



0
0
0
...

v(S)

...
0


, (4.46)

which are mutually orthogonal and, hence, the geometric multiplicity of the eigenvalue 1
is equal to S. This means that the geometric multiplicity of the eigenvalue 1 is equal to
its algebraic multiplicity. In other words, the eigenvalue 1 is semisimple and, as observed
before, is the only eigenvalue on the unit circle. In view of Theorem 4.2, the matrix A is
convergent. This means that the sequence of matrix powers At converges. Owing to the
block-triangular representation in (4.27), we can write

At =
[
AtS Wt

0 AtR

]
t→∞−→

[
V W

0 0

]
, (4.47)

where: i) AtS converges to V in view of Corollary 4.1; ii) AtR vanishes because ρ(AR) < 1;
and iii) Wt is some unknown |S| × |R| matrix, whose limit W is known to exist since we
have established that A is a convergent matrix. On the other hand, we have the identity

lim
t→∞

At =
(

lim
t→∞

At−1
)
A. (4.48)

Substituting (4.27) and (4.47) into (4.48) we have[
V W

0 0

]
=
[
V W

0 0

][
AS ASR
0 AR

]
. (4.49)
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Considering the top right block only, and performing the pertinent matrix-block multi-
plication, we obtain the following relation:

W = V ASR +WAR, (4.50)

which implies (4.29).
■

The matrix power At is left stochastic for any t, which implies that the
limiting matrix [

V W

0 0

]
(4.51)

is left stochastic. Since this limiting matrix has a null bottom right block,
the entries on each column of its top right block, W = [wjk] (defined for
j ∈ S and k ∈ R), must add up to 1, i.e., for any k ∈ R we have∑

j∈S
wjk = 1. (4.52)

Furthermore, from (4.29) we can write

W = V ASR
(
I|R| +AR +A2

R + . . .
)
. (4.53)

By expanding the matrix products, the (j, k) entry of the matrix W can
be represented as follows:

wjk =
∑
h∈S

[V ]jh
∑
h′∈R

[ASR]hh′
(
[I|R|]h′k + [AR]h′k + [A2

R]h′k + . . .
)
. (4.54)

Assume that j belongs to the sth sending network and denote the ensemble
of agents in this network by As. By exploiting the structure of the matrix
V defined by (4.28), from (4.54) we can write

wjk = v
(s)
j

∑
h∈As

∑
h′∈R

[ASR]hh′
(
[I|R|]h′k + [AR]h′k + [A2

R]h′k + . . .
)
, (4.55)

from which we find that wjk aggregates the sum of influences over all
paths originating at the sending network As (i.e., the agents belonging to
the sending network of agent j) and ending at agent k ∈ R. Accordingly,
wjk > 0 if, and only if, there exists a directed path from some h ∈ As
to k. Moreover, Eq. (4.52) implies that wjk must be nonzero for at least
one j ∈ S. This means that each agent k is reachable through a path
that originates at a sending network. Note that the latter property is
consistent with the comments following Theorem 4.5, in particular, with
the implications of point v).
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4.6 Combination Policies

In this section we describe some common policies used to build the combi-
nation matrix A. We first need to define the desired support graph of A,
and then design a combination policy to assign the combination weights
on top of this graph. A list of popular combination policies is reported
in Table 4.1. In the table, the symbol degk = |Nk| denotes the degree3

(technically, the in-degree) of agent k, which is equal to the size of its
neighborhood, and the symbol degmax denotes the maximum degree across
the network:

degmax ≜ max
k∈{1,2,...,K}

degk. (4.56)

Since the combination matrix must be left stochastic, the sum along each
of its columns is equal to 1. As a result, each node k has a nonempty
neighborhood, i.e., degk > 0 for k = 1, 2, . . . ,K.

4.6.1 Left Stochastic Policies

The first two rows of Table 4.1 show two popular policies to construct a left
stochastic matrix. The uniform-averaging rule is perhaps the simplest one.
Each agent k scales the observations received from neighbor j (possibly
including the case j = k) with a uniform weight. Since all the nonzero
weights used by agent k must add up to 1, the uniform weight must be
equal to 1/degk.

In the rule reported on the second row, named relative-degree rule, agent
k sets, for all agents j ∈ Nk,

ajk =
degj∑

m∈Nk

degm
, (4.57)

that is, agent k scales the information received from agent j proportionally
to the degree of agent j, where the proportionality factor (the sum in
the denominator) serves to guarantee that the weights add up to 1. One
difference between the uniform-averaging and the relative-degree rules is
that in the latter case agent k should know the degree degj of each neighbor
j ∈ Nk, whereas in the former case it must know only its own degree degk.

3According to (4.1), the neighborhood of agent k includes agent k itself when there is a self-
loop. In this case, the degree degk also counts agent k. Note that this definition of degree differs
from other definitions used in the literature, where agent k is excluded from the neighborhood
and consequently from the degree.
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Table 4.1: Popular policies to construct the combination matrix A = [ajk]. The second column
lists the properties of the graph and indicates whether the matrix is left stochastic (LS) or
doubly stochastic (DS).

Entries of the combination matrix A Type of graph & matrix
1. Uniform-averaging rule

ajk =


1

degk
if j ∈ Nk,

0 otherwise.
directed, LS

2. Relative-degree rule

ajk =


degj∑

m∈Nk

degm
if j ∈ Nk,

0 otherwise.

directed, LS

3. Laplacian rule

ajk =


a if j ∈ Nk\{k},

1 − a (degk − 1) if j = k,

0 otherwise.

undirected
self-loops for all k
symmetric DS

4. Metropolis

ajk =



1
max{degj , degk} if j ∈ Nk\{k},

1 −
∑

m∈Nk\{k}

amk if j = k,

0 otherwise.

undirected
self-loops for all k
symmetric DS
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4.6.2 Doubly Stochastic Policies

One common situation is when the support graph of A is undirected and
each agent uses its own information, which means that all nodes in the
graph have a self-loop. For this scenario we illustrate two popular policies,
referred to as the Laplacian and Metropolis combination rules.

The Laplacian rule, which appears in the third row of Table 4.1, relies
on the use of the so-called Laplacian matrix of the network graph, denoted
by L = [ljk] and defined as follows [22, 56, 100, 151, 153]:

ljk =


−1 if j ∈ Nk\{k},

degk − 1 if j = k,

0 otherwise.
(4.58)

The Laplacian rule constructs the combination matrix A from L by setting

A = I − aL (4.59)

for some scalar a that must guarantee that all entries ajk with j ∈ Nk
are positive. It is straightforward to check that this condition imposes the
following constraint on the scalar a:

0 < a <
1

degmax − 1 . (4.60)

We are assuming that degmax > 1, since each agent has a self-loop, which
means that the case degmax = 1 would correspond to the trivial case where
all agents are connected only to themselves.

It is readily verified that the matrix A in (4.59) is left stochastic.
Moreover, by construction, the Laplacian matrix L is symmetric, which
means that A in (4.59) is also symmetric. But since A is left stochastic, the
symmetry ensures that A is doubly stochastic. Note, however, that a doubly
stochastic matrix need not be symmetric in general. It is also important
to note that undirected graphs do not imply that the combination matrix
must be doubly stochastic. For example, it can be verified that if we apply
the uniform-averaging rule to a general undirected graph we do not obtain
a doubly stochastic matrix.

Let us briefly comment on the choice of the parameter a. We have shown
in the previous sections conditions for the powers of A to be convergent.
In particular, they converge when A is primitive. The choice of the scalar
a determines the value of the second largest-magnitude eigenvalue and
therefore the rate of convergence — see (4.8) and (4.9). It is shown in [32,
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172] how a can be chosen to maximize the convergence rate when knowledge
of the Laplacian matrix is available. An alternative popular choice is

a = 1
degmax

, (4.61)

which is also referred to as the maximum-degree rule.4 In the following,
when we refer to the Laplacian rule we implicitly imply that a is computed
according to (4.61).

Note that with the Laplacian rule all agents in the network use one
and the same weight. Moreover, in order to implement this rule each agent
needs to know the maximum degree from across the network. A different
combination policy is the Metropolis rule, which replaces the maximum
degree from across the network with the maximum degree between agents j
and k, and is accordingly also referred to as the local-degree rule. Specifically,
beyond its own degree, agent k must only know the degrees of its neighbors
j ∈ Nk\{k}. It is readily seen that the Metropolis rule also yields a
symmetric and doubly stochastic combination matrix.

4Actually, the maximum-degree and the local-degree rules in [172] use degmax − 1 in place of
degmax, but this choice would imply that the node(s) featuring maximum degree will not have a
self-loop.



Chapter 5

Social Learning with Geometric Averaging

The derivations in Chapter 3 motivated the following social learning strat-
egy with geometric averaging (see listing (3.16)):

ψk,t(θ) ∝ µk,t−1(θ)ℓk(xk,t|θ), (5.1a)
µk,t(θ) ∝

∏
j∈Nk

[ψj,t(θ)]ajk . (5.1b)

An alternative representation is obtained by grouping the two steps, which
yields

µk,t(θ) ∝
∏
j∈Nk

[µj,t−1(θ)ℓ(xj,t|θ)]ajk . (5.2)

In this chapter we examine the long-term properties of µk,t as t→∞ and
identify the hypothesis ϑ⋆ that is learned by the agents.

To avoid repetitions, we collect in the following assumption two common
conditions that will be used to prove all the results in the remainder of
this text.

Assumption 5.1 (Combination matrix and initial beliefs).

i) Combination matrix. The K ×K combination matrix A = [ajk] is left
stochastic:

K∑
j=1

ajk = 1, ajk ≥ 0. (5.3)

ii) Initial Beliefs. For each agent k = 1, 2, . . . ,K, the initial belief vector has
strictly positive entries:

µk,0(θ) > 0 ∀θ ∈ Θ. (5.4)
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Condition i) was motivated in Chapter 3, when we showed that under
the two optimal pooling rules that we derived (namely, the geometric and
arithmetic averaging rules), each agent must employ convex combination
weights; this fact translates into the left stochastic property of the combi-
nation matrix. Condition ii) rules out the singular case where the agents
begin the learning process by ignoring some hypotheses.

5.1 Belief Convergence

The convergence questions will be addressed by considering the follow-
ing model for the data distributions and likelihoods characterizing the
individual agents.

Assumption 5.2 (Data distributions and likelihoods). Each agent k = 1, 2, . . . ,K
at time t = 1, 2, . . . receives a data sample xk,t. The collections of K samples
across the agents, {x1,t,x2,t, . . . ,xK,t}, are assumed iid over time. The proba-
bility (density or mass) function of xk,t is denoted by fk. Note that dependence
across the agents (i.e., over space) is possible since fk is a marginal probability
function pertaining to agent k. To perform social learning, agent k employs
likelihood models {ℓk,θ}θ∈Θ of the same nature as fk (namely, for all θ ∈ Θ, ℓk,θ
is a pdf if fk is a pdf, and a pmf otherwise).1 We assume that, for k = 1, 2, . . . ,K,
and for all θ ∈ Θ,

D(fk||ℓk,θ) < ∞. (5.5)

For later use, it is important to note that, under Assumptions 5.1 and 5.2,
the beliefs ψk,t(θ) and µk,t(θ) resulting from (5.1a) and (5.1b) are almost-
surely positive for all k, t, and θ. First, observe that the likelihoods cannot
be zero, but for an ensemble of realizations occurring with probability zero
under fk, otherwise condition (5.5) would be violated. This implies that the
denominator arising from the Bayesian update (i.e., the denominator hidden
by the proportionality sign in (5.1a)) is nonzero almost surely. Moreover,
positivity of the likelihoods also implies that, starting from a belief µk,t−1(θ)
that is nonzero at any θ, the intermediate belief ψk,t(θ) in (5.1a) is nonzero.
Now, since the combination matrix is left stochastic because of point i)
of Assumption 5.1, then Nk is nonempty (see Definition 4.10). Therefore,
Eq. (5.1b) ensures that µk,t(θ) > 0. Positivity of the beliefs ψk,t(θ) and
µk,t(θ) can be extended to all times by induction, after noticing that the

1As usual, we drop the argument x in fk(x) and ℓk(x|θ) and write fk and ℓk,θ, respectively,
to denote the pertinent pdf or pmf. However, in the latter notation we need to add the subscript
θ to emphasize the dependence on the particular θ.
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initial beliefs µk,0(θ) are positive in view of point ii) of Assumption 5.1.
From now on, we will implicitly exploit the positivity of the beliefs when
we evaluate expressions where it matters, e.g., when we compute ratios
between beliefs or the logarithm of a belief.

The next theorem establishes the convergence of µk,t as t→∞.

Theorem 5.1 (Belief convergence). Let Assumptions 5.1 and 5.2 be satisfied.
Since all left stochastic matrices are Cesàro-summable (Theorem 4.4), there
exists a limiting matrix A• = [a•jk] such that

lim
t→∞

1
t

t∑
τ=1

Aτ = A•. (5.6)

For each agent k = 1, 2, . . . ,K, consider the following network average of KL
divergences:

D̄k(θ) ≜
K∑
j=1

a•jkD(fj ||ℓj,θ). (5.7)

If D̄k(θ) admits a unique minimizer ϑ⋆k, then

µk,t(ϑ
⋆
k) a.s.−−−→

t→∞
1 (5.8)

and the beliefs about all hypotheses θ ̸= ϑ⋆k vanish at an exponential rate:

logµk,t(θ)
t

a.s.−−−→
t→∞

D̄k(ϑ⋆k) − D̄k(θ) < 0 ∀θ ̸= ϑ⋆k. (5.9)

Proof. In view of (5.2), for any θ ̸= ϑ⋆k we can write

log
µk,t(ϑ⋆k)
µk,t(θ)

=
∑
j∈Nk

ajk

[
log

µj,t−1(ϑ⋆k)
µj,t−1(θ) + log ℓj(xj,t|ϑ

⋆
k)

ℓj(xj,t|θ)

]

=
K∑
j=1

ajk

[
log

µj,t−1(ϑ⋆k)
µj,t−1(θ) + log ℓj(xj,t|ϑ

⋆
k)

ℓj(xj,t|θ)

]
, (5.10)

where the last equality follows from the definition of Nk introduced in (4.1). To prove
the claim of the theorem, we call upon Lemma D.3. First, we observe that (5.10) can be
cast in the vector form (D.57), namely, in the form

zt = AT(zt−1 + yt) (5.11)

by setting

yt =
[

log ℓ1(x1,t|ϑ⋆k)
ℓ1(x1,t|θ)

, log ℓ2(x2,t|ϑ⋆k)
ℓ2(x2,t|θ)

, . . . , log ℓK(xK,t|ϑ⋆k)
ℓK(xK,t|θ)

]
, (5.12a)

zt =
[

log
µ1,t(ϑ⋆k)
µ1,t(θ)

, log
µ2,t(ϑ⋆k)
µ2,t(θ)

, . . . , log
µK,t(ϑ⋆k)
µK,t(θ)

]
, (5.12b)
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where we recall that in our notation all vectors are column vectors. Lemma D.3 requires
that A is left stochastic and that the sequence {yt} is formed by iid vectors whose
entries have finite mean. Now, under Assumption 5.1, A is left stochastic, whereas, under
Assumption 5.2, the collections {x1,t,x2,t, . . . ,xK,t} are iid over time, implying that the
sequence {yt} is formed by iid vectors. It remains to show that all entries of yt have
finite mean. To this end, consider the jth entry of yt,

log ℓj(xj,t|ϑ
⋆
k)

ℓj(xj,t|θ)
= log fj(xj,t)

ℓj(xj,t|θ)
− log fj(xj,t)

ℓj(xj,t|ϑ⋆k) . (5.13)

In view of Assumption 5.2, both terms on the RHS of (5.13) have finite mean, which
implies that the jth entry of the vector yt has finite mean. We conclude that the sequence
{yt} satisfies the conditions required to invoke Lemma D.3. In particular, the vector ȳ
used in Lemma D.3 coincides with Eyt. We can therefore apply the claim of Lemma D.3
to conclude that

1
t
zt

a.s.−−−→
t→∞

(A•)T Eyt. (5.14)

Using the definition of zt from (5.12b) and taking the expectation of the individual
entries of yt in (5.12a), we can rewrite (5.14) in terms of the kth entry as follows:

1
t

log
µk,t(ϑ⋆k)
µk,t(θ)

a.s.−−−→
t→∞

K∑
j=1

a•jk Efj log ℓj(xj,t|ϑ
⋆
k)

ℓj(xj,t|θ)

=
K∑
j=1

a•jk

[
D(fj ||ℓj,θ) −D(fj ||ℓj,ϑ⋆

k
)
]

= D̄k(θ) − D̄k(ϑ⋆k). (5.15)

Since ϑ⋆k is the unique minimizer of D̄k(θ), then the RHS of (5.15) is positive for all
θ ̸= ϑ⋆k, yielding

log
µk,t(ϑ⋆k)
µk,t(θ)

a.s.−−−→
t→∞

∞ ∀θ ̸= ϑ⋆k, (5.16)

which further implies (recall that the beliefs are bounded)

µk,t(θ)
a.s.−−−→
t→∞

0 ∀θ ̸= ϑ⋆k. (5.17)

Since the entries µk,t(θ) add up to 1, Eq. (5.8) follows. Finally, using (5.8) in (5.15), Eq.
(5.9) is proved.

■

Theorem 5.1 provides a complete characterization of the learning behav-
ior under the social learning strategy in (5.2). Consider first the limiting
matrix A• defined by (5.6). Since the matrix power At is representative of
t iterated exchanges of information between neighboring agents over the
graph, the matrix entry a•jk represents an asymptotic weight that agent
k will use to scale the information received by agent j. These asymptotic
weights play a role in the construction of the network average of KL di-
vergences D̄k(θ) in (5.7), which is defined for each agent k and can be
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different across the agents. When D̄k(θ) has a unique minimizer ϑ⋆k, Eq.
(5.8) reveals that the belief vector µk,t will asymptotically place unit mass
on ϑ⋆k.

Notably, D̄k(θ) is determined by the interplay between attributes of
the graph and attributes of the statistical models: The limiting matrix
A• summarizes the ultimate effect of the network topology and combina-
tion weights, whereas the KL divergences summarize the features of the
statistical models that are relevant to the learning problem. Specifically,
we see from (5.7) that the limiting matrix entry a•jk represents the weight
assigned by agent k to the KL divergence D(fj ||ℓj,θ), which quantifies the
difference between the actual model fj that governs the data of agent
j, and the postulated likelihood model ℓj,θ that agent j uses to update
its beliefs. As a result, the function D̄k(θ) represents a global (across the
agents) measure of discrepancy between the true models {fj}Kj=1 and the
local models {ℓj,θ}Kj=1. In the case where the observations are independent
across the agents, this measure admits a straightforward interpretation, as
explained in the next example.

Example 5.1 (Observations independent across the agents). When the combination
matrix is doubly stochastic and irreducible, we know from (4.18) that the Perron vector
entries are uniform, yielding

D̄k(θ) = 1
K

K∑
j=1

D(fj ||ℓj,θ) for k = 1, 2, . . . ,K. (5.18)

If the observations are independent across the agents (i.e., over space), we can introduce
the joint distribution f :

f(x1,t, x2,t, . . . , xK,t) =
K∏
k=1

fk(xk,t). (5.19)

Introducing also the joint likelihood model ℓθ defined by

ℓ(x1,t, x2,t, . . . , xK,t|θ) =
K∏
k=1

ℓk(xk,t|θ), (5.20)

and observing that the KL divergence is additive for independent observations, we find
that the average KL divergence in (5.18) is, but for the scaling factor 1/K, the KL
divergence between the joint models, i.e.,

D̄k(θ) = 1
K
D(f ||ℓθ). (5.21)
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Obviously, D̄k(θ) admits a minimizer since it is defined over a discrete
finite set, Θ. The requirement that the minimizer is unique means that we
rule out the possibility that there exist multiple hypotheses that provide
the best explanation for the data. The following example illustrates a setup
where the uniqueness of the minimizer is easily explained.

Example 5.2 (Unique minimizer of (5.7)). Consider a left stochastic irreducible combi-
nation matrix A. In this case, from Theorem 4.4 we know that the limiting matrix in
(5.6) is given by A• = v1T, where v is the Perron vector of A. As a result, from (5.7) we
see that the network average of KL divergences is the same for all agents, and given by

D̄k(θ) =
K∑
j=1

vjD(fj ||ℓj,θ) for k = 1, 2, . . . ,K. (5.22)

Assume further that for each agent k we have fk(x) = ℓk(x|ϑo), for some ϑo ∈ Θ. That
is, the true distribution fk(x) coincides with the local likelihood corresponding to a
true hypothesis ϑo, which is common to all agents. We will refer to this situation as
the objective evidence scenario in Section 5.3. In this case, the network average of KL
divergences from (5.22) becomes

D̄k(θ) =
K∑
j=1

vjD(ℓj,ϑo ||ℓj,θ) for k = 1, 2, . . . ,K, (5.23)

from which we see that D̄k(ϑo) = 0 for k = 1, 2, . . . ,K. This implies (since the KL
divergence is nonnegative) that ϑo is a minimizer of D̄k(θ). Observe also that we can
have ℓj,θ = ℓj,ϑo for some hypotheses θ ≠ ϑo, which means that agent j is not able
to distinguish θ from ϑo. If all agents were under this condition, then we would get
D̄k(θ) = 0. This possibility is ruled out by the assumption of a unique minimizer, which
therefore translates into the following global identifiability condition: D̄k(θ) ̸= 0 for all
θ ̸= ϑo, i.e., for each θ ̸= ϑo there exists at least one agent that is able to distinguish θ
from ϑo. This condition is discussed later — see Assumption 5.4.

The take-away messages from Theorem 5.1 are: i) the belief vector of
agent k converges to a probability vector placing unit mass on a single
hypothesis ϑ⋆k; and ii) this hypothesis is generally agent-dependent and is
the minimizer of the weighted combination (5.7) of KL divergences between
actual and postulated models. However, in its present form, the theorem
does not give much insight into what the agents learn, leaving open a
number of fundamental questions. For example, when is ϑ⋆k the same for
all agents? In other words, when do the agents reach agreement through
social learning? Is the value ϑ⋆k related to some true hypothesis contained
in the observed data? Are there situations where multiple truths coexist?
In the next sections we shed light on these and other important aspects
for both cases of connected and weak graphs.
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5.2 Learning over Connected Graphs

One critical element influencing the social learning behavior is the network
topology. In this section we consider connected graphs, already introduced
in Definition 4.5. The next theorem establishes the belief convergence under
this setting, as a straightforward application of Theorem 5.1.

Theorem 5.2 (Network agreement over connected graphs). Let Assumptions 5.1
and 5.2 be satisfied. Assume that the network graph is connected, let v be the
Perron vector associated with the combination matrix A, and consider the
following network average of KL divergences:

Dnet(θ) ≜
K∑
k=1

vkD(fk||ℓk,θ). (5.24)

If Dnet(θ) admits a unique minimizer ϑ⋆, then for k = 1, 2, . . . ,K,

µk,t(ϑ
⋆) a.s.−−−→

t→∞
1. (5.25)

Proof. Since A is a left stochastic irreducible matrix, from (4.22) it follows that

A• = lim
t→∞

1
t

t∑
τ=1

Aτ = v1T, (5.26)

which means that the limiting matrix A• in (5.6) has rank one with identical columns
given by v. In this case, definition (5.7) reduces to (5.24) for all k, and then Eq. (5.25)
follows from (5.8).

■

Theorem 5.2 reveals that connected graphs enable agreement among
agents. To gain further insight into the mechanism that leads to agreement
over graphs, it is useful to compare the network average Dnet(θ) in (5.24)
against its general version D̄k(θ) in (5.7). To this end, let us rewrite these
two network averages as follows:

D̄k(θ) =
K∑
j=1

a•jkD(fj ||ℓj,θ), (5.27)

Dnet(θ) =
K∑
j=1

vjD(fj ||ℓj,θ). (5.28)

We see that in (5.27) the KL divergence of the jth agent is scaled by
a limiting weight, a•jk, which depends on the particular agent k under
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consideration. In contrast, in (5.27) the KL divergence of the jth agent is
scaled by the Perron vector entry vj , which does not depend on k. This is
because the time-average of the matrix powers converges to a matrix with
all columns equal to the Perron vector v. As a result, while the network
average D̄k(θ) determines the performance of agent k, the network average
Dnet(θ) determines the performance of all agents. This explains why the
agents behave equally and (when Dnet(θ) has a unique minimizer ϑ⋆) are
able to reach agreement, with the belief vector of every agent converging to
a probability vector that places unit mass on one and the same hypothesis
ϑ⋆.

Example 5.3 (Agreement). Consider a network of K = 12 agents, connected according
to the topology displayed in the top left panel of Figure 5.1. The network graph is
undirected, and there are no self-loops. The combination matrix A is designed following
the uniform-averaging rule (see Table 4.1), resulting in a left stochastic matrix. It can
be verified that there exists a path between any two nodes in both directions, thus the
graph is connected, i.e., the combination matrix is irreducible. We have evaluated the
Perron vector associated with A, which is equal to

v = 1
30 [5, 2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 5] . (5.29)

Moreover, it can be verified that A has two eigenvalues on the unit circle: the eigenvalue
1 that must be present since A is left stochastic, and another eigenvalue equal to −1. As
a result, A is not primitive.

Each agent k = 1, 2, . . . , 12 observes streaming observations xk,1,xk,2, . . . distributed
according to some true model fk(x). The agents are partitioned into the following
clusters (displayed with different colors in Figure 5.1):

C1 = {1, 2, 3, 4},
C2 = {5, 6, 7, 8},
C3 = {9, 10, 11, 12},

(5.30)

and the true models are assumed to be common to all agents belonging to the same
cluster. That is, denoting by gc(x) the true model pertaining to cluster Cc, with c = 1, 2, 3,
we have fk(x) = gc(x) for all k ∈ Cc. The true model gc(x) is a unit-variance Gaussian
pdf with mean νc, where

ν1 = 0.8, ν2 = 1.6, ν3 = 2.4. (5.31)

We assume that all agents have common likelihoods, that is, ℓk(x|θ) = ℓ(x|θ) for all k.
Each likelihood ℓ(x|θ), when regarded as a function of x, is a unit-variance Gaussian
pdf with mean νθ = θ, for θ ∈ Θ = {1, 2, 3}. The top right panel of Figure 5.1 shows the
likelihoods (solid line) and the true models (dashed line).

The asymptotic beliefs resulting from the social learning process are characterized in
Theorem 5.2, where we see that the agents will agree on the hypothesis ϑ⋆ that minimizes
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Figure 5.1: (Top left) Network topology showing the different clusters Cc corresponding to
Example 5.3. The graph is undirected and there are no self-loops. (Top right) Likelihood models
ℓ(x|θ) (solid line) and true models gc(x) (dashed line). (Bottom) Belief evolution over 400
iterations for agents 1, 5, and 9. We see that, as t grows, the agents place their full belief mass
on the unique minimizer ϑ⋆ = 2.

the network average of KL divergences Dnet(θ) defined in (5.24). In this example, Dnet(θ)
is given by

Dnet(θ) =
12∑
k=1

vkD(fk||ℓθ) =
3∑
c=1

D(gc||ℓθ) ×
∑
k∈Cc

vk, (5.32)

where the entries of the Perron vector are obtained from (5.29). We can compute the KL
divergence between Gaussian distributions with the same variance using (2.45), which
yields, for θ ∈ Θ,

D(g1||ℓθ) = 1
2(0.8 − θ)2,

D(g2||ℓθ) = 1
2(1.6 − θ)2,

D(g3||ℓθ) = 1
2(2.4 − θ)2,

(5.33)

from which we see that (5.5) holds. Using (5.32), the network average of KL divergences
can thus be written as

Dnet(θ) = 1
2(0.8 − θ)2

∑
k∈C1

vk + 1
2(1.6 − θ)2

∑
k∈C2

vk + 1
2(2.4 − θ)2

∑
k∈C3

vk

= 11
60(0.8 − θ)2 + 2

15(1.6 − θ)2 + 11
60(2.4 − θ)2, (5.34)

with hypothesis-specific values

Dnet(1) = 0.414, Dnet(2) = 0.314, Dnet(3) = 1.214. (5.35)
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The minimizer of Dnet(θ) is therefore ϑ⋆ = 2. The bottom panels of Figure 5.1 show
the evolution of the beliefs of agents 1, 5, and 9 over 400 iterations. We observe that,
although the agents belong to different clusters with different true models, they all agree
asymptotically on the same hypothesis ϑ⋆ = 2.

We see from (5.24) and (5.25) that, over connected graphs, all agents
end up solving the minimization problem

ϑ⋆ = arg min
θ∈Θ

K∑
k=1

vkD(fk||ℓk,θ). (5.36)

In other words, all agents will agree on the hypothesis θ that minimizes a
global (across the agents) measure of discrepancy between the true and
likelihood models. If we compare this conclusion with the single-agent
case studied in Lemma 2.3 and Example 2.4, we find that over there, the
minimizer ϑ⋆ had a useful interpretation as corresponding to the likelihood
model that gives the best match with the true model f . The conclusion is
not as straightforward in the multi-agent case since different agents can
now have different true models fk, and the question of what ϑ⋆ means and
how it relates to the true and likelihood models becomes more elaborate.

5.3 Objective Evidence

In this section we assume that the true generative model fk agrees with
one of the likelihood models at some true hypothesis (denoted by ϑo), i.e.,
fk = ℓk,ϑo . In other words, the likelihood set for each agent includes the
true generative model.

Assumption 5.3 (Objective evidence). Each agent k = 1, 2, . . . ,K at time
t = 1, 2, . . . receives a data sample xk,t. The collections of K samples across
the agents, {x1,t,x2,t, . . . ,xK,t}, are assumed iid over time. To perform social
learning, agent k employs likelihood models {ℓk,θ}θ∈Θ, and each data sample
xk,t is distributed according to ℓk,ϑo , namely, the true underlying hypothesis
is ϑo ∈ Θ. Moreover, we assume that, for k = 1, 2, . . . ,K and for all θ and θ′

belonging to Θ,
D(ℓk,θ||ℓk,θ′ ) < ∞. (5.37)

Under this assumption, and as we are going to see, it is expected that a
good social learning strategy should ultimately discover the true hypothesis
by placing increasing mass on ϑo as more data are collected.



5.3. Objective Evidence 105

In order to distinguish the true hypothesis ϑo from another hypothesis
θ, it is necessary that the data collected by the agents have different
statistical properties under the two hypotheses. This is not always the case.
For example, consider an agent observing a sinusoidal signal through a
sensor that is able to detect only the amplitude of the signal, but not its
phase. Now, if ϑo and θ correspond to two signals with the same amplitude
but different phases, the data observed by the agent will have the same
statistical properties under ϑo and θ, implying that ϑo is indistinguishable
from θ. Formally, agent k will be unable to distinguish ϑo from θ when the
likelihoods are the same under the two hypotheses, i.e., when

D(ℓk,ϑo ||ℓk,θ) = 0. (5.38)

When condition (5.38) is satisfied for at least one θ ≠ ϑo, we say that the
learning problem is locally unidentifiable for agent k. The qualification
“locally” highlights the fact that agent k would be unable, if learning in
isolation, to identify correctly ϑo. Note that local unidentifiability is typical
in social learning, as individual agents have often a partial view regarding
the phenomenon of interest, and their local data tend to be insufficient to
identify correctly the true underlying hypothesis. This is one reason why
the agents are motivated to cooperate.

However, local unidentifiability does not preclude the network from
identifying the true model ϑo. This is because, through repeated social
learning steps, the sharing of information will help all agents overcome
their individual limitations and allow them to attain their learning goal.
For this to happen, local identifiability is not necessary and the following
global condition is in fact sufficient.

Assumption 5.4 (Global identifiability). For each hypothesis θ ̸= ϑo, we assume
that there exists at least one agent k (which can be different for different θ) such
that

D(ℓk,ϑo ||ℓk,θ) > 0. (5.39)

In other words, global identifiability requires that, for each hypothesis
θ ≠ ϑo, there exists at least one agent that is able to distinguish it from
ϑo. Note that this is a significantly weaker condition than requiring local
identifiability for all agents. At one extreme, we may have a problem that
is locally unidentifiable for all agents, but globally identifiable. Referring
back to the sinusoidal signal example, consider now two agents using
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different types of sensors. Agent 1 is able to detect the amplitude of the
signal but not the phase, whereas agent 2 is able to detect the phase but
not the amplitude. If both amplitude and phase are relevant to reveal a
hypothesis of interest, then none of the agents is in a position to identify
the hypothesis. However, working together, they would be able to learn
properly by combining their local information. The next result, which is a
corollary of Theorem 5.2, ascertains that global identifiability is sufficient
to guarantee truth learning under objective evidence.

Corollary 5.1 (Truth learning over connected graphs). Let Assumptions 5.1, 5.3,
and 5.4 be satisfied. If the network graph is connected, then for k = 1, 2, . . . ,K,

µk,t(ϑ
o) a.s.−−−→

t→∞
1. (5.40)

Proof. The claim in (5.40) will be proved if we show that the true hypothesis ϑo coincides
with the minimizer ϑ⋆ defined in the statement of Theorem 5.2. To see that this is
the case, note that under Assumption 5.3 we have fk = ℓk,ϑo , which implies that the
network average of KL divergences (5.24) becomes

Dnet(θ) =
K∑
k=1

vkD(ℓk,ϑo ||ℓk,θ). (5.41)

Clearly, Dnet(ϑo) is equal to 0. From Assumption 5.4, for each θ ≠ ϑo, there exists at
least one agent k for which D(ℓk,ϑo ||ℓk,θ) > 0. From this assumption and the fact that
vk > 0 for k = 1, 2, . . . ,K, we have that

Dnet(θ) > 0, θ ̸= ϑo. (5.42)

Hence, ϑo minimizes Dnet(θ) and it therefore coincides with ϑ⋆ from Theorem 5.2.
■

In summary, we see that Assumption 5.4 provides one important mo-
tivation for agents to cooperate in social learning. When the learning
problem is locally unidentifiable, meaning that an individual agent can
have one or more hypotheses θ ̸= ϑo that are indistinguishable from the
true hypothesis (zero KL divergence), then this agent will not be able to
learn well individually. In contrast, under the global identifiability condition
(5.39), Corollary 5.1 reveals that each agent in the network will now be
able to identify the true hypothesis by cooperating with its neighbors.
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Figure 5.2: (Top left) Network topology used in Example 5.4. The graph is undirected and all
agents are assumed to have a self-loop, not shown in the figure. (Top right) Likelihood models.
(Bottom) Belief evolution over 40 iterations for agents 1, 5, and 9. We see that, as t grows, the
agents place their full belief mass on the true hypothesis ϑo = 1.

Example 5.4 (Truth learning). We consider the network topology shown in Figure 5.2.
The graph is undirected and can be verified to be connected. Moreover, all agents have a
self-loop, not shown in the figure. On top of this graph we build a combination matrix by
using the Metropolis combination policy (see Table 4.1), which yields a doubly stochastic
matrix. It follows from (4.18) that the Perron vector is uniform, which in this case yields
v = (1/12)1.

The network operates under the objective evidence model (Assumption 5.3). In other
words, the streams of data xk,1,xk,2, . . . are drawn according to a true distribution
ℓk(x|ϑo) for each agent k. Specifically, the true underlying hypothesis is ϑo = 1. The
observations are statistically independent across the agents.

We assume that the agents have common likelihood models, i.e., ℓk(x|θ) = ℓ(x|θ)
for all k, and that ℓ(x|θ) is a unit-variance Gaussian pdf with mean νθ = θ, for
θ ∈ Θ = {1, 2, 3} — see the top right panel of Figure 5.2. We can verify that both (5.37)
and Assumption 5.4 hold. The network average of KL divergences is given by

Dnet(θ) = 1
12

12∑
k=1

D(ℓk,ϑo ||ℓk,θ) = D(ℓϑo ||ℓθ) = 1
2(ϑo − θ)2, (5.43)

where the last equality follows from (2.45). In the bottom panels of Figure 5.2, we plot
the belief evolution for agents 1, 5, and 9 over 40 iterations. We see that all agents agree
asymptotically on the true hypothesis ϑo, as predicted by Corollary 5.1.
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5.4 Subjective Evidence

There are many situations where it not possible to define a “true” hy-
pothesis. For example, assume that two agents are forming their opinions
about a particular candidate θ ∈ {candidate 1, candidate 2} in an election
competition. Agent 1 belongs to a certain group that is biased toward
candidate 1, and, hence, the evidence collected by agent 1 pushes the
choice in favor of this candidate. The situation is reversed for agent 2. In
this case we can talk of subjective evidence, and the fundamental question
arises as to where the social learning strategy will converge. To start with,
let us formalize the concept of subjective evidence in our framework.

Assumption 5.5 (Subjective evidence). Each agent k = 1, 2, . . . ,K at time
t = 1, 2, . . . receives a data sample xk,t. The collections of K samples across
the agents, {x1,t,x2,t, . . . ,xK,t}, are assumed iid over time. To perform social
learning, agent k employs likelihood models {ℓk,θ}θ∈Θ, and each data sample
xk,t is distributed according to ℓk,ϑo , namely, the “locally true” underlying
hypothesis at agent k is ϑok ∈ Θ. Moreover, we assume that, for k = 1, 2, . . . ,K
and for all θ and θ′ belonging to Θ,

D(ℓk,θ||ℓk,θ′ ) < ∞. (5.44)

According to Theorem 5.2, the key measure for determining on which
opinion the agents will agree is the network average of KL divergences in
(5.24) or, more specifically, its minimizer ϑ⋆. Under the subjective evidence
model defined by Assumption 5.5, this network average of KL divergences
reduces to

Dnet(θ) =
K∑
k=1

vkD(ℓk,ϑo
k
||ℓk,θ). (5.45)

We will now examine how the local models and the network topology lead
to the prevalence of some particular hypotheses.

Example 5.5 (How majority builds a common opinion). We consider the same network,
combination matrix and likelihood models used in the previous example, but we now
assume that the network operates under the subjective evidence model (Assumption 5.5).
More specifically, the network is divided into two clusters,

C1 = {1, 2},
C2 = {3, 4, 5, 6, 7, 8, 9, 10, 11, 12},

(5.46)
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Figure 5.3: (Top left) Network topology showing the different clusters Cc corresponding to
Example 5.5. The graph is undirected and all agents are assumed to have a self-loop, not shown
in the figure. (Top right) Likelihood models. (Bottom) Belief evolution over 60 iterations for
agents 1, 2, and 5. We see that, as t grows, the agents place their full belief mass on the unique
minimizer ϑ⋆ = 3.

for which the true models are given by fk(x) = ℓ(x|1) for k ∈ C1, and fk(x) = ℓ(x|3)
for k ∈ C2 — see the top right panel of Figure 5.3. It is readily verified that (5.44)
holds. Moreover, in the simulations the observations have been generated as statistically
independent across the agents.

Upon communicating during social learning, the agents will likely receive contrasting
opinions, because the different clusters “promote” different hypotheses. However, since
almost all agents belong to cluster C2, we expect that this conflict is resolved in favor of
hypothesis 3. We now prove that this is actually the case in this example. To this end,
let us write explicitly the network average of KL divergences

Dnet(θ) = 2
12D(ℓ1||ℓθ) + 10

12D(ℓ3||ℓθ) = 2
24(1 − θ)2 + 10

24(3 − θ)2, (5.47)

from which we can compute the hypothesis-specific values

Dnet(1) = 5
3 , Dnet(2) = 1

2 , Dnet(3) = 1
3 . (5.48)

Therefore, the minimizer of the network average of KL divergences is ϑ⋆ = 3. In the
bottom panels of Figure 5.3, we plot the belief evolution for agents 1, 2, and 5 over 60
iterations, which shows that the majority cluster C2 is able to steer the network’s opinion
toward hypothesis 3. Note that agents 1 and 2 belong to cluster C1, which promotes
instead hypothesis 1.

Example 5.6 (How centrality builds a common opinion). In this example, we equalize
the two clusters in Example 5.5 and set them according to

C1 = {1, 2, 3, 4, 5, 6},
C2 = {7, 8, 9, 10, 11, 12}.

(5.49)
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Figure 5.4: (Top left) Network topology showing the different clusters Cc corresponding to
Example 5.6. The graph is undirected and all agents are assumed to have a self-loop, not shown
in the figure. (Top right) Likelihood models. (Bottom) Belief evolution over 200 iterations for
agents 1, 7, and 12. We see that, as t grows, the agents place their full belief mass on the unique
minimizer ϑ⋆ = 1.

The true and likelihood models are the same as in Example 5.5, and they can be seen in
the top right panel of Figure 5.4. Again, the true model of cluster C1 is ℓ(x|1), and the
true model of cluster C2 is ℓ(x|3), indicating that conflicting evidence is observed by the
agents.

Since the clusters have equal size, we cannot expect a majority rule to drive the agents’
opinions. We now show how a different network attribute, namely, centrality, becomes
important. From Theorem 5.2 we know that the network average Dnet(θ) determines
the target hypothesis ϑ⋆ the agents will agree on. Under the subjective evidence model,
Dnet(θ) takes the specific form in (5.45). In the weighted combination of KL divergences
appearing in (5.45), the impact of a particular agent k is enhanced by increasing the
value of its own Perron vector entry vk. Accordingly, vk represents a measure of the
centrality of agent k. This interpretation is actually not limited to social learning — see
the explanation following Theorem 4.4.

Since different Perron vector entries reflect the different degree of influence of the
agents, to highlight the role of agent centrality we would like to assign a nonuniform
Perron vector. To this end, we now construct a left stochastic combination matrix (on
top of the same network topology shown in top left panel of Figure 5.4) by using the
procedure described in [170], which allows us to choose a predefined Perron vector. In
this example, we choose in particular the following Perron vector:

v = 1
60 [8, 8, 8, 8, 8, 8, 2, 2, 2, 2, 2, 2]. (5.50)
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The combination matrix is built with the following rule:

ajk =


vj if j ∈ Nk\{k},

1 −
∑

j∈Nk\{k}

vj if j = k,

0 otherwise.

(5.51)

We can verify that the resulting combination matrix A is left stochastic with the Perron
vector specified in (5.50). Under this design, although the number of agents in each
cluster is the same, their importance in the network is very distinct. From (5.50) we
see that significantly larger centrality scores are given to agents belonging to cluster C1
in comparison with agents in cluster C2. This will impact the asymptotic beliefs in the
network, as we see next.

First, we write down the expression for the network average of KL divergences,

Dnet(θ) = 8
10D(ℓ1||ℓθ) + 2

10D(ℓ3||ℓθ) = 8
20(1 − θ)2 + 2

20(3 − θ)2, (5.52)

from which we can compute the hypothesis-specific values

Dnet(1) = 0.4, Dnet(2) = 0.5, Dnet(3) = 1.6. (5.53)

The minimizer of the network average of KL divergences is now ϑ⋆ = 1. In the bottom
panels of Figure 5.4, we plot the beliefs of agents 1, 7, and 12 over 200 iterations. All
these agents tend to place their full belief mass on hypothesis 1. In other words, the
cluster with the largest centrality scores, C1, is able to determine the network’s opinion.
Note that agents 7 and 12 belong to cluster C2, which promotes a hypothesis different
from ϑ⋆.

Example 5.7 (Truth is somewhere in between). In the last two examples we considered
two distinct elements that determine the final agents’ opinions, namely, cluster size and
agent centrality. We now remove both these elements and examine how the opinion
formation mechanism changes. We consider the same network topology used in the last
two examples, with balanced clusters (see the top left panel of Figure 5.5), and with
a Metropolis combination matrix (see Table 4.1), so that all agents share the same
centrality score since the Perron vector has equal entries. The true and likelihood models
are kept unchanged with respect to the last two examples. As was the case before, the
observations are statistically independent across the agents.

We can evaluate the network average of KL divergences as

Dnet(θ) = 6
12D(ℓ1||ℓθ) + 6

12D(ℓ3||ℓθ) = 6
24(1 − θ)2 + 6

24(3 − θ)2, (5.54)

from which we can compute the hypothesis-specific values

Dnet(1) = 1, Dnet(2) = 0.5, Dnet(3) = 1. (5.55)

Therefore, the minimizer of the network average of KL divergences is ϑ⋆ = 2. In the
bottom panels of Figure 5.5, we plot the evolution of beliefs of agents 1, 5, and 9 over
40 iterations. The curves show that, although the clusters C1 and C2 observe evidence
supporting, respectively, hypotheses 1 and 3, neither cluster is able to exert a domineering
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Figure 5.5: (Top left) Network topology showing the different clusters Cc corresponding to
Example 5.7. The graph is undirected and all agents are assumed to have a self-loop, not shown
in the figure. (Top right) Likelihood models. (Bottom) Belief evolution over 40 iterations for
agents 1, 5, and 9. We see that, as t grows, the agents place their full belief mass on the unique
minimizer ϑ⋆ = 2.

influence. Instead, the conflicting evidence drives the agents to place their full belief
mass on the intermediate hypothesis ϑ⋆ = 2.

How can we explain this effect? One interpretation is that, in the presence of con-
flicting evidence, the agents opt for a conservative choice. Referring to real-life situations,
we can think of one person betting on a soccer match between teams 1 and 2. Assume
that discordant solicitations come from the environment, i.e., the person receives data
suggesting to bet on the victory of team 1, as well as data suggesting to bet on the
victory of team 2. If there is no sufficient evidence to let one suggestion prevail, then
the most plausible choice would be to bet on a draw!

5.5 Fake Evidence

There is another specialization of the general model in Assumption 5.2
that is useful in social learning applications. It is the case where some
agents observe data generated according to the true hypothesis ϑo, while
the other agents observe data following “fake” distributions.

Assumption 5.6 (Fake evidence). Each agent k = 1, 2, . . . ,K at time t = 1, 2, . . .
receives a data sample xk,t. The collections of K samples across the agents,
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{x1,t,x2,t, . . . ,xK,t}, are assumed iid over time. The probability (density or
mass) function of xk,t is denoted by fk. To perform social learning, agent k
employs likelihood models {ℓk,θ}θ∈Θ of the same nature as fk (namely, for all
θ ∈ Θ, ℓk,θ is a pdf if fk is a pdf, and a pmf otherwise).
There exists a true hypothesis ϑo ∈ Θ and the agents are divided into two
categories, truthful and untruthful. The data samples of the truthful agents
are distributed according to the likelihoods corresponding to a common true
hypothesis ϑo, i.e., fk = ℓk,ϑo when agent k is truthful. When agent k is
untruthful, its data samples are instead drawn from some arbitrary fk. We
assume that, for k = 1, 2, . . . ,K and for all θ ∈ Θ,

D(fk||ℓk,θ) < ∞. (5.56)

The fundamental question arising from the model in Assumption 5.6 is
whether the untruthful agents can bias the choices of the truthful agents
and preclude them from learning the true hypothesis ϑo.

Example 5.8 (One fake agent). Consider the network topology displayed in the top
left panel of Figure 5.6. The graph is undirected and all agents are assumed to have a
self-loop, not shown in the figure. This graph can be verified to be strong. On top of it,
we construct a Metropolis combination matrix — see Table 4.1. We focus on the fake
evidence case (Assumption 5.6), where the network is “contaminated” by the presence
of one untruthful agent, namely agent 12. The likelihoods follow the Gaussian models
used in the last examples.

The true model is the same across all truthful agents and corresponds to a true
likelihood ℓ(x|ϑo), i.e., fk(x) = ℓ(x|ϑo) for k = 1, 2, . . . , 11. In contrast, the observations
of the untruthful agent are drawn from a true model f12(x), which is set as a unit-
variance Gaussian pdf with mean ν12 = 20. In this scenario, we can verify that (5.56)
holds. Moreover, in the simulations the observations have been generated as statistically
independent across the agents. The true model of the untruthful agent and the likelihoods
are displayed in the top right panel of Figure 5.6. We consider the true underlying
hypothesis to be ϑo = 1.

The network average of KL divergences is given by

Dnet(θ) = 11
12D(ℓϑo ||ℓθ) + 1

12D(f12||ℓθ) = 11
24(1 − θ)2 + 1

24(20 − θ)2, (5.57)

from which we can compute the hypothesis-specific values

Dnet(1) = 15.04, Dnet(2) = 13.96, Dnet(3) = 13.88. (5.58)

The network average of KL divergences is thus minimized at ϑ⋆ = 3. In the bottom
panels of Figure 5.6, we plot the evolution of beliefs of agents 1, 5, and 12 over 80 itera-
tions. We see that the presence of the untruthful agent is sufficient to lead the network
astray, by forcing all agents to place their full belief mass on the wrong hypothesis ϑ⋆ = 3.
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Figure 5.6: (Top left) Network topology showing truthful and untruthful agents corresponding
to Example 5.8. The graph is undirected and all agents are assumed to have a self-loop, not
shown in the figure. (Top right) Likelihood models ℓ(x|θ) (solid line) and true model f12(x) of
the untruthful agent (dashed line). The true model of the truthful agents is ℓ(x|1) (blue line).
(Bottom) Belief evolution over 80 iterations for agents 1, 5, and 12. We see that, as t grows, the
agents place their full belief mass on the unique minimizer ϑ⋆ = 3.

5.6 Learning over Weak Graphs

The discussion in the earlier sections focused on examining belief propa-
gation over connected graphs. We now examine what happens over weak
graphs, which were introduced in Section 4.5. We recall that, over a weak
graph, the agents are partitioned into two groups, S and R, containing
sending and receiving networks, respectively.

Theorem 5.3 (Mind control over weak graphs). Let Assumptions 5.1 and 5.2
be satisfied. Assume that the network graph is weak. According to Theorem 4.5,
we have

A• = lim
t→∞

1
t

t∑
τ=1

Aτ =
[
V W

0 0

]
, (5.59)

where the matrices V and W are defined by (4.28) and (4.29), respectively.
For each s = 1, 2, . . . , S, if agent k belongs to the sth sending network, its
asymptotic beliefs can be derived directly from Theorem 5.2. This is because the
neighborhood Nk contains only agents from the sth sending network. In contrast,
the agents in the receiving networks exhibit the following distinct behavior.
Using (5.59), for each agent k ∈ R we can rewrite the network average of KL
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divergences in (5.7) as

D̄k(θ) =
∑
j∈S

wjkD(fj ||ℓj,θ). (5.60)

If D̄k(θ) admits a unique minimizer ϑ⋆k, then for all k ∈ R,

µk,t(ϑ
⋆
k) a.s.−−−→

t→∞
1. (5.61)

Proof. The result follows from Theorem 5.1 once we apply Theorem 4.6 and consequently
replace the general matrix A• in (5.6) with the particular matrix in (5.59).

■

Equation (5.60) contains the essential elements to understand the learn-
ing mechanism over weak graphs. First, the behavior of agents belonging
to R is determined solely by KL divergences relative to agents belonging
to S. This is a remarkable conclusion that leads to a phenomenon we refer
to as mind control [118, 147, 148], since the learning behavior of the agents
in the receiving networks is completely controlled by the agents in the
sending networks.

Second, the dependence of the weights wjk in (5.60) on the agent
index k reveals that the learning behavior can also be distinct across the
agents in the receiving networks, leading to a phenomenon we refer to
as discord [118, 147, 148]. This behavior is in sharp contrast with what
happens over connected graphs, where we have seen in (5.25) that all
agents reach agreement on a common hypothesis ϑ⋆.

Example 5.9 (Truth learning under objective evidence). Consider 12 agents partitioned
into the following clusters:

C1 = {1, 2, 3, 4},
C2 = {5, 6, 7, 8},
C3 = {9, 10, 11, 12}.

(5.62)

The agents are connected according to the weak graph shown in the top left panel of
Figure 5.7, which is made of two sending networks and one receiving network. The
clusters C1 and C2 correspond to the two sending networks, whereas cluster C3 correspond
to the receiving network. That is, we have S = C1 ∪ C2 and R = C3. All agents are
assumed to have a self-loop (not shown in the figure) and, according to the weak-graph
model, the edges from the two sending networks to the receiving network are directed.
All other edges are chosen as undirected. Moreover, the combination matrix constructed
with the uniform-averaging rule — see Table 4.1.
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Figure 5.7: (Top left) Network topology showing the sending networks, i.e., clusters C1 and C2,
and the receiving network, i.e., cluster C3, used in Example 5.9. Undirected edges are represented
without arrows, and all agents have a self-loop, not shown in the figure. (Top right) Likelihood
models. (Bottom) Belief evolution for the agents in the receiving network over 40 iterations.
We see that, as t grows, the agents place their full belief mass on the common true hypothesis
ϑo = 1.

We assume that all agents operate under the objective evidence model with true
hypothesis ϑo = 1 and that they use the same Gaussian likelihoods adopted in the
last examples (see the top right panel of Figure 5.7). Moreover, in the simulations the
observations are drawn as statistically independent across the agents. From (5.60), the
network average of KL divergences for agent k ∈ R is given by

D̄k(θ) = 1
2
∑
j∈S

wjk(ϑo − θ)2 = 1
2(1 − θ)2, (5.63)

where we used the fact that
∑

j∈S wjk = 1. Thus, D̄k(θ) is clearly minimized at
ϑ⋆k = ϑo = 1 for any agent k ∈ R. The bottom panels of Figure 5.7 show the evolution
of beliefs over time for all agents in the receiving network. We see that, in this case, the
agents in the receiving network asymptotically place their full belief mass on the true
hypothesis ϑo in accordance with Theorem 5.3.

Example 5.9 shows a situation where all agents in a weak graph are
able to learn the truth. As a matter of fact, it is possible to give a
complete characterization of truth learning for the case of objective evidence.
First, we must distinguish between the behavior of sending and receiving
networks.

Consider first the sending networks, and observe that the agents in each
sending network receive information only from agents in the same sending
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network. This implies that, when we run the social learning algorithm
in listing (3.16), the beliefs of the agents in the sth sending network
are actually produced by the same social learning algorithm run with a
combination matrix equal to the submatrix As. Since As is irreducible,
from Theorem 5.2 we conclude that the agents in each sending network will
learn the truth if the problem is globally identifiable within that network,
i.e., if the individual sending network satisfies Assumption 5.4.

On the other hand, for agents in the receiving networks, we can rewrite
(5.60) under objective evidence, yielding

D̄k(θ) =
∑
j∈S

wjkD(ℓj,ϑo ||ℓj,θ). (5.64)

We see that D̄k(ϑo) = 0 and, hence, ϑo is a minimizer for D̄k(θ) because the
KL divergence is nonnegative. This minimizer is unique when D̄k(θ) > 0
for all θ ≠ ϑo. In view of (5.64), this condition is met when, for each
θ ̸= ϑo, there exists at least one agent j ∈ S satisfying

wjkD(ℓj,ϑo ||ℓj,θ) > 0, (5.65)

which means that agent j is able to distinguish θ from ϑo (i.e., that
D(ℓj,ϑo ||ℓj,θ) > 0) and is connected to agent k through some path (i.e.,
wjk > 0). Note that, according to this definition, the problem might be
unidentifiable for some sending network s, but identifiable for the ensemble
of sending networks that are connected to agent k. In this case, agent k will
learn the truth, even if agents belonging to the sth sending network will
not. This happens because the agents belonging to s receive information
only from agents within their own sending network, while agent k benefits
from information received from other sending networks.

Example 5.10 (Mind control). Consider the same weak graph, combination matrix, and
likelihoods used in Example 5.9. Recall that the agents were organized into three clusters
according to (5.62), with the clusters C1 and C2 representing the sending networks, and
cluster C3 representing the receiving network.

Concerning the true distributions, we assume that the true models {fk(x)} vary
across the clusters, while the agents within the same cluster share the same true model.
Accordingly, denoting by gc(x) the true model pertaining to cluster Cc, with c = 1, 2, 3,
we have fk(x) = gc(x) for all k ∈ Cc. The true model gc(x) is a unit-variance Gaussian
pdf with mean νc, where

ν1 = 0.8, ν2 = 1.2, ν3 = 3.2. (5.66)

Moreover, in the simulations the observations are drawn as statistically independent
across the agents. The true and likelihood models can be seen in the top right panel of
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Figure 5.8: (Top left) Network topology showing the sending networks, i.e., clusters C1 and
C2, and the receiving network, i.e., cluster C3, used in Example 5.10. Undirected edges are
represented without arrows, and all agents have a self-loop, not shown in the figure. (Top
right) Likelihood models ℓ(x|θ) (solid line) and true models gc(x) (dashed line). (Bottom) Belief
evolution for the agents in the receiving network over 30 iterations. We see that, as t grows,
these agents place all their belief mass on the common hypothesis ϑ⋆k = 1.

Figure 5.8. The models pertaining to the agents in the sending networks lie closer to
ℓ(x|1), therefore providing evidence supporting hypothesis 1. In contrast, the agents in
the receiving network observe data streams whose distribution is closer to ℓ(x|3), thus
supporting hypothesis 3.

The network average of KL divergences is given by

D̄k(θ) = 1
2
∑
j∈C1

wjk(ν1 − θ)2 + 1
2
∑
j∈C2

wjk(ν2 − θ)2

= 1
2(0.8 − θ)2

∑
j∈C1

wjk + 1
2(1.2 − θ)2

∑
j∈C2

wjk. (5.67)

Using the fact that ∑
j∈S

wjk =
∑
j∈C1

wjk +
∑
j∈C2

wjk = 1, (5.68)

we can evaluate the hypothesis-specific values of D̄k(θ) as

D̄k(1) = (0.2)2

2
∑
j∈C1

wjk + (0.2)2

2
∑
j∈C2

wjk = 0.02, (5.69)

D̄k(2) = (1.2)2

2
∑
j∈C1

wjk + (0.8)2

2
∑
j∈C2

wjk = 0.32 + 0.4
∑
j∈C1

wjk, (5.70)

D̄k(3) = (2.2)2

2
∑
j∈C1

wjk + (1.8)2

2
∑
j∈C2

wjk = 1.62 + 0.8
∑
j∈C1

wjk. (5.71)



5.6. Learning over Weak Graphs 119

1

2
3

4 5

6

7

8

9

10

11
12

C1 C2

C3

°2 °1 0 1 2 3 4 5 6

x

0.0

0.2

0.4

0.6

`(
x
|µ)

g1(x) g2(x), g3(x)

0 20 40 60

t

0.0

0.5

1.0

µ
9
,t
(µ

)

µ = 1 µ = 2 µ = 3

0 20 40 60

t

0.0

0.5

1.0

µ
10

,t
(µ

)

0 20 40 60

t

0.0

0.5

1.0

µ
11

,t
(µ

)
0 20 40 60

t

0.0

0.5

1.0

µ
12

,t
(µ

)

Figure 5.9: (Top left) Network topology showing the sending networks, i.e., clusters C1 and
C2, and the receiving network, i.e., cluster C3, used in Example 5.11. Undirected edges are
represented without arrows, and all agents have a self-loop, not shown in the figure. (Top
right) Likelihood models ℓ(x|θ) (solid line) and true models gc(x) (dashed line). (Bottom) Belief
evolution for the agents in the receiving network over 60 iterations. We see that, as t grows,
discord across the agents emerges, since their beliefs are concentrated on hypotheses ϑ⋆k that
depend on the particular agent k. Specifically, we have: ϑ⋆9 = 1, ϑ⋆10 = 2, ϑ⋆11 = 3, and ϑ⋆12 = 2.

Since the weights wjk are nonnegative, from (5.71) we conclude that the minimizer of
the network average of KL divergences is ϑ⋆k = 1 for any agent k ∈ R. In the bottom
panels of Figure 5.8, we see that, despite observing private data generated according
to hypothesis 3, the agents in the receiving network asymptotically ignore this local
information and place their full belief mass on the hypothesis supported by the sending
networks, i.e., ϑ⋆k = 1.

Example 5.11 (Discord). In this example we start from the setting used in Example 5.10,
and modify the network topology and the true distributions as follows. Concerning the
topology, we consider a weak graph with the same sending and receiving networks used
in Example 5.10, however with different connectivity between these networks, resulting
in the graph shown in Figure 5.9.

Concerning the true distributions, as done in Example 5.10 we assume that fk(x) =
gc(x) for all k ∈ Cc, with c = 1, 2, 3. The true model gc(x) is a unit-variance Gaussian
pdf with mean νc, where

ν1 = 0.8, ν2 = 3.2, ν3 = 3.2. (5.72)

Moreover, in the simulations the observations are generated as statistically independent
across the agents. The true and likelihood models can be seen in the top right panel
of Figure 5.9. The true model pertaining to the first sending network (cluster C1) is
closer to ℓ(x|1), whereas the true model of cluster C2 is closer to ℓ(x|3). This means
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that, differently from what happened in Example 5.10, the two sending networks now
provide conflicting information to the agents in the receiving network. Moreover, these
agents share the same true model as cluster C2, which would in principle suggest further
support for hypothesis 3.

The network average of KL divergences is computed for any agent k ∈ R as

D̄k(θ) = 1
2
∑
j∈C1

wjk(ν1 − θ)2 + 1
2
∑
j∈C2

wjk(ν2 − θ)2

= 1
2(0.8 − θ)2

∑
j∈C1

wjk + 1
2(3.2 − θ)2

∑
j∈C2

wjk. (5.73)

The minimization of (5.73) is not so easily found as was the case for Examples 5.9
and 5.10. As a matter of fact, the solution in this example is agent-dependent and varies
according to the connectivity of each agent in the receiving network with respect to the
sending networks C1 and C2. Specifically, the effect of this connectivity is represented
in (5.73) by the cumulative weights

∑
j∈C1

wjk and
∑

j∈C2
wjk, which are reported in

Table 5.1.

Table 5.1: Cumulative weights incorporating the effect from each of the two sending networks
C1 and C2 to each agent k in the receiving network.

Agent k
∑
j∈C1

wjk
∑
j∈C2

wjk

9 0.8 0.2
10 0.5 0.5
11 0.2 0.8
12 0.5 0.5

The cumulative weights from Table 5.1 quantify the influence of each sending network
(C1 and C2) on each agent k in the receiving network. For example, we see that agent
9 is mostly influenced by the sending network C1, while agent 11 is mostly influenced
by the sending network C2. Agents 10 and 12 are affected equally by the two sending
networks. Inserting into (5.73) the values reported in Table 5.1, we obtain the following
minimizers for D̄k(θ):

ϑ⋆9 = 1, ϑ⋆10 = 2, ϑ⋆11 = 3, ϑ⋆12 = 2, (5.74)

which reveal two remarkable effects. Agent 9 sees the sending network C1 as the most
influential, and is accordingly steered toward the hypothesis promoted by C1. The
situation is reversed for agent 11, which is in fact more influenced by the sending network
C2.

A second phenomenon is observed for agents 10 and 12, for which no domineering
sending network emerges. In this case, the agents opt for hypothesis 2, according to the
truth-is-somewhere-in-between effect observed in Example 5.7.



Chapter 6

Error Probability Performance

The main focus of the previous chapter was to study the convergence
of the belief vectors under the social learning strategy with geometric
averaging summarized in listing (3.16). In particular, Theorem 5.2 revealed
that, over connected graphs, all agents asymptotically place the full belief
mass on some target hypothesis ϑ⋆ that optimizes a global measure of
matching between the data and the likelihood models. For example, under
the objective evidence model in Section 5.3, all agents tend to promote
with full confidence the true underlying hypothesis ϑo.

These results focus only on what happens as t → ∞. It is equally
important to examine the performance of social learning for finite t, which
is the focus of the current chapter. To do so, one useful index of performance
is the error probability of each agent k at each time instant t. This measure
is formally defined in the next section as the probability that the belief
vector µk,t is not maximized at the target hypothesis ϑ⋆. We already
know from Theorem 5.2 that the probability of error converges to 0 for all
agents. However, the result does not provide information about how fast
the probability will approach zero.

Unfortunately, for general data distributions and likelihood models,
a closed-form characterization for the error probability is a formidable
task. For this reason, we will focus instead on the asymptotic analysis
(for large t) of the error probability. In particular, in Theorem 6.2 we will
show an asymptotic normality result that can be used to approximate the
error probability through closed-form expressions involving the Gaussian
distribution. Then, in Theorem 6.3, we will perform a large deviation
analysis to calculate the error exponents that reveal how fast the error
probability converges to 0 as t→∞.
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It is interesting to remark that Theorems 5.2, 6.2, and 6.3 form a
standard path in asymptotic statistics [159, 166]. This observation is not
surprising once we recognize that, after unfolding the recursion from (5.10)
(and ignoring a transient term that depends on the initial beliefs), the
logarithmic belief ratios will be sums of independent random variables,
namely, of logarithmic likelihood ratios scaled by coefficients arising from
powers of the combination matrix. And for sums of independent variables,
one can typically carry out the following three-step asymptotic analysis.
First, one appeals to the law of large numbers to characterize the con-
vergence of the sum (divided by t) toward some deterministic value, as
we did in the proof of Theorem 5.2. Second, one can characterize the
asymptotic distribution of the sum through central limit theorems leading
to Gaussian approximations, as we will do in Theorem 6.2. As a third step,
one traditionally appeals to the theory of large deviations to characterize
the probability of deviating from the prescribed limiting value, and this
type of analysis is carried out in Theorem 6.3.

For the performance analysis in this chapter, we continue to work under
Assumptions 5.1 and 5.2, and focus on primitive graphs and a unique
target hypothesis ϑ⋆, as stated in the next assumption.

Assumption 6.1 (Primitive graphs and unique minimizer ϑ⋆). We assume that the
network graph is primitive and focus on the network average of KL divergences
encountered in Theorem 5.2,

Dnet(θ) =
K∑
k=1

vkD(fk||ℓk,θ), (6.1)

where v is the Perron vector associated with the left stochastic combination
matrix A. As done before, we assume that Dnet(θ) has a unique minimizer

ϑ⋆ = arg min
θ∈Θ

Dnet(θ), (6.2)

which in the sequel will be referred to as the target hypothesis.

6.1 Useful Statistical Descriptors

Before carrying out our analysis, it is convenient to introduce several
quantities of interest. For ease of reference, the major symbols used in our
analysis are listed in Table 6.1.
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Table 6.1: Notation relevant to the performance analysis of social learning.

fk(x) True distribution governing the data of agent k
ℓk(x|θ) Likelihood model of agent k
µk,t(θ) belief assigned to hypothesis θ by agent k at time t
µk,t H × 1 vector stacking the entries µk,t(θ)
v = [vk] Perron vector

Dnet(θ) Network average of KL divergences,
K∑
k=1

vkD(fk||ℓk,θ)

ϑ⋆ Target hypothesis that minimizes Dnet(θ)

λk,t(θ) Log likelihood ratio, log ℓk(xk,t|ϑ⋆)
ℓk(xk,t|θ)

, θ ̸= ϑ⋆

λk,t (H − 1) × 1 vector stacking the entries λk,t(θ), θ ̸= ϑ⋆

λ̄k Expected value of λk,t
Σk (H − 1) × (H − 1) covariance matrix of λk,t
Λk(s; θ) Logarithmic moment generating function (LMGF) of λk,t(θ)

λnet,t(θ) Network average of log likelihood ratios,
K∑
k=1

vk λk,t(θ), θ ̸= ϑ⋆

λnet,t (H − 1) × 1 vector stacking the entries λnet,t(θ)
λ̄net Expected value of λnet,t

Σnet (H − 1) × (H − 1) covariance matrix of λnet,t

Λnet(s; θ) Logarithmic moment generating function of λnet,t(θ)

βk,t(θ) Log belief ratio, log
µk,t(ϑ⋆)
µk,t(θ)

, θ ̸= ϑ⋆

βk,t (H − 1) × 1 vector stacking the entries βk,t(θ)

β̄k,t Time-scaled version of βk,t, namely, β̄k,t ≜
βk,t
t

pk,t Instantaneous error probability of agent k at time t
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6.1.1 Log Likelihood Ratios

First, we introduce the log likelihood ratio1

λk,t(θ) ≜ log ℓk(xk,t|ϑ
⋆)

ℓk(xk,t|θ)
, θ ̸= ϑ⋆, (6.3)

and its expectation

λ̄k(θ) ≜ Eλk,t(θ) = D(fk||ℓk,θ)−D(fk||ℓk,ϑ⋆). (6.4)

Note that, under Assumption 5.2, the log likelihood ratios are almost-surely
well defined, since, in view of (5.5), the numerator and denominator in
(6.3) are equal to 0 with zero probability. Note also that λ̄k(θ) does not
depend on t since, in view of Assumption 5.2, the expectation in (6.4)
is computed assuming that xk,t is distributed according to some true
underlying stationary model fk(x), i.e., we continue to assume invariant
distribution over time. When we omit the argument θ and write λk,t, we
will be referring to the (H − 1)× 1 vector of log likelihood ratios

λk,t = [λk,t(1),λk,t(2), . . . ,λk,t(H − 1)] , (6.5)

where, without loss of generality, we consider that the set of hypotheses
is Θ = {1, 2, . . . ,H} and that the hypotheses have been ordered in such a
way that ϑ⋆ = H. To avoid confusion, we recall that in our notation all
vectors are column vectors. Likewise, we introduce the (H − 1)× 1 vector

λ̄k = Eλk,t (6.6)

that collects the expected values λ̄k(θ) for θ ̸= ϑ⋆.
We continue by defining the network average of log likelihood ratios,

for all θ ̸= ϑ⋆,

λnet,t(θ) ≜
K∑
k=1

vk λk,t(θ) (6.7)

or, in vector form,

λnet,t =
K∑
k=1

vk λk,t. (6.8)

The weight assigned to the log likelihood ratio of the kth agent is given by
the kth entry, vk, of the Perron vector that is associated with irreducible

1In order to avoid confusion, we remark that in [25] the symbol λk,t was used to denote log
belief ratios instead of log likelihood ratios. In this book we adopt a more suggestive notation:
We use the symbol λ (lambda) to denote log likelihood ratios, and the symbol β (beta) to denote
log belief ratios — see the forthcoming section.
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matrices, i.e., with connected graphs — see Theorem 4.1. It is also useful
to introduce the expected vector

λ̄net ≜ Eλnet,t =
K∑
k=1

vkλ̄k, (6.9)

whose θth entry, in view of (6.1) and (6.4), is given by

λ̄net(θ) = Eλnet,t(θ) =
K∑
k=1

vkλ̄k(θ) = Dnet(θ)−Dnet(ϑ⋆) > 0, (6.10)

where positivity results from the uniqueness of ϑ⋆ in (6.2).
The average variable λnet,t plays a fundamental role in the description

of the social learning performance. In fact, we will discover in this chapter
that different statistical descriptors of λnet,t (mean, covariance matrix,
generating functions) characterize at different levels of refinement the
asymptotic properties of a fundamental decision statistic used to evaluate
the performance, namely, the log belief ratios introduced in the next section.

6.1.2 Log Belief Ratios

In order to characterize the learning performance, it is convenient to work
in terms of the logarithmic ratio between the belief about ϑ⋆ and the belief
about θ ≠ ϑ⋆. Therefore, with reference to the beliefs of agent k at time t,
we introduce the log belief ratio

βk,t(θ) ≜ log
µk,t(ϑ⋆)
µk,t(θ)

, θ ̸= ϑ⋆. (6.11)

Observe that the ratio is well defined since, as already remarked, under
conditions (5.4) and (5.5), the beliefs µk,t(θ) remain almost-surely nonzero
for any θ during the algorithm evolution. As we did for the log likelihood
ratio, it is also useful to introduce the (H−1)×1 vector of log belief ratios

βk,t =
[
βk,t(1),βk,t(2), . . . ,βk,t(H − 1)

]
. (6.12)

Note that the log belief ratio vector βk,t has H−1 entries, whereas the belief
vector µk,t has H entries. However, we must recall that µk,t has only H−1
degrees of freedom, since it is a probability vector, which implies that once
H − 1 entries are given, the remaining entry is obtained from the condition∑
θ∈Θµk,t(θ) = 1. The next theorem shows that the H-dimensional vector

µk,t can be fully reconstructed given knowledge of the (H − 1)-dimensional
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vector βk,t. In the theorem, we use normal font for µk,t and βk,t to emphasize
that the result pertains to the functional dependence between beliefs and log
belief ratios, with the particular statistical distributions being immaterial
here.

Theorem 6.1 (Sufficiency of log belief ratios). Let 0 < µk,t(θ) < 1 for all θ ∈ Θ.
The belief vector µk,t is a deterministic function of the log belief ratio vector
βk,t. Specifically, we have that

µk,t(θ) =



e−βk,t(θ)

1 +
∑
θ′ ̸=ϑ⋆

e−βk,t(θ′)
if θ ̸= ϑ⋆,

1
1 +

∑
θ′ ̸=ϑ⋆

e−βk,t(θ′)
if θ = ϑ⋆.

(6.13)

Proof. Consider θ ̸= ϑ⋆. From (6.11) we have

µk,t(θ) = µk,t(ϑ⋆)e−βk,t(θ). (6.14)

Since the belief vector is a probability vector, and, hence, its entries must add up to 1,
we must have

µk,t(ϑ⋆) +
∑
θ′ ̸=ϑ⋆

µk,t(θ′) = 1. (6.15)

Using (6.14) in the summation appearing in (6.15), we conclude that

µk,t(ϑ⋆) +
∑
θ′ ̸=ϑ⋆

µk,t(ϑ⋆)e−βk,t(θ′) = 1, (6.16)

which is equivalent to
µk,t(ϑ⋆) = 1

1 +
∑
θ′ ̸=ϑ⋆

e−βk,t(θ′)
, (6.17)

and (6.13) is proved for the case θ = ϑ⋆. The expression in (6.13) for θ ̸= ϑ⋆ follows by
substituting (6.17) into (6.14).

■

6.1.3 Error Probabilities

One natural way for the agents to make a decision is to select the hypothesis
or hypotheses that maximize the belief. Under this rule, the occurrence of
a wrong decision by agent k at time t corresponds to the occurrence of the
event

Ek,t ≜
{
ϑ⋆ ̸= arg max

θ∈Θ
µk,t(θ)

}
. (6.18)
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Therefore, the instantaneous error probability of agent k at time t can be
defined as

pk,t ≜ P [Ek,t] = P
[
ϑ⋆ ̸= arg max

θ∈Θ
µk,t(θ)

]
. (6.19)

It is useful to rewrite the error probability as a function of the log belief
ratios. To this end, observe that the event within brackets in (6.19) cor-
responds to stating that the belief is not maximized at ϑ⋆, which in turn
corresponds to affirming that the log belief ratios in (6.11) are less than
or equal to 0 for at least one θ ≠ ϑ⋆. That is, the occurrence of an error
corresponds to the event

Ek,t =
{
∃θ ̸= ϑ⋆ such that βk,t(θ) ≤ 0

}
, (6.20)

which can be rewritten as the union of events where any log belief ratio is
less than or equal to 0, i.e.,

Ek,t =
⋃
θ ̸=ϑ⋆

{
βk,t(θ) ≤ 0

}
. (6.21)

We can thus write the probability of error as

pk,t = P

 ⋃
θ ̸=ϑ⋆

{
βk,t(θ) ≤ 0

} . (6.22)

6.2 Normal Approximation for Large t

In this section we prove that the random vector βk,t (properly shifted and
scaled) is asymptotically normal as t→∞. To this end, we will assume
finiteness of second-order moments for the log likelihood ratios λk,t(θ). In
order to state the asymptotic normality result, it is useful to introduce
some additional quantities, which appear listed in Table 6.1. First, we
define the (H−1)×(H−1) covariance matrix of the vector of log likelihood
ratios at every agent k:

Σk ≜ E
[(
λk,t − λ̄k

) (
λk,t − λ̄k

)T ]
. (6.23)

Likewise, we introduce the covariance matrix of the network average vector
λnet,t defined by (6.8):

Σnet ≜ E
[(
λnet,t − λ̄net

) (
λnet,t − λ̄net

)T ]
. (6.24)
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Finally, we introduce a symbol for the log belief ratio divided by t:

β̄k,t ≜
βk,t
t
. (6.25)

Theorem 6.2 (Asymptotic normality under geometric averaging). Let Assump-
tions 5.1, 5.2, and 6.1 be satisfied, and let G (0,Σ) denote a random vector having
a zero-mean multivariate Gaussian distribution with covariance matrix Σ. If the
covariance matrices Σk have finite entries, then for k = 1, 2, . . . ,K,

√
t
(
β̄k,t − λ̄net

) d−−−→
t→∞

G (0,Σnet) . (6.26)

Proof. Exploiting (5.2), (6.11), and the definition of Nk from (4.1), we obtain the
recursion, for θ ̸= ϑ⋆,

βk,t(θ) =
K∑
j=1

ajk
[
βj,t−1(θ) + λj,t(θ)

]
, (6.27)

which can be unfolded to arrive at the equality

βk,t(θ) =
K∑
j=1

[At]jkβj,0(θ) +
t∑

τ=1

K∑
j=1

[Aτ ]jk λj,t−τ+1(θ), (6.28)

where we recall that [At]jk denotes the (j, k) entry of the matrix power At. This relation
can be rewritten in the following vector form by using the log likelihood and log belief
vectors defined in (6.5) and (6.12), respectively:

βk,t =
K∑
j=1

[At]jkβj,0 +
t∑

τ=1

K∑
j=1

[Aτ ]jk λj,t−τ+1

d=
K∑
j=1

[At]jkβj,0 +
t∑

τ=1

K∑
j=1

[Aτ ]jk λj,τ , (6.29)

where the symbol d= denotes equality in distribution, which holds because the data
are iid over time. Using the definitions of λ̄net and β̄k,t provided in (6.9) and (6.25),
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respectively, in view of (6.29) we can write
√
t
(
β̄k,t − λ̄net

)
d= 1√

t

K∑
j=1

[At]jkβj,0 +
√
t

(
1
t

t∑
τ=1

K∑
j=1

[Aτ ]jk λj,τ −
K∑
j=1

vj λ̄j

)

= 1√
t

K∑
j=1

[At]jkβj,0 +
√
t

(
1
t

t∑
τ=1

K∑
j=1

[Aτ ]jk λj,τ − 1
t

t∑
τ=1

K∑
j=1

vj λ̄j

)

= 1√
t

K∑
j=1

[At]jkβj,0 + 1√
t

t∑
τ=1

K∑
j=1

([Aτ ]jk − vj) λ̄j

+ 1√
t

t∑
τ=1

K∑
j=1

[Aτ ]jk
(
λj,τ − λ̄j

)
. (6.30)

Since 0 ≤ [At]jk ≤ 1, the first term on the RHS vanishes as t → ∞. In addition, since
the matrix A is assumed to be primitive, we can use the bound in (4.25) to conclude that
the second term on the RHS also vanishes as t → ∞. Accordingly, in view of Slutsky’s
theorem (applied to vectors — see (D.39)) the claim of the theorem will be proved if we
show that the third term converges in distribution (see Definition D.4) to a Gaussian
random vector with mean zero and covariance matrix Σnet. To this end, we call upon
Theorem D.9, applied to the sequence

yt =
K∑
j=1

[At]jk
(
λj,t − λ̄j

)
. (6.31)

We now verify that this sequence satisfies conditions (D.52), (D.53), and (D.54). It is
immediately seen that condition (D.52) is satisfied since Eλj,t = λ̄j , implying that
Eyt = 0. Consider next condition (D.53). We will show that it is satisfied with limiting
covariance matrix equal to Σnet, i.e., we will establish that

lim
t→∞

1
t

t∑
τ=1

E
[
yτy

T
τ

]
= Σnet. (6.32)

Applying the definition of Σnet from (6.24), Eq. (6.32) becomes

lim
t→∞

1
t

t∑
τ=1

E
[
yτy

T
τ

]
= E

[(
λnet,t − λ̄net

) (
λnet,t − λ̄net

)T
]

= E
[(
λnet,1 − λ̄net

) (
λnet,1 − λ̄net

)T
]
, (6.33)

where in the last step we replaced λnet,t with λnet,1 because the vectors λnet,t are
identically distributed over time.

Now, we recall that the Cesàro limit of the sequence is equal to the limit of the
sequence (when the latter exists).2 Therefore, to prove (6.33) it will be sufficient to

2 Given a real-valued sequence {zτ}, its Cesàro limit is defined as the limit of the sequence
of arithmetic means z̄t = (1/t)

∑t

τ=1 zτ . Note that the Cesàro limit might exist even when
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establish the following result:

lim
τ→∞

E
[
yτy

T
τ

]
= E

[(
λnet,1 − λ̄net

) (
λnet,1 − λ̄net

)T
]
. (6.35)

By substituting (6.31) into the LHS of (6.35), and (6.7) into the RHS, Eq. (6.35) can
be equivalently rewritten as

lim
τ→∞

E

[
K∑
j=1

K∑
j′=1

[Aτ ]jk[Aτ ]j′k

(
λj,τ − λ̄j

) (
λj′,τ − λ̄j′

)T

]

= lim
τ→∞

E

[
K∑
j=1

K∑
j′=1

[Aτ ]jk[Aτ ]j′k

(
λj,1 − λ̄j

) (
λj′,1 − λ̄j′

)T

]

= E

[
K∑
j=1

K∑
j′=1

vjvj′
(
λj,1 − λ̄j

) (
λj′,1 − λ̄j′

)T

]
, (6.36)

where, in the intermediate step, we replaced λj,τ and λj′,τ with λj,1 and λj′,1 due to
the identical distribution over time. Proving (6.36) is equivalent to proving that, for all
θ, θ′ ∈ Θ,

lim
τ→∞

E

[
K∑
j=1

K∑
j′=1

[Aτ ]jk[Aτ ]j′k

(
λj,1(θ) − λ̄j(θ)

) (
λj′,1(θ′) − λ̄j′ (θ′)

)]

= E

[
K∑
j=1

K∑
j′=1

vjvj′
(
λj,1(θ) − λ̄j(θ)

) (
λj′,1(θ′) − λ̄j′ (θ′)

)]
. (6.37)

Let us verify that (6.37) holds. For this purpose, observe first that

lim
τ→∞

[Aτ ]jk = vj (6.38)

in view of (4.23), which implies

K∑
j=1

K∑
j′=1

[Aτ ]jk[Aτ ]j′k

(
λj,1(θ) − λ̄j(θ)

) (
λj′,1(θ′) − λ̄j′ (θ′)

)
a.s.−−−−→
τ→∞

K∑
j=1

K∑
j′=1

vjvj′
(
λj,1(θ) − λ̄j(θ)

) (
λj′,1(θ′) − λ̄j′ (θ′)

)
. (6.39)

Therefore, Eq. (6.37) would be proved if we could interchange the limit and the expecta-
tion. In view of the dominated convergence theorem (Theorem D.6), this operation is
legitimate if the τ -dependent random variables on the LHS of (6.39) are upper bounded
by a τ -independent random variable that has finite mean. We now show that this is

the sequence {zτ} does not admit a limit. However, when {zτ} admits a limit, the following
implication is known to hold [52, Thm. 4.2.3]:

lim
τ→∞

zτ = z =⇒ lim
t→∞

z̄t = z. (6.34)
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actually the case. By applying the triangle inequality and noting that 0 ≤ [Aτ ]jk ≤ 1
for all τ , j, and k, we can write∣∣∣∣∣

K∑
j=1

K∑
j′=1

[Aτ ]jk[Aτ ]j′k

(
λj,1(θ) − λ̄j(θ)

) (
λj′,1(θ′) − λ̄j′ (θ′)

)∣∣∣∣∣
≤

K∑
j=1

K∑
j′=1

∣∣λj,1(θ) − λ̄j(θ)
∣∣×
∣∣λj′,1(θ′) − λ̄j′ (θ′)

∣∣ ≜ z⋆. (6.40)

Since the log likelihood ratios have finite second moment by assumption, and since we
have the inequality∣∣λj,1(θ) − λ̄j(θ)

∣∣×
∣∣λj′,1(θ′) − λ̄j′ (θ′)

∣∣
≤ 1

2

[(
λj,1(θ) − λ̄j(θ)

)2
+
(
λj′,1(θ′) − λ̄j′ (θ′)

)2
]
, (6.41)

the random variable z⋆ defined in (6.40) has finite mean, as desired. We can accordingly
call upon the dominated convergence theorem to establish that (6.37) holds. This
concludes the verification of condition (D.53).

It remains to show that the Lindeberg condition (D.54) is satisfied, namely, that

1
t

t∑
τ=1

E
[
∥yτ∥2 I

[
∥yτ∥2 > ε t

] ]
= 0. (6.42)

To this end, we note that, since
K∑
j=1

[Aτ ]jk = 1 (6.43)

and [Aτ ]jk ≥ 0, we can apply Jensen’s inequality (see Theorem C.5 and in particular
(C.10)) to the squared norm of (6.31) to get

∥yτ∥2 ≤
K∑
j=1

[Aτ ]jk∥λj,τ − λ̄j∥2 ≤
K∑
j=1

∥λj,τ − λ̄j∥2 ≜ z⋆τ . (6.44)

The condition ∥yτ∥2 ≤ z⋆τ further implies

∥yτ∥2 I
[
∥yτ∥2 > ε t

]
≤ z⋆τ I [z⋆τ > ε t] . (6.45)

Note that the random variables z⋆τ defined in (6.44) are identically distributed. Therefore,
in view of (6.45) we have

1
t

t∑
τ=1

E
[
∥yτ∥2 I

[
∥yτ∥2 > ε t

] ]
≤ 1
t

t∑
τ=1

E
[
z⋆τ I [z⋆τ > ε t]

]
= E

[
z⋆1 I [z⋆1 > ε t]

]
. (6.46)

Since we can write
z⋆1 I [z⋆1 > ε t] ≤ z⋆1 (6.47)



132 Error Probability Performance

and since z⋆1 has finite mean (because the log likelihood ratios have finite variances),
we can apply the dominated convergence theorem (Theorem D.6) to z⋆1 I [z⋆1 > ε t] to
conclude that the RHS of (6.46) vanishes as t → ∞. This also implies that the LHS
vanishes, which means that the Lindeberg condition holds. Then the proof is complete
by applying Theorem D.9 to the last term on the RHS of (6.30), with the choice of yt
in (6.31).

■

Example 6.1 (Gaussian approximation). We consider a network of K = 10 agents that
communicate according to the topology in Figure 6.1. The graph is undirected, and
all agents are assumed to have a self-loop, not shown in the figure. The graph can be
verified to be strong. On top of it, a Metropolis combination matrix (see Table 4.1) is
constructed, which results in a doubly stochastic matrix, therefore yielding a uniform
Perron vector v = [vk], with vk = 1/K for k = 1, 2, . . . ,K. The agents wish to solve

1
23

4

5

6

7

8

9

10

Figure 6.1: Network topology used in Example 6.1. The graph is undirected and all agents are
assumed to have a self-loop (not shown in the figure).

a social learning problem with three hypotheses, i.e., θ ∈ {1, 2, 3}. The observations
xk,t ∈ {0, 1}, for each agent k and time t, are all distributed as balanced Bernoulli
random variables (i.e., with P[xk,t = 0] = 0.5), and are independent across k and t. We
assume identical Bernoulli likelihood models across the agents, namely,

ℓk(x|θ) = qθ I[x = 0] + (1 − qθ) I[x = 1], (6.48)

where the hypothesis-dependent probabilities qθ are

q1 = 0.52, q2 = 0.48, q3 = 0.5. (6.49)

According to this setup, we are considering the objective evidence model described
in Section 5.3, since the observations are distributed according to a true underlying
hypothesis, in this case hypothesis ϑo = 3. Using (6.48), the log likelihood ratio between



6.2. Normal Approximation for Large t 133

the true hypothesis ϑo and a hypothesis θ ∈ {1, 2} is computed as

λk,t(θ) = log ℓk(xk,t|ϑo)
ℓk(xk,t|θ)

= log ℓk(xk,t|3)
ℓk(xk,t|θ)

= I[xk,t = 0] log 0.5
qθ

+ I[xk,t = 1] log 0.5
1 − qθ

= − log 2 − I[xk,t = 0] log qθ − I[xk,t = 1] log(1 − qθ). (6.50)

From (6.50) we can compute the mean of λk,t(θ) as

λ̄k(θ) = Eλk,t(θ) = − log 2 − 1
2 log qθ − 1

2 log(1 − qθ). (6.51)

By combining (6.50) and (6.51), and performing straightforward algebraic manipulations,
we can write

λk,t(θ) − λ̄k(θ) = 1
2 I[xk,t = 0] log 1 − qθ

qθ
+ 1

2 I[xk,t = 1] log qθ
1 − qθ

= 1
2(−1)1−xk,t log qθ

1 − qθ
. (6.52)

We observe that the random variables λk,t(1)−λ̄k(1) and λk,t(2)−λ̄k(2) are proportional,
i.e., they are deterministically related. Accordingly, their covariance matrix must be
singular. In fact, from (6.52) we can compute the covariance matrix

Σk = 1
4 ×


(

log q1

1 − q1

)2

log q1

1 − q1
log q2

1 − q2

log q1

1 − q1
log q2

1 − q2

(
log q2

1 − q2

)2

 , (6.53)

whose determinant is seen to be 0. Since in this example the observations are identically
distributed across the agents, and since the Metropolis matrix is doubly stochastic
(hence, the Perron vector has all entries equal to 1/K), the network covariance matrix
Σnet from (6.24) is equal to

Σnet = 1
4K ×


(

log q1

1 − q1

)2

log q1

1 − q1
log q2

1 − q2

log q1

1 − q1
log q2

1 − q2

(
log q2

1 − q2

)2

 . (6.54)

Note that, thanks to the factor K appearing in (6.54), the variances (i.e., the diagonal
entries of Σnet) decrease as the number of agents increases. This is one example that shows
the benefits of cooperation, since a reduced variance is representative of a higher learning
accuracy. We will examine more closely the benefits of cooperation in Section 6.3.1, in
terms of another performance indicator, namely, the large deviation exponents that will
be seen to govern the decay to 0 of the error probability.

In view of the aforementioned proportionality (i.e., perfect correlation) between
the random variables λk,t(1) − λ̄k(1) and λk,t(2) − λ̄k(2), it is redundant to examine
the joint evolution of the log belief ratios β̄k,t(1) and β̄k,t(2). We focus instead on
their individual evolution. More specifically, in each panel of Figure 6.2, we display
a histogram computed from 5000 independent realizations of the shifted and scaled
variable

√
t
(
β̄k,t(θ) − λ̄net(θ)

)
, for k = 2 and θ = 1. Different panels refer to different
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Figure 6.2: Histograms computed from 5000 independent realizations of the shifted and scaled
variable

√
t
(
β̄k,t(θ)− λ̄net(θ)

)
, for k = 2 and θ = 1, in the setting of Example 6.1. Different

panels refer to different values of t. The histograms are compared against a zero-mean Gaussian
distribution with variance Σnet(1, 1) (black curves), where the covariance matrix Σnet is reported
in (6.54).

values of t. In view of Theorem 6.2, this shifted and scaled variable must follow, for
sufficiently large t, a zero-mean Gaussian distribution with variance Σnet(1, 1), where
Σnet(θ, θ′) denotes the (θ, θ′) entry of the covariance matrix Σnet in (6.54). The pdf of
this limiting Gaussian distribution is represented by the black curves in Figure 6.2.
Examining the four panels of the figure (which correspond to different values of t), we
see that the empirical and limiting distributions become in fact similar as t increases.3

6.3 Large Deviations for Large t

In this section we resort to the theory of large deviations introduced in
Appendix E, to obtain the following type of asymptotic characterization
for the error probability [59, 60]:

pk,t = exp
{
−t
[
Ψ + o(1)

]}
(6.55)

for a certain value Ψ that is called the error exponent. The symbol o(1)
denotes here a quantity that approaches zero as t→∞ — see Table 1.1.

3We remark that convergence in distribution refers to the convergence of cumulative distri-
bution functions and not of probability density functions. Therefore, Figure 6.2 should not be
interpreted in the sense of showing convergence of pdfs.
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We conclude from (6.55) that the leading exponential order (as t→∞) is
given by the term −tΨ. Equation (6.55) can be equivalently rewritten as

lim
t→∞

1
t

log pk,t = −Ψ. (6.56)

In place of (6.55) or (6.56), a compact and common notation to indicate
equality to the leading exponential order is [52]

pk,t
·= e−Ψ t. (6.57)

The error exponent Ψ is a compact statistical descriptor of the social learn-
ing performance; it can be used to compare different systems or to optimize
different parameters (e.g., the network graph, the likelihood models) to
achieve the maximum decay rate for the error probability. For example, it
makes sense to compare two different networks implementing a social learn-
ing algorithm in terms of their exponents; the network featuring the largest
exponent will be considered superior since its probability vanishes faster.
We will see relevant examples of this type of comparison in Chapter 13.

The theory of large deviations has been exploited in [9] for binary
hypothesis testing, and in [106] for social learning with geometric averaging,
under the objective evidence model. The next theorem considers the more
general setting in Assumption 5.2.

Before stating the theorem, it is necessary to introduce the logarithmic
moment generating function (LMGF), a.k.a. cumulant generating function,
of the log likelihood ratios (see Appendix E.1.2):

Λk(s; θ) ≜ logE exp
{
sλk,t(θ)

}
, (6.58)

where s ∈ R and the expectation is computed under the true model fk(x),
which does not change over time, and this explains why Λk(s; θ) does not
depend on t. It is also useful to introduce the LMGF of the network average
of log likelihood ratios λnet,t(θ) defined by (6.7):

Λnet(s; θ) ≜ logE exp
{
sλnet,t(θ)

}
(6.59)

and its Fenchel-Legendre transform (see Appendix E.1.1)

Λ∗net(y; θ) = sup
s∈R

(
sy − Λnet(s; θ)

)
, y ∈ R. (6.60)
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Theorem 6.3 (Error exponents under geometric averaging). Let Assumptions 5.1,
5.2, and 6.1 be satisfied. If, for k = 1, 2, . . . ,K and for all θ ̸= ϑ⋆,

Λk(s; θ) < ∞ ∀s ∈ R, (6.61)

then
P
[
βk,t(θ) ≤ 0

] ·= e−Ψ(θ) t, (6.62)
where

Ψ(θ) ≜ Λ∗net(0; θ) = − inf
s∈R

Λnet(s; θ) > 0. (6.63)

Moreover, the error probability for each agent k is dominated by the worst-case
(i.e., the smallest) exponent:

pk,t
·= e−Ψ t, Ψ = min

θ ̸=ϑ⋆
Ψ(θ). (6.64)

Proof. To prove the theorem we will study the large deviations of the time-scaled log
belief ratio β̄k,t(θ) — see (6.25). The proof of the theorem involves: i) calling upon the
Gärtner-Ellis theorem (Theorem E.2) to provide the exponential characterization of the
log beliefs for the individual hypotheses θ ̸= ϑ⋆, namely, Eq. (6.62); and ii) using classic
probabilistic bounds to obtain, from the individual error exponents, the exponent of the
overall error probability pk,t, namely, Eq. (6.64).

We start with step i). Let

Λ1/t(s) ≜ logE exp
{
s β̄k,t(θ)

}
(6.65)

denote the LMGF of the time-scaled log belief ratio β̄k,t(θ). For simplicity, we omitted
the dependence of Λ1/t(s) on k and θ. Consider now the Gärtner-Ellis theorem with
the asymptotic parameter ε chosen as ε = 1/t, with t → ∞. Examining the claim of
Theorem E.2, and in particular condition (E.159), we see that if we establish that

lim
t→∞

1
t

Λ1/t(s t) = Λnet(s; θ), (6.66)

then we can conclude that (6.62) holds with exponent Ψ(θ) given by (6.63). Let us
accordingly prove that (6.66) holds. In view of (6.28), the LMGF Λ1/t(s) can be computed
as

Λ1/t(s) = logE exp
{
s

t
βk,t(θ)

}
= s

t

K∑
j=1

[At]jkβj,0(θ) +
t∑

τ=1

Λ̂τ
(
s

t

)
. (6.67)

In the last step we exploited the fact that the random variables λj,t−τ+1(θ) are indepen-
dent over time (we recall that the LMGF of the sum of independent random variables is
equal to the sum of the LMGFs of the random variables) and introduced the function

Λ̂τ (s) ≜ logE exp

{
s

K∑
j=1

[Aτ ]jk λj,t−τ+1(θ)

}

= logE exp

{
s

K∑
j=1

[Aτ ]jk λj,1(θ)

}
, (6.68)
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where the equality follows from the identical distribution over time. From (6.67) we can
write

1
t

Λ1/t(st) − Λnet(s; θ) = s

t

K∑
j=1

[At]jkβj,0(θ) + 1
t

t∑
τ=1

(
Λ̂τ (s) − Λnet(s; θ)

)
. (6.69)

To prove (6.66), we show that both terms on the RHS of (6.69) vanish as t → ∞. Since
0 ≤ [At]jk ≤ 1, the first term vanishes as t → ∞. Regarding the second term, in view of
(4.23) we have the following convergence:

exp

{
s

K∑
j=1

[Aτ ]jk λj,1(θ)

}
a.s.−−−−→
τ→∞

exp

{
s

K∑
j=1

vjλj,1(θ)

}
. (6.70)

Moreover, using (6.43) and applying Jensen’s inequality (see Theorem C.5 and in
particular (C.10)) to the exponential function, we can write

exp

{
s

K∑
j=1

[Aτ ]jk λj,1(θ)

}
≤

K∑
j=1

[Aτ ]jk exp
{
sλj,1(θ)

}
≤

K∑
j=1

exp
{
sλj,1(θ)

}
. (6.71)

Note that the RHS of (6.71) has finite mean in view of (6.61). Therefore, Eq. (6.71)
guarantees that the random variable

exp

{
s

K∑
j=1

[Aτ ]jk λj,1(θ)

}
(6.72)

is upper bounded by a random variable (independent of τ) with finite mean. This allows
us to call upon the dominated convergence theorem (Theorem D.6) and conclude from
(6.70) that

lim
τ→∞

E exp

{
s

K∑
j=1

[Aτ ]jk λj,1(θ)

}
= E exp

{
s

K∑
j=1

vjλj,1(θ)

}
, (6.73)

which, taking the logarithm and using (6.7), (6.59), and (6.68), is equivalent to

lim
τ→∞

Λ̂τ (s) = Λnet(s; θ). (6.74)

Equation (6.74) implies that the second term on the RHS of (6.69) vanishes — see
footnote 2 in this chapter. This concludes the proof of (6.66).

It is now legitimate to call upon Theorem E.2 (with the choice ε = 1/t), which
establishes that the following large deviation principle (see Definition E.2) holds for all
sets S (the infimum over an empty set is taken as ∞):

− inf
y∈int(S)

Λ∗net(y; θ) ≤ lim inf
t→∞

1
t

log P
[
β̄k,t(θ) ∈ S

]
≤ lim sup

t→∞

1
t

log P
[
β̄k,t(θ) ∈ S

]
≤ − inf

y∈cl(S)
Λ∗net(y; θ), (6.75)

where int(S) and cl(S) denote the interior and the closure of S, respectively, and where
Λ∗net(y; θ) is the Fenchel-Legendre transform of Λnet(s; θ) — see (6.60). The function
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Λ∗net(y; θ) is also referred to, in the theory of large deviations, as the rate function — see
Appendix F. Note that Λnet(s; θ) is finite for all s ∈ R because so are by assumption the
individual LMGFs Λk(s) — see footnote 6 in Appendix F. Accordingly, the function
Λnet(s; θ) and its Fenchel-Legendre transform Λ∗net(y; θ) possess all the regularity proper-
ties listed in Lemma E.1. Consider in particular the choice S = (−∞, 0], and observe
that λ̄net(θ) > 0 due to Assumption 6.1. By exploiting the aforementioned regularity
properties, we can compute the infimum and supremum appearing in (6.75) as (see, also
Figures E.1 and E.2 for typical shapes of the rate function)

inf
y∈int(S)

Λ∗net(y; θ) = inf
y∈cl(S)

Λ∗net(y; θ) = Λ∗net(0; θ), (6.76)

which means that S = (−∞, 0] is a continuity set of the function Λ∗net(y; θ) or an
Λ⋆net-continuity set — see (E.155). Substituting (6.76) into (6.75), we obtain

lim
t→∞

1
t

log P
[
β̄k,t(θ) ≤ 0

]
= −Λ∗net(0; θ), (6.77)

where, in view of (6.60), the rate function evaluated at y = 0 can be computed as

Λ∗net(0; θ) = sup
s∈R

(
− Λnet(s; θ)

)
= − inf

s∈R
Λnet(s; θ) > 0. (6.78)

The inequality in (6.78) holds since, in view of Lemma E.1, the rate function Λ∗net(y; θ) is
nonnegative and is equal to 0 only when y is equal to the mean of the random variable
whose LMGF is Λnet(s; θ). This random variable is λnet,t(θ) and its mean is λ̄net(θ). Since
we have 0 ̸= λ̄net(θ), we conclude that Λ∗net(0; θ) > 0. Grouping (6.77), (6.78), and the
definition of Ψ(θ) in (6.63) (and further observing that P[βk,t(θ) ≤ 0] = P[β̄k,t(θ) ≤ 0]
because β̄k,t(θ) = βk,t(θ)/t), the proof of (6.62) is complete.

It remains to prove that the exponential characterization (6.62) for the probability
P[βk,t(θ) ≤ 0] implies the exponential characterization (6.64) for the overall error
probability pk,t. To this end, observe that in view of (6.22), pk,t can be bounded as
follows (with the lower bound holding for all θ ̸= ϑ⋆):

P
[
βk,t(θ) ≤ 0

]
≤ pk,t ≤

∑
θ ̸=ϑ⋆

P
[
βk,t(θ) ≤ 0

]
, (6.79)

where the upper bound is the union bound [65].
Using the lower bound in (6.79) along with (6.77) we can write

lim inf
t→∞

1
t

log pk,t ≥ max
θ ̸=ϑ⋆

(
− Ψ(θ)

)
= − min

θ ̸=ϑ⋆
Ψ(θ) = −Ψ, (6.80)

where Ψ is defined in (6.64).
Let us now focus on the upper bound in (6.79). By definition, for all θ ̸= ϑ⋆ we have

that Ψ ≤ Ψ(θ). Accordingly, the convergence in (6.77) implies that, given an arbitrary
ε > 0, for sufficiently large t we can write

P
[
βk,t(θ) ≤ 0

]
≤ e−(Ψ−ε)t. (6.81)

Using (6.81) in the RHS of (6.79) yields

1
t

log pk,t ≤ 1
t

log(H − 1) − Ψ + ε, (6.82)
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Due to the arbitrariness of ε, we have

lim sup
t→∞

1
t

log pk,t ≤ −Ψ. (6.83)

Grouping (6.80) and (6.83), we obtain the desired claim.
■

6.3.1 Benefits of Cooperation

One useful insight that can be gained from Theorem 6.3 relates to the
benefits of cooperation. In Chapter 5 we have seen that cooperation
is rewarding since it allows to overcome the limited view that agents
experience when the learning problems are not locally identifiable. Using
the results from Theorem 6.3, it is possible to reveal another benefit of
cooperation, namely, that cooperation can improve learning accuracy. We
illustrate this aspect through an example.

Example 6.2 (Cooperation improves learning accuracy). Consider K agents connected
according to a primitive graph associated with a doubly stochastic combination matrix,
yielding a Perron vector with uniform entries vk = 1/K for k = 1, 2, . . . ,K. The
observations are statistically independent across the agents. Moreover, the likelihood
models ℓk,θ and and the true distributions fk are equal across the agents. These models
guarantee that each agent could learn the target hypothesis ϑ⋆ individually. Therefore,
in this case cooperation is not useful to resolve local unidentifiability issues. However,
we will now show that cooperation boosts the learning performance. In particular, the
performance will be measured in terms of the error exponent Ψ in (6.64).

To evaluate Ψ, we need to evaluate first the hypothesis-dependent error exponents
Ψ(θ) in (6.63), where the LMGF Λnet(s; θ) was defined in (6.59). To start with, recall
from (6.58) that Λk(s; θ) denotes the LMGF of λk,t(θ), and observe that Λnet(s; θ) is
given by

Λnet(s; θ) =
K∑
k=1

Λk(vks; θ) =
K∑
k=1

Λk(s/K; θ), (6.84)

where in the first equality we used the fact that the data are independent across the
agents (and, hence, the LMGF of λnet,t(θ) in (6.7) is given by the sum of the LMGFs of
the variables vk λk,t(θ)), whereas in the second equality we replaced each Perron vector
entry vk by 1/K since the combination matrix is doubly stochastic. Moreover, since the
random variables λk,t(θ) are identically distributed across the agents, from (6.84) we
can also write

Λnet(s; θ) = KΛk(s/K; θ), (6.85)
where the particular choice of k = 1, 2, . . . ,K is immaterial.

Using (6.63), we can compute Ψ(θ) for the network of K agents. We can also specialize
(6.63) to the case of an individual agent working in isolation. The corresponding exponent
will be denoted by Ψind(θ). In summary, from (6.63) we obtain

Ψ(θ) = − inf
s∈R

Λnet(s; θ), Ψind(θ) = − inf
s∈R

Λind(s; θ). (6.86)



140 Error Probability Performance

Exploiting (6.85) and (6.86), we obtain

Ψ(θ)=− inf
s∈R

Λnet(s; θ) =−K inf
s∈R

Λind(s/K; θ) =−K inf
s∈R

Λind(s; θ) = KΨind(θ). (6.87)

Referring to the worst-case exponent in (6.64), we finally obtain

Ψ = KΨind. (6.88)

We thus find that the network error exponent is K times larger than the error exponent
of a standalone agent; this implies that the error probability vanishes exponentially faster
(by a factor K) in the social learning case. Intuitively, a network of K agents observes K
times as much data as a single agent at each time instant. Cooperation among the agents
allows to exploit this increased knowledge and yields the aforementioned improvement
in the learning performance. Note also that a similar effect was already observed in
terms of the K-fold variance reduction in Example 6.1.

Moreover, in Chapter 13 we will also discuss the connections between the performance
of the individual agents in the network and the performance of an ideal centralized
system that has access to all observations. We will see that independence across the
agents and doubly stochastic matrices lead to an asymptotic equivalence of each agent
with the centralized system. However, if we remove these conditions the agents can
incur a performance loss with respect to the centralized system, and we will discuss an
alternative social learning strategy to address this issue.

Example 6.3 (Error exponents). Consider the same setup used in Example 6.1. We
want to specialize to this example the large deviation characterization provided by
Theorem 6.3. To this end, we proceed to evaluate the error exponents Ψ(θ) in (6.63).
They can be computed by exploiting the characterization available for the rate function
of Bernoulli variables from Example E.3, as we now illustrate.

From (6.50) we know that λk,t(θ) is equal to − log 2 − log qθ if xk,t = 0 and to
− log 2 − log(1 − qθ) if xk,t = 1, which is equivalent to the representation

λk,t(θ) = log 0.5
qθ

+ log qθ
1 − qθ

xk,t = aθ + bθ xk,t, (6.89)

where
aθ ≜ log 0.5

qθ
, bθ ≜ log qθ

1 − qθ
. (6.90)

Equation (6.89) reveals that λk,t(θ) is a shifted and scaled version of the Bernoulli
variable xk,t (which, in this example, has equiprobable outcomes 0 and 1 under the
true underlying model). From the definition of an LMGF, it is readily verified that if a
random variable x has LMGF Λ(s), then a shifted and scaled variable a+ bx has LMGF
equal to

as+ Λ(bs). (6.91)
Applying this property to (6.89), and denoting by ΛBer(s) the LMGF of the Bernoulli
variable xk,t (i.e., the LMGF from (E.45) with the choice p = 1/2), we get

Λk(s; θ) = aθs+ ΛBer(bθs). (6.92)

Since the observations are iid across the agents, for the evaluation of the network LMGF
Λnet(s; θ) we can appeal to (6.85), obtaining

Λnet(s; θ) = aθs+KΛBer(bθs/K). (6.93)
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From the definition of the Fenchel-Legendre transform, it is straightforward to verify that
if a function g(s) has Fenchel-Legendre transform g∗(y), the following three properties
hold, for any choice of the constants a ∈ R, b ̸= 0, and c > 0:

as+ g(s) → g∗(y − a), g(bs) → g∗(y/b), cg(s/c) → cg∗(y), (6.94)

where the arrow indicates application of the Fenchel-Legendre transform. Using these
three properties in (6.93), we obtain

Λ∗net(y; θ) = KΛ∗Ber

(
y − aθ
bθ

)
. (6.95)

Replacing Λ∗Ber with the expression for the rate function of a Bernoulli random variable
with equiprobable outcomes (i.e., Eq. (E.58) with probability p = 1/2), we obtain, for
the case bθ > 0,

Λ∗net(y; θ) =


KDb

(
y − aθ
bθ

∣∣∣∣∣
∣∣∣∣∣12
)

if aθ ≤ y ≤ aθ + bθ,

∞ otherwise,

(6.96)

and for the case bθ < 0,

Λ∗net(y; θ) =


KDb

(
y − aθ
bθ

∣∣∣∣∣
∣∣∣∣∣12
)

if aθ + bθ ≤ y ≤ aθ,

∞ otherwise.

(6.97)

In the last two equations, the notation Db(r′||r′′) is a shortcut for the KL divergence
(see Definition B.4) between the two binary pmfs [r′, 1 − r′] and [r′′, 1 − r′′], namely,

Db(r′||r′′) ≜ r′ log r′

r′′
+ (1 − r′) log 1 − r′

1 − r′′
. (6.98)

Using the definitions of aθ and bθ from (6.90) in (6.96) and (6.97), we get

Λ∗net(y; θ) =


KDb

(
y − log 0.5

qθ

log qθ
1−qθ

∣∣∣∣∣
∣∣∣∣∣12
)

if ymin ≤ y ≤ ymax,

∞ otherwise,

(6.99)

where
ymin = log 0.5

max(qθ, 1 − qθ)
, ymax = log 0.5

min(qθ, 1 − qθ)
. (6.100)

We can now compute the error exponent Ψ(θ) by evaluating the rate function Λ∗net(y; θ)
at y = 0, yielding

Ψ(θ) = KDb

(
log qθ

0.5
log qθ

1−qθ

∣∣∣∣∣
∣∣∣∣∣12
)
. (6.101)

With the choices in (6.49), from (6.101) we obtain the numerical values

Ψ(1) = 2 × 10−3, Ψ(2) = 2 × 10−3 (6.102)
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Figure 6.3: Error probability pk,t as a function of t, for k = 1, 2, 5, 7, in the setting of
Example 6.3. Markers refer to the empirical error probability estimated from 5000 Monte
Carlo runs. The dashed line refers to the theoretical error probability in (6.22) computed using
the Gaussian approximation in (6.104). The solid line refers to the function e−Ψt, with error
exponent Ψ predicted by the large deviation analysis in Theorem 6.3.

and the error exponent Ψ in (6.64) is thus

Ψ = min
θ∈{1,2}

Ψ(θ) = 2 × 10−3. (6.103)

In Figure 6.3 we display the error probability pk,t defined in (6.19), as a function of
t, for the agents listed in the legend. The markers in the figure represent probabilities
estimated empirically from 5000 Monte Carlo runs. The dashed line represents the error
probability curve computed by using the following Gaussian approximation for the scaled
log belief ratio:

β̄k,t(θ) ≈ G
(
λ̄net,

1
t

Σnet(θ, θ)
)
, (6.104)

which is obtained from Theorem 6.2. The solid line represents the function e−Ψt, where
Ψ is the error exponent provided by (6.103).

Figure 6.3 shows that, in the considered example, the Gaussian approximation can
be used to estimate the error probability with good accuracy in a certain range, say,
for 1500 < t < 3000. However, we know from Appendix E (see Example E.5) that the
Gaussian approximation does not offer theoretical convergence guarantees on the tails,
i.e., as the error probability decreases. On the other hand, the error exponent Ψ, while
not being useful to approximate the error probability curves, is guaranteed to provide
a faithful prediction of their exponential rate of decay, that is, of their slope (in the
considered logarithmic scale for the vertical axis).

Example 6.4 (Chernoff information). Consider the situation where: i) the observations
are statistically independent across the agents; ii) they follow the objective evidence
model (see Section 5.3) with a common underlying hypothesis ϑo; and iii) the combination
matrix is doubly stochastic.

Since the observations are independent across the agents and the matrix is doubly
stochastic (hence, its Perron vector has equal entries), to compute the LMGF of the
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network variable λnet,t(θ) we can use (6.84) to obtain

Λnet(s; θ) =
K∑
k=1

Λk(s/K; θ). (6.105)

In view of Theorem 6.3, the error exponent of the social learning strategy is given by

Λ∗net(0; θ) = − inf
s∈R

K∑
k=1

Λk(s/K; θ) = − inf
s∈R

K∑
k=1

Λk(s; θ). (6.106)

In view of the independence across the agents, and using (6.3) and (6.58), the last sum
in (6.106) can also be represented as

logE

[
K∏
k=1

exp
{
sλk,t(θ)

}]
= logE

[(∏K

k=1 ℓk(xk,t|ϑo)∏K

k=1 ℓk(xk,t|θ)

)s ]
. (6.107)

Now, given a random vector z and two pdfs or pmfs f(z) and g(z), the quantity

C(f, g) ≜ − inf
s∈R

logE
[(

f(z)
g(z)

)s ]
(6.108)

is referred to as the Chernoff information between f and g [44, 59, 60]. In view of
(6.107), the error exponent Λ∗net(0; θ) is the Chernoff information between the two pdfs
or pmfs

K∏
k=1

ℓk(xk,t|ϑo),
K∏
k=1

ℓk(xk,t|θ), (6.109)

defined over the aggregate of observations across the agents, namely, [x1,t,x2,t, . . . ,xK,t].
The Chernoff information is one fundamental quantity to characterize the performance
of optimal Bayesian hypothesis testing, originally used for the binary case [44], and
later for the multi-hypothesis case [107]. We will comment on these aspects more closely
when dealing with the comparison between social learning and Bayesian learning in
Section 13.1.





Chapter 7

Social Learning with Arithmetic Averaging

In this chapter we consider the social learning algorithm with arithmetic
averaging, reported in listing (3.24) and replicated here for ease of reference:

ψk,t(θ) ∝ µk,t−1(θ)ℓk(xk,t|θ), (7.1a)
µk,t(θ) =

∑
j∈Nk

ajkψj,t(θ). (7.1b)

Pooling the beliefs by means of an arithmetic average is perhaps the simplest
and most direct solution. Despite this simplicity, however, establishing the
convergence of the beliefs under arithmetic averaging is significantly more
challenging than it is under geometric averaging. This is because, under
geometric averaging, it is possible to reduce the analysis to the study of
log belief ratios that can be expressed in terms of sums of independent log
likelihood ratios. Due to this property, one can then appeal to the strong
law of large numbers to obtain convergence results under great generality —
see Theorem 5.1. As a matter of fact, in Chapter 5 we were able to examine
a number of useful cases, including continuous and discrete distributions,
connected and weak graphs, objective and subjective evidence, and the
presence of fake agents. In comparison, the available results on convergence
of the beliefs under arithmetic averaging are more limited, mostly focusing
on data belonging to discrete finite sets (in the forthcoming treatment
we remove this restriction), connected graphs, and the objective evidence
model.
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7.1 Modeling Assumptions

The convergence results in this chapter are stated under the objective
evidence model (Assumption 5.3), i.e., the observations xk,t are distributed
according to some true likelihood ℓk(x|ϑo), where ϑo ∈ Θ.

Recall that the index k appearing in the observation xk,t and the
likelihoods ℓk(x|ϑo) indicates that the network agents are allowed to be
heterogeneous. This heterogeneity affects the inferential capabilities of the
individual agents. For example, as was seen in Section 5.3, given a certain
hypothesis θ, agent k might not be able to distinguish θ from the true
hypothesis ϑo. This happens when agent k has the same model for θ and ϑo,
i.e., when D(ℓk,ϑo ||ℓk,θ) = 0. In this case, we say that θ is indistinguishable
from ϑo by agent k. More generally, we define the set of indistinguishable
hypotheses (which we will refer to, for brevity, as indistinguishable set) for
each agent k as

Ik ≜
{
θ ∈ Θ\{ϑo} such that D(ℓk,ϑo ||ℓk,θ) = 0

}
. (7.2)

We also define the set of distinguishable hypotheses (referred to as distin-
guishable set) for agent k as

Dk ≜ Θ\
(
Ik ∪ {ϑo}

)
. (7.3)

As was done in Section 5.3, to enable all agents to learn the truth we
require the global identifiability condition formulated in Assumption 5.4.
That is, we assume that for each θ ̸= ϑo, there exists at least one agent
that is able to distinguish θ from ϑo.

Before establishing the convergence result, we introduce the following
assumption, which excludes the case where the true likelihood ℓk(x|ϑo) can
be constructed as a convex combination of the distinguishable likelihoods
ℓk(x|θ) for θ ∈ Dk.

Assumption 7.1 (Convex independent likelihoods). For each agent k whose
distinguishable set Dk is nonempty, the true likelihood ℓk,ϑo is not a convex
combination of the likelihoods {ℓk,θ}θ∈Dk of the distinguishable hypotheses. This
means that for all convex combination weights {q(θ)}θ∈Dk (i.e., nonnegative
weights such that

∑
θ∈Dk

q(θ) = 1), we have

ℓk,ϑo ̸=
∑
θ∈Dk

q(θ)ℓk,θ. (7.4)
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Assumption 7.1 is a sufficient condition that is useful to prove our
results. It is typically satisfied when the agents employ parametric families
of likelihoods, where different hypotheses are identified by different values of
the parameters. For example, in a Gaussian, exponential, or binomial family
it is not possible to represent one likelihood as the convex combination of
other likelihoods within the same family.

Thus, when the likelihoods belong to some structured parametric family,
Assumption 7.1 is typically satisfied. We now show that it can be satisfied
also in the somehow opposite case where the likelihoods are chosen in an
unstructured manner. Specifically, let Xk be a discrete finite set, and recall
that a probability mass function on Xk is a point lying in the probability
simplex ∆|Xk|. Assume that the likelihoods are picked uniformly at random
from the probability simplex. Then, when the cardinality of Xk is larger
than the cardinality of the distinguishable set Dk, the probability of picking
a set of likelihoods that violate Assumption 7.1 is zero. This is because:
i) the dimension of the probability simplex is d′ = |Xk| − 1, whereas the
dimension of the convex hull generated by |Dk| likelihoods is at most
d′′ = |Dk| − 1 < d′; and ii) if we pick some points uniformly at random
from a continuous space of dimension d′, the probability that they lie in a
given space of dimension d′′ < d′ is zero.

The next example shows one case where Assumption 7.1 is violated.

Example 7.1 (Discrete observation space with two elements). Consider a discrete
observation space Xk = {a, b}. For each θ ∈ Θ, the pmf

ℓk,θ = [ℓk(a|θ), ℓk(b|θ)] (7.5)

can be represented by a point (p1, p2) ∈ R2 — see Figure 7.1. More specifically, ℓk,θ
lies in ∆2, the probability simplex in R2, which is a line segment. Consider now three
hypotheses, θ1, θ2, θ3, for which agent k has three distinct likelihoods. It follows that one
of them must necessarily lie in between the other two likelihoods, as shown in Figure 7.1.
Referring to this figure, when ϑo = θ3 condition (7.4) would be violated.

7.2 Belief Convergence

For observations modeled as discrete random variables with finite support,
truth learning under arithmetic averaging is established in [131, Thm. 5],
without requiring Assumption 7.1. By introducing Assumption 7.1, in
the next theorem we are able to cover also the cases of discrete random
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Figure 7.1: Illustration for Example 7.1.

variables with infinite support and of continuous random variables. For
discrete random variables with finite support, the proof of the theorem
below constitutes an alternative (perhaps simpler) proof with respect to
the one offered in [131], albeit at the expense of introducing an additional
assumption.

Theorem 7.1 (Belief convergence). Let Assumptions 5.1, 5.3, 5.4, and 7.1 be
satisfied. If the network graph is connected, then for k = 1, 2, . . . ,K,

µk,t(ϑ
o) a.s.−−−→

t→∞
1. (7.6)

Before presenting the proof of Theorem 7.1, we introduce some relevant
intermediate results. We start by defining the following quantity for any
convex combination vector q ∈ ∆H :

dk(q) ≜ E log ℓk(xk,t|ϑo)∑
θ∈Θ

q(θ)ℓk(xk,t|θ)
, (7.7)

which is a KL divergence because i) the denominator is a pdf (or pmf) as
it is a convex combination of pdfs (or pmfs); and ii) under Assumption 5.3,
the expectation is computed considering the true likelihood ℓk(x|ϑo). Fur-
thermore, given the underlying probability space (Ω,F ,P), we introduce
the filtration (see Definition D.5) generated by the belief vectors of all
agents, namely, the sequence of sub-σ-fields

Ft ≜ σ
(
{µk,0}Kk=1, {µk,1}Kk=1, . . . , {µk,t}Kk=1

)
, t = 0, 1, . . . (7.8)
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Note that F0 = σ
(
{µk,0}Kk=1

)
= {∅,Ω} is the trivial σ-field, since we are

modeling the initial beliefs as deterministic.
Before proceeding with the analysis, it is important to remark that, as

was the case for geometric averaging, even under arithmetic averaging the
beliefs ψk,t(θ) and µk,t(θ) remain nonzero almost surely if Assumptions 5.1
and 5.2 are satisfied. In fact, we have already observed (see the discussion
before Theorem 5.1) that under Assumption 5.2 the likelihoods are almost-
surely positive, implying that i) the denominator in the Bayesian update
step (7.1a) is almost-surely positive; and ii) starting from a belief µk,t−1(θ)
that is nonzero at any θ, the intermediate belief ψk,t(θ) in (7.1a) is nonzero.
Now, since in view of point i) of Assumption 5.1 the combination matrix is
left stochastic, for each agent k there exists at least one agent j such that
ajk > 0 (see Definition 4.10). Thus, Eq. (7.1b) implies that µk,t(θ) > 0.
Moreover, since from point ii) in Assumption 5.1 the initial beliefs µk,0(θ)
are nonzero, positivity of the beliefs ψk,t(θ) and µk,t(θ) extends to all t by
induction. The aforementioned properties will be useful in the following
development, where we will work with log beliefs such as logµk,t(ϑo). Since
the beliefs are nonzero almost surely, the random variable logµk,t(ϑo) is
well-posed. Moreover, since belief vectors are probability vectors, we also
have µk,t(ϑo) < 1, which implies that logµk,t(ϑo) is a negative random
variable (recall that when we say that a random variable is negative we
mean that it is smaller than 0 almost surely).

Lemma 7.1 (Useful submartingale). Let Assumptions 5.1 and 5.3 be satisfied.
Assume that the network graph is connected, let v be the Perron vector associated
with the combination matrix A, and define the random variables, for t = 0, 1, . . .,

mt ≜
K∑
k=1

vk logµk,t(ϑ
o). (7.9)

Then the following properties hold:
i) For t = 1, 2, . . .,

E [mt|Ft−1] ≥ mt−1 +
K∑
k=1

vkdk(µk,t−1). (7.10)

ii) The sequence {mt}∞t=0 is a negative submartingale (see Definition D.6)
with respect to the filtration {Ft}∞t=0 in (7.8), and there exists a random
variable m∞ such that

mt
a.s.−−−→
t→∞

m∞. (7.11)

iii) The sequence of expected values Emt has a finite limit.
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Proof. Taking the logarithm of (7.1b), we can write

logµk,t(ϑ
o) = log

(∑
j∈Nk

ajkψj,t(ϑ
o)

)

(a)= log

∑
j∈Nk

ajk
µj,t−1(ϑo)ℓj(xj,t|ϑo)∑
θ∈Θ

µj,t−1(θ)ℓj(xj,t|θ)


(b)
≥
∑
j∈Nk

ajk log

 µj,t−1(ϑo)ℓj(xj,t|ϑo)∑
θ∈Θ

µj,t−1(θ)ℓj(xj,t|θ)


=
∑
j∈Nk

ajk logµj,t−1(ϑo) +
∑
j∈Nk

ajk log

 ℓj(xj,t|ϑo)∑
θ∈Θ

µj,t−1(θ)ℓj(xj,t|θ)

 , (7.12)

where in (a) we used (7.1a) and in (b) we used Jensen’s inequality (see Theorem C.5 and
in particular (C.10)) in view of the concavity of the logarithm. Taking the expectation
of the LHS and RHS of (7.12) conditioned on Ft−1 yields, for t = 1, 2, . . . ,

E
[
logµk,t(ϑ

o)|Ft−1
]

≥
∑
j∈Nk

ajk logµj,t−1(ϑo)

+
∑
j∈Nk

ajkE

log

 ℓj(xj,t|ϑo)∑
θ∈Θ

µj,t−1(θ)ℓj(xj,t|θ)

∣∣∣∣∣Ft−1

 . (7.13)

Assumption 5.3 implies that the observations at time t are independent of the past
observations, and, hence, of the previous-lag belief vector µj,t−1. Moreover, once we
condition on the filtration Ft−1, the random vector µj,t−1 is frozen. As a result, the
expectation on the second term on the RHS of (7.13) corresponds to a KL divergence
between the true likelihood ℓj,ϑo and a mixture of likelihoods

∑
θ∈Θ µj,t−1(θ)ℓj,θ. In

other words, using definition (7.7), the second term on the RHS of (7.13) can be
represented as ∑

j∈Nk

ajkdj(µj,t−1). (7.14)

In view of the definition of Nk from (4.1) and using (7.14), we can rewrite (7.13) as

E
[
logµk,t(ϑ

o)|Ft−1
]

≥
K∑
j=1

ajk logµj,t−1(ϑo) +
K∑
j=1

ajkdj(µj,t−1). (7.15)

Since the combination matrix A is left stochastic (see part i) of Assumption 5.1) and the
network graph is assumed to be connected, it follows from Definition 4.6 and Lemma 4.3
that A is an irreducible matrix with spectral radius ρ(A) = 1. From the Perron-Frobenius
theorem (Theorem 4.1) it follows that we can define the Perron vector v, which, we
recall, has positive entries and satisfies the relation

Av = v. (7.16)
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Expanding this equation in terms of the individual entries of Av and v, we get

K∑
k=1

ajkvk = vj , j = 1, 2, . . . ,K. (7.17)

Multiplying both sides of (7.15) by vk, summing over k, and using (7.17) yields (7.10),
which proves part i) of the lemma.

To prove part ii), observe that the nonnegativity of the KL divergence implies
dk(µk,t−1) ≥ 0; it then follows from part i) that

E [mt|Ft−1] ≥ mt−1. (7.18)

Note that mt is a negative random variable since the entries of the Perron vector are
positive and all the beliefs are almost surely strictly less than 1 — see the discussion
before the statement of the theorem. Taking the expectation of both sides of (7.18), we
can write

0 > Emt ≥ Emt−1 ≥ · · · ≥ m0, (7.19)

which implies that mt has finite mean for t = 0, 1, . . . (note that m0 is finite since
the initial beliefs are nonzero in view of point ii) in Assumption 5.1). Therefore, in
view of (7.18), we conclude that the sequence {mt}∞t=0 is a negative submartingale (see
Definition D.6). Then part ii) follows from the martingale convergence theorem — see
in particular Corollary D.1. Finally, part iii) follows from (7.19), which implies that
the sequence of expectations is a convergent sequence (since it is nondecreasing and
bounded from above).

■

Lemma 7.2 (All agents discard the distinguishable hypotheses). Let Assump-
tions 5.1, 5.3, and 7.1 be satisfied, and assume that the network graph is
connected, with a combination matrix A having Perron vector v. Then, for
k = 1, 2, . . . ,K and for all θ ∈ Dk,

µk,t(θ)
p−−−→

t→∞
0. (7.20)

Proof. Under the considered assumptions, we can use the results from Lemma 7.1.
Taking the expectation in (7.10), we get

Emt ≥ Emt−1 +
K∑
k=1

vkEdk(µk,t−1). (7.21)

Using (7.21) along with the fact that the KL divergence is nonnegative, we see that

0 ≤
K∑
k=1

vkEdk(µk,t−1) ≤ Emt − Emt−1, (7.22)
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which, in view of part ii) of Lemma 7.1, implies that the RHS of (7.22) converges to 0.
Therefore, we can apply the squeeze (or sandwich) theorem [144, Thm. 3.19] to (7.22),
obtaining

lim
t→∞

K∑
k=1

vkEdk(µk,t−1) = 0. (7.23)

Since vk > 0 for all k and dk(µk,t−1) is a nonnegative random variable, it follows that

lim
t→∞

Edk(µk,t−1) = 0, (7.24)

which means that dk(µk,t−1) converges to 0 in the 1st mean, i.e., in the L1 norm —
see Definition D.3. In view of (D.17), this implies that dk(µk,t−1) converges to 0 in
probability, namely,

dk(µk,t−1) p−−−→
t→∞

0 (7.25)

for k = 1, 2, . . . ,K. Using Pinsker’s inequality (Theorem C.7) we can lower bound the
KL divergence dk(µk,t−1) and write

dk(µk,t−1) ≥ 1
2D

2
TV

(
ℓk,ϑo ,

∑
θ∈Θ

µk,t−1(θ)ℓk,θ

)
, (7.26)

where the symbol DTV denotes the total variation distance, whose expression is provided
in Definition C.1.

Consider now an agent k for which |Dk| > 0. Letting

q(θ) =
µk,t−1(θ)∑

θ′∈Dk

µk,t−1(θ′)
, θ ∈ Dk, (7.27)

we can write

ℓk(xk,t|ϑo) −
∑
θ∈Θ

µk,i−1(θ)ℓk(xk,t|θ)

=

(
1 −

∑
θ∈Ik∪{ϑo}

µk,i−1(θ)

)
ℓk(xk,t|ϑo) −

∑
θ∈Dk

µk,i−1(θ)ℓk(xk,t|θ)

=

(
ℓk(xk,t|ϑo) −

∑
θ∈Dk

q(θ)ℓk(xk,t|θ)

) ∑
θ′∈Dk

µk,i−1(θ′), (7.28)

which, in view of the formulas for the total variation distance in Definition C.1, implies

DTV

(
ℓk,ϑo ,

∑
θ∈Θ

µk,t−1(θ)ℓk,θ

)

=

∣∣∣∣∣ ∑
θ∈Dk

µk,t−1(θ)

∣∣∣∣∣×DTV

(
ℓk,ϑo ,

∑
θ∈Dk

q(θ)ℓk,θ

)
. (7.29)

We now show that the total variation distance appearing on the RHS is lower bounded
by a strictly positive value dmin. Let w be a vector belonging to the probability simplex
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∆|Dk|. Denote the entries of w by w(θ), for θ ∈ Dk, and consider the total variation
distance

DTV

(
ℓk,ϑo ,

∑
θ∈Dk

w(θ)ℓk,θ

)
= g(w) (7.30)

regarded as a function of w. It is readily verified that g(w) is continuous with respect to
w. We want to characterize the infimum of g(w) over ∆Dk . Since the probability simplex
is a compact set (i.e., it is closed and bounded), from the extreme value theorem [144],
the infimum of g(w) over ∆Dk is in fact a minimum that is attained at some point(s) of
the set. Denoting by dmin this minimum, we must have g(w) = dmin for some w ∈ Dk.
Since the total variation distance is nonnegative, dmin ≥ 0. Now, if dmin = 0, then the total
variation in (7.30) would be equal to 0 for some w ∈ Dk. This would mean ℓk,ϑo could be
written as a convex combination of the likelihoods {ℓk,θ}θ∈Dk , violating Assumption 7.1.
We conclude that dmin > 0.

In summary, we have shown that g(w) ≥ dmin > 0 for all w ∈ Dk. As a result, the
total variation distance appearing on the RHS of (7.29) can be lower bounded as follows:

DTV

(
ℓk,ϑo ,

∑
θ∈Dk

q(θ)ℓk,θ

)
≥ dmin > 0. (7.31)

Combining (7.26), (7.29), and (7.31), we obtain

dk(µk,t−1) ≥ d2
min
2

∣∣∣∣∣∑
θ∈Dk

µk,t−1(θ)

∣∣∣∣∣
2

. (7.32)

Since dmin is positive, we conclude from (7.25) that, for k = 1, 2, . . . ,K and for all
θ ∈ Dk,

µk,t(θ)
p−−−→

t→∞
0. (7.33)

■

Lemma 7.3 (All agents learn the truth in probability). Let Assumptions 5.1,
5.3, 5.4, and 7.1 be satisfied. If the network graph is connected, then for k =
1, 2, . . . ,K,

µk,t(ϑ
o) p−−−→

t→∞
1, (7.34)

where we remark that the convergence holds in probability (while in Theorem 7.1
we strengthen this result by proving almost-sure convergence).

Proof. We start by showing that, for an agent k and a hypothesis θ, we have

µk,t(θ)
p−−−→

t→∞
0, (7.35)

then the same result holds for all other agents in the network.
Using (7.1b), under condition (7.35) we can write

µk,t(θ) =
∑
j∈Nk

ajkψj,t(θ)
p−−−→

t→∞
0. (7.36)
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Now, let 0 < ε < 1. Since ajk > 0 for j ∈ Nk, and since ψj,t(θ) is nonnegative, then for
all j ∈ Nk the following implication holds:

ajkψj,t(θ) > ε =⇒
∑
j∈Nk

ajkψj,t(θ) > ε. (7.37)

This further implies that

P
[
ajkψj,t(θ) > ε

]
≤ P

[∑
j∈Nk

ajkψj,t(θ) > ε

]
(7.38)

for all j ∈ Nk, and using (7.36) in (7.38) we conclude that

ψj,t(θ)
p−−−→

t→∞
0. (7.39)

Now we would like to show that the convergence result in (7.39) holds for µj,t(θ) as
well. Actually, we would not need to prove this result when θ ∈ Dj , since in this case
we already know from Lemma 7.2 that µj,t(θ) converges to 0 in probability. However,
the following derivation holds for any θ. In view of (7.1a), the belief µj,t−1(θ) can be
represented as

µj,t−1(θ) = ψj,t(θ)
∑
θ′∈Θ

µj,t−1(θ′) ℓj(xj,t|θ
′)

ℓj(xj,t|θ)

≤ ψj,t(θ)
∑
θ′∈Θ

ℓj(xj,t|θ′)
ℓj(xj,t|θ)

. (7.40)

Observe that the random variable defined by the sum in (7.40) has constant distribution
over time, and that ψj,t(θ) vanishes in probability in view of (7.39). Therefore, we can
apply Slutsky’s theorem (in particular, Eq. (D.38) in Theorem D.4) to the RHS of (7.40),
concluding that µj,t(θ)

p−−−→
t→∞

0 for all j ∈ Nk.
In summary, we have shown that the following implication holds

µk,t(θ)
p−−−→

t→∞
0 =⇒ µj,t(θ)

p−−−→
t→∞

0 ∀j ∈ Nk. (7.41)

Consider now the neighbors j′ ∈ Nj of an agent j ∈ Nk. Repeating the same steps used
to prove the implication in (7.41), we get

µj,t(θ)
p−−−→

t→∞
0 =⇒ µj′,t(θ)

p−−−→
t→∞

0 ∀j′ ∈ Nj . (7.42)

Since the network graph is assumed to be connected, we can repeat this process so as to
reach all agents in the network, finally establishing that

if µk,t(θ)
p−−−→

t→∞
0 for an agent k, then µj,t(θ)

p−−−→
t→∞

0 for j = 1, 2, . . . ,K. (7.43)

Let us now consider an agent k for which Dk is nonempty. Such an agent must necessarily
exist in view of Assumption 5.4. From Lemma 7.2 we know that

µk,t(θ)
p−−−→

t→∞
0 ∀θ ∈ Dk. (7.44)
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In view of (7.43), this implies that µj,t(θ)
p−−−→

t→∞
0 for j = 1, 2, . . . ,K and for all θ ∈ Dk.

Repeating the above argument for all agents with nonempty distinguishable set Dk, we
have that

µj,t(θ)
p−−−→

t→∞
0 (7.45)

for j = 1, 2, . . . ,K and for all θ ∈
⋃K

k=1 Dk. Since Assumption 5.4 imposes that all
hypotheses θ ≠ ϑo are distinguishable for at least one agent, it follows that

⋃K

k=1 Dk =
Θ\{ϑo}, which, in view of (7.45), means that, for all agents, the beliefs about the false
hypotheses vanish in probability. Therefore, all agents learn the truth in probability,
and the proof is complete.

■

Proof of Theorem 7.1. Lemma 7.3 ensures that the whole network learns the truth in
probability. Therefore, we have that

K∑
k=1

vk logµk,t(ϑ
o) p−−−→

t→∞
0. (7.46)

Using part ii) of Lemma 7.1, and since almost-sure convergence implies convergence in
probability, we have that

K∑
k=1

vk logµk,t(ϑ
o) a.s.−−−→

t→∞
0. (7.47)

Since vk > 0 and logµk,t(ϑo) < 0, it follows that

logµk,t(ϑ
o) a.s.−−−→

t→∞
0, (7.48)

which is equivalent to
µk,t(ϑ

o) a.s.−−−→
t→∞

1, (7.49)

and the proof of Theorem 7.1 is complete.
■

To illustrate the result of Theorem 7.1, we introduce the following
example.

Example 7.2 (Truth learning under arithmetic averaging). We consider the same setting
used in Example 5.4, which is now briefly summarized. The network graph is reported in
Figure 7.2 (it is undirected and all agents are assumed to have a self-loop, not shown in
the figure). On top of this graph, a combination matrix is built by using the Metropolis
combination rule — see Table 4.1.

The agents have common likelihood models, i.e., ℓk(x|θ) = ℓ(x|θ) for all k, and ℓ(x|θ)
is a unit-variance Gaussian pdf with mean νθ = θ, for θ ∈ Θ = {1, 2, 3} — see the top
right panel of Figure 7.2. The network operates under the objective evidence model
(Assumption 5.3), with the true underlying hypothesis being ϑo = 1.
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Figure 7.2: (Top left) Network topology used in Example 7.2. The graph is undirected and all
agents are assumed to have a self-loop, not shown in the figure. (Top right) Likelihood models.
(Bottom) Belief evolution over 40 iterations for agents 1, 5, and 9. We see that, as t grows, the
agents place their full belief mass on the true hypothesis ϑo = 1.

While in Example 5.4 the agents used geometric averaging, in the present example
they implement the social learning strategy with arithmetic averaging seen in (7.1a) and
(7.1b).

In the bottom panels of Figure 7.2, we plot the belief evolution for agents 1, 5, and 9
over 40 iterations. We see that all agents agree asymptotically on the true hypothesis
ϑo, as predicted by Theorem 7.1.



Chapter 8

Adaptive Social Learning

We have seen in Chapter 5 that, as the amount of streaming data grows,
the belief vector converges to an ideal belief vector that places unit mass on
the true hypothesis (or on the hypothesis corresponding to the minimizer
of the network average of KL divergences). In other words, if the amount of
streaming data is sufficiently large, maximum credibility is assigned to the
target hypothesis whereas no credibility is assigned to other hypotheses.
Remarkably, the learning performance continues to improve steadily as
more evidence is collected, and we know from (5.9) that the convergence to
the ideal belief is exponentially fast. Such continuous improvement has a
subtle and often overlooked effect of making the agents stubborn and unable
to react quickly enough to drifts in the underlying operational conditions
(such as a changing target hypothesis). This is a serious limitation, both
from design and behavioral perspectives. From the design viewpoint, there
are several applications where adaptation is a critical requirement for
the deployment of learning systems in highly dynamic and uncertain
environments. From the behavioral viewpoint, we would like the social
learning models to capture the cognitive abilities of groups of animals or
humans, who tend to adapt well to changing conditions.

8.1 Stubbornness of Agents

Let us illustrate the slow reaction time to drifts in the environment by
applying the social learning algorithm (3.16) to a problem involving weather
forecasting, with three possible hypotheses: sunny, cloudy, and rainy.

Consider 10 agents linked by a connected graph and assume that the
streaming observations collected by the agents drive them to believe that
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Figure 8.1: Traditional social learning strategy — see listing (3.16). (Top) Evolution of the
weather state. The state drifts at time 200 from “sunny” to “rainy”. (Center) Belief evolution
for agent 1. (Bottom) The instantaneous decision of agent 1, taken by choosing the hypothesis
that maximizes the belief at the current instant. We see that traditional social learning is not
able to adapt to the new state of nature: It takes until about time 580 to correctly identify the
“rainy” state (blue), after having assigned for a long intermediate period maximal belief to a
wrong state, namely, the “cloudy” state (green).

“tomorrow will be sunny.” In this way, their belief vectors will converge to
place maximal mass on the state corresponding to sunny weather. After
some time, the observations available for the decision evolve in response
to changes in meteorological conditions, with the most recent evidence
suggesting that “tomorrow will be rainy.” In this case, the agents will
unfortunately show some significant inertia to changing their beliefs to
place maximal mass on the state corresponding to rainy weather.

This effect is illustrated in Figure 8.1, where we display the time
evolution of the true1 state (top), the beliefs of agent 1 (center), and its
decisions (bottom). Similar behavior can be observed for the other agents.
In line with the evidence suggested by the initial set of data, the belief

1To avoid confusion, note that in a weather forecasting problem, data are collected at a
certain time instant to predict the weather state relative to a future time instant, e.g., one day
ahead. Accordingly, when we say that the true state changes from sunny to rainy at time t,
we do not mean that it is actually starting to rain at time t. We mean instead that the data
collected at time t are compatible with the statistical model corresponding to rainy weather,
rather than sunny weather.
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mass assigned to the hypothesis “sunny” (see the yellow curve) becomes
close to 1 after a few iterations, i.e., the network arrives quickly at the
correct determination about the state of nature.

The state of nature changes to rainy at instant t = 200, but a long
time passes before the agent perceives the drift. The belief starts to change
only at t ≈ 350, when, however, the agent still does not detect the true
state. Indeed, it first transitions to believing that it is cloudy (green curve)
before switching to believing that it is rainy (blue curve) many iterations
later, at t ≈ 580. This example shows that, under the traditional social
learning strategy (3.16), the agents are not able to react sufficiently fast
and to adapt their beliefs to track drifts in the environment. While they
are able to learn very well until the change, they show a delayed reaction
after the change, needing many iterations to overcome their stubbornness
and opt for the correct hypothesis.

8.2 Adaptive Update

In order to instill adaptation into the social learning algorithm, we must
make it more reactive to the incoming data and less dependent on the
past beliefs. Referring back to the general scheme for non-Bayesian social
learning in Figure 3.3, the step where the algorithm blends past and new
information is the update step. We recall that the goal of this step, for
each agent k at time t, is to modify the past belief vector µk,t−1 into an
intermediate belief vector ψk,t by incorporating the likelihood ℓk(xk,t|θ)
of the new data sample xk,t. For this task, the traditional social learning
algorithm (3.16) relies on a Bayesian update with prior µk,t−1 and likelihood
ℓk(xk,t|θ), namely,

ψk,t(θ) = µBu
k,t(θ) ≜

µk,t−1(θ)ℓk(xk,t|θ)∑
θ′∈Θ

µk,t−1(θ′)ℓk(xk,t|θ′)
. (8.1)

We illustrated in Figure 8.1 that this learning approach infuses some
stubbornness into the behavior of the agents. Therefore, to construct an
adaptive social learning algorithm, we now focus on modifying the update
rule (8.1) by adjusting the computation of the intermediate belief vector
ψk,t.

To this end, we will make use of another belief vector similar to the one
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introduced in (2.67), namely,

µlik
k,t(θ) ≜

ℓk(xk,t|θ)∑
θ′∈Θ

ℓk(xk,t|θ′)
. (8.2)

We referred to this belief as the “likelihood” posterior since it basically
turns the likelihood into a belief by suitable normalization. Note that the
belief vector µlik

k,t corresponds to a Bayesian update similar to (8.1), albeit
obtained with a uniform prior that gives equal preference to all hypotheses
(i.e., by replacing µk,t−1(θ) in (8.1) with 1/H). Comparing (8.2) with (8.1),
we see that (8.2) ignores the past belief and relies solely on the new data.
This property of µlik

k,t will be exploited in the next sections to construct a
social learning strategy that is more reactive to new data.

In this construction, we will follow the approach used in Section 2.3,
where we showed that the Bayesian posterior is the minimizer of cost
functions based on information-theoretic measures. The new update rule
will rely on suitable modifications of these cost functions, which infuse the
learning algorithm with an adaptation capability. In particular, we will
propose two approaches and interpretations, which will lead to the same
adaptive rule.

8.2.1 Adaptive Update: First Approach

In traditional social learning, the intermediate belief vector ψk,t is obtained
through a Bayesian update, i.e., it is computed using (8.1). As a result,
ψk,t is obviously the solution to the optimization problem

ψk,t = µBu
k,t = arg min

p∈∆H

D
(
p∥µBu

k,t

)
. (8.3)

One way to induce faster reaction to new data is to modify this construction
by combining two different KL divergences: One divergence is based on
the Bayesian update µBu

k,t (which accounts for past information through
the past belief vector µk,t−1, and for new data through the likelihood) and
another divergence is based on the “likelihood” posterior µlik

k,t (which, as
already mentioned, employs only new data). Specifically, we now seek to
construct ψk,t by considering instead

ψk,t ≜ arg min
p∈∆H

{
(1− δ)D

(
p||µBu

k,t

)
+ δD

(
p||µlik

k,t

)}
, (8.4)

where 0 < δ < 1 is a weight used to tune the degree of adaptation of the
resulting update rule. We see from (8.4) that, when δ → 0, we recover the
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Bayesian update (8.3). In comparison, as δ moves away from zero, the role
of D(p||µlik

k,t) is magnified. This is one way to promote adaptation by giving
more relevance to new evidence and depressing the convictions arising
from the past. The extreme case δ = 1 would correspond to ψk,t = µlik

k,t,
i.e., to a social learning algorithm that throws away the past information
at each time instant. Such algorithm would push adaptation to the limit,
in the sense that the beliefs at time t would depend only on the data
observed at time t, without exploiting more fully the information collected
over previous time instants. In the next section we will comment more
closely on the choice of δ and its impact on the trade-off between learning
performance and adaptation capacity.

It is possible to solve (8.4) and obtain a closed-form expression for the
intermediate belief vector. Indeed, through straightforward manipulations
we can write

(1− δ)D(p||µBu
k,t) + δD(p||µlik

k,t)

= (1− δ)
∑
θ∈Θ

p(θ) log p(θ)
µk,t−1ℓ(xk,t|θ)

+ δ
∑
θ∈Θ

p(θ) log p(θ)
ℓ(xk,t|θ)

+ const.

=
∑
θ∈Θ

p(θ) log
(

p(θ)
µk,t−1ℓ(xk,t|θ)

)1−δ

+
∑
θ∈Θ

p(θ) log
(

p(θ)
ℓ(xk,t|θ)

)δ
+ const.

=
∑
θ∈Θ

p(θ) log p(θ)
µ1−δ
k,t−1ℓ(xk,t|θ)

+ const.

=
∑
θ∈Θ

p(θ) log p(θ)
µ1−δ
k,t−1(θ)ℓ(xk,t|θ)∑

θ′∈Θ
µ1−δ
k,t−1(θ′)ℓ(xk,t|θ′)︸ ︷︷ ︸

KL divergence

+ const. (8.5)

The constant terms collect quantities that do not depend on p. According
to (8.5), we can nullify the final KL divergence and, hence, minimize the
cost function in (8.4), with the unique choice

ψk,t(θ) =
µ1−δ
k,t−1(θ)ℓ(xk,t|θ)∑

θ′∈Θ µ
1−δ
k,t−1(θ′)ℓ(xk,t|θ′)

. (8.6)
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Compared with (8.1), we now see that the past belief µk,t−1(θ) is raised to
the power 1− δ.

8.2.2 Adaptive Update: Second Approach

We can motivate the same construction (8.6) by following an alternative
argument. Referring back to (2.72), we know that the Bayesian update
(8.1) for the intermediate belief is also the result of solving the following
optimization problem

ψk,t = µBu
k,t = arg min

p∈∆H

{
H(p, µk,t−1) +D(p||µlik

k,t)
}

(8.7)

formulated in terms of: i) the cross-entropy H(p, µk,t−1) between the
candidate belief vector p and the past belief vector µk,t−1; and ii) the KL
divergence D(p||µlik

k,t) between p and the “likelihood” posterior µlik
k,t in (8.2).

Again, in order to endow this construction with an adaptation ability, we
incorporate weighting and modify (8.7) into

ψk,t = arg min
p∈∆H

{
(1− δ)H(p, µk,t−1) +D(p||µlik

k,t)
}
, (8.8)

with 0 < δ < 1. As was the case before, this choice for the weighting allows
us to recover the traditional Bayesian update (8.1) when δ → 0, and the
limiting solution ψk,t = µlik

k,t when δ = 1. As δ moves away from zero, the
cross-entropy term that incorporates the past information (through the
past belief vector µk,t−1) is given progressively less importance. In this way,
we enhance the role of the new information, which is incorporated into the
KL divergence involving the belief µlik

k,t (which depends solely on the new
data). We can also solve (8.8) in closed form by means of the following
manipulations:

(1− δ)H(p, µk,t−1) +D(p||µlik
k,t)

= (1− δ)
∑
θ∈Θ

p(θ) log 1
µk,t−1(θ) +

∑
θ∈Θ

p(θ) log p(θ)
µlik
k,t(θ)

= (1− δ)
∑
θ∈Θ

p(θ) log 1
µk,t−1(θ) +

∑
θ∈Θ

p(θ) log p(θ)
ℓ(xk,t|θ)

+ const.

=
∑
θ∈Θ

p(θ) log 1
µ1−δ
k,t−1(θ)

+
∑
θ∈Θ

p(θ) log p(θ)
ℓ(xk,t|θ)

+ const.

=
∑
θ∈Θ

p(θ) log p(θ)
µ1−δ
k,t−1(θ)ℓ(xk,t|θ)

+ const.
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Figure 8.2: An example illustrating why (8.10) is a flattened version of µk,t−1.

=
∑
θ∈Θ

p(θ) log p(θ)
µ1−δ
k,t−1(θ)ℓ(xk,t|θ)∑

θ′∈Θ µ1−δ
k,t−1(θ′)ℓ(xk,t|θ′)︸ ︷︷ ︸

KL divergence

+ const. (8.9)

It follows that the optimal solution to (8.8) coincides with (8.6).

8.2.3 Interpretation as a Bayesian Update

It is possible to show that (8.6) corresponds to a Bayesian update applied
to a modified prior. To this end, we decompose (8.6) into two steps. First,
agent k uses the past belief µk,t−1(θ) to construct a new belief as follows:

µ̂k,t−1(θ) =
µ1−δ
k,t−1(θ)∑

θ′∈Θ
µ1−δ
k,t−1(θ′)

, (8.10)

where the normalization is meant to ensure that µ̂k,t−1 is a probability
vector. Second, agent k applies Bayes’ rule by taking as the prior the
modified belief vector µ̂k,t−1, yielding

ψk,t(θ) = µ̂k,t−1(θ)ℓk(xk,t|θ)∑
θ′∈Θ

µ̂k,t−1(θ′)ℓk(xk,t|θ′)
. (8.11)

These two steps combined are equivalent to (8.6). The exponentiation and
normalization in (8.10) has the physical meaning of flattening the belief
vector, i.e., of making it more uniform across θ, as shown in Figure 8.2 for
two values of δ. In this way, if an agent had a particularly peaked belief
around a certain hypothesis, perhaps due to a bias accumulated over time,
flattening the belief helps give more credit to new data.
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8.2.4 Adaptive Social Learning

Referring back to Figure 3.3, we can now use the adaptive rule (8.6) in
the general update block, in place of the traditional Bayesian update that
was used before. For the combination rule we focus on geometric averaging.
The resulting social learning algorithm is detailed in listing (8.13). By
grouping the update and combination steps, the overall belief evolution
can be represented in the following compact form:

µk,t(θ) ∝
∏
j∈Nk

[
µ1−δ
j,t−1(θ)ℓ(xj,t|θ)

]ajk
. (8.12)

This recursion replaces (5.2) and is referred to as the adaptive social
learning (ASL) strategy. It was originally proposed in [25], where it is
also possible to find an alternative form for the update step that will be
discussed later in Section 8.5.

Adaptive social learning (ASL)
start from the prior belief vectors µk,0 for k = 1, 2, . . . ,K
choose an adaptation parameter δ, with 0 < δ < 1
for t = 1, 2, . . .∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣

for k = 1, 2, . . . ,K∣∣∣∣∣∣∣∣∣∣∣

agent k observes xk,t
for θ = 1, 2, . . . , H∣∣∣∣∣ ψk,t(θ) =

µ1−δ
k,t−1(θ)ℓk(xk,t|θ)∑

θ′∈Θ
µ1−δ
k,t−1(θ′)ℓk(xk,t|θ′)

end

(self-learning)

end

for k = 1, 2, . . . ,K∣∣∣∣∣∣∣∣∣
for θ = 1, 2, . . . , H∣∣∣∣∣ µk,t(θ) =

∏
j∈Nk

[ψj,t(θ)]ajk∑
θ′∈Θ

∏
j∈Nk

[ψj,t(θ′)]ajk

end

(cooperation)

end
end

(8.13)

8.3 Learning versus Adaptation

In the social learning framework discussed in Chapter 5, a stationary setting
is assumed, where the streaming observations collected by the agents are
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generated from fixed models {fk}, and all relevant system attributes (e.g.,
network topology, likelihood models) do not change over time. The goal of
the social learning strategy was to maximize the belief about the target
model ϑ⋆ that provides the best explanation for the data. In comparison,
under an adaptive setting where the system attributes can change over time,
the learning algorithm now needs to satisfy at least two requirements. While
effective learning (i.e., convergence) must be guaranteed under stationary
conditions, it is also critical to guarantee adaptation (i.e., tracking) under
drifting conditions, such as drifting of ϑ⋆. Therefore, an adaptive social
learning algorithm should allow agents to react more readily to these drifts
and start learning under the new conditions, within a tolerable reaction
time.

The trade-off between learning and adaptation translates into a trade-off
between steady-state performance (how well an algorithm learns) and con-
vergence rate (how fast it learns during its transient phase). As is typical
of adaptive strategies, an algorithm with faster convergence properties is
able to track better albeit at the expense of worse learning performance.
A systematic analysis of the learning/adaptation trade-off requires us to
define more formally the concepts of learning and adaptation, and to
develop a proper technical framework in order to quantify this trade-off.

Learning. In our context, “learning” means “guessing the right model”
after sufficient time. As we have explained in the previous chapters, the
right model is formally identified by a target hypothesis ϑ⋆ that minimizes
a suitable cost function providing a degree of fitting between the data (i.e.,
the underlying true generative models) and the likelihood models employed
by the agents. The learning performance of a social learning algorithm is
assessed by means of a steady-state analysis, where the statistical conditions
are assumed to remain stationary and the amount of data is sufficiently
large to neglect transient effects related to the initial state. The analysis
then focuses on evaluating the probability that an agent guesses the target
hypothesis ϑ⋆.

In Chapter 5 we showed that traditional social learning with geometric
averaging (see listing (3.16)) enables all agents to learn the desired target
with vanishing error probability. We will see that this is not the case
for the ASL strategy. A residual error probability remains over time, and
it depends on δ. The analysis in Chapter 9 will quantify the size of this error.
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Adaptation. When the generative models or other system attributes
change during the learning process, the social learning algorithm will need
to react to these drifts so as to guarantee proper learning and tracking
under the new conditions. The adaptation ability of the algorithm will
be measured by how long it takes to reach the steady-state regime corre-
sponding to these new conditions. This stage of the algorithm is usually
referred to as the transient phase, and the time to reach the steady-state
regime is called the adaptation time. A detailed analysis of the transient
phase of the ASL strategy will be carried out in Chapter 10.

8.4 Adaptive Setting

In Chapters 5 and 6 we characterized the learning behavior of nonadaptive
social learning with geometric averaging. Here and in the next two chapters,
we will be dealing with the learning behavior of the ASL strategy. The
derivations in the aforementioned chapters (see for example Theorem 5.1)
exploited the recursive form in (5.11), whose converging behavior was
established by applying the strong law of large numbers. Unfortunately, for
the ASL strategy in (8.12), the introduction of the adaptation parameter δ
changes completely the picture. In fact, we will see that the beliefs µk,t(θ)
will no longer converge to deterministic values (such as 1 or 0) as t→∞.
They will converge instead to random variables (we will see later that
such randomness plays a critical role in enabling adaptation and tracking).
The characterization of these random variables and the associated error
probability will be demanding. We start by defining the observational
model used to study adaptive social learning.

Definition 8.1 (Observational model for adaptive social learning). Assume that
the ASL algorithm in listing (8.13) has been running until a certain time t0, after
which the system conditions (e.g., the true model) change.2 Then, adaptation
is quantified by characterizing the transient phase, starting at t0 + 1, that the
system undergoes before reaching the steady state. To examine the steady-state
behavior (as t → ∞), we assume that from t0 + 1 onward the system remains
stationary. Specifically, each agent k = 1, 2, . . . ,K at time t = t0 + 1, t0 + 2, . . .
receives a data sample xk,t. The collections of K samples across the agents,
{x1,t,x2,t, . . . ,xK,t}, are assumed iid over time. The probability (density or
mass) function of xk,t is denoted by fk. To perform social learning, agent k
employs likelihood models {ℓk,θ}θ∈Θ of the same nature as fk (namely, for all
θ ∈ Θ, ℓk,θ is a pdf if fk is a pdf, and a pmf otherwise).
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Due to the structure of the recursion in (8.12), to examine it from
t0 + 1 onward we do not need all the past belief vectors, but only the
belief vectors {µk,t0}Kk=1. Moreover, by examining (8.12), and from the
same argument used in the proof of Theorem 5.1, it is straightforward to
see that if the algorithm is initialized with a belief vector placing nonzero
mass on all θ ∈ Θ, the belief will remain nonzero at any θ during the
algorithm evolution (with probability 1). This implies that the condition
of positive initial beliefs that we have been using so far can be translated
into the assumption of positive beliefs at t0. For convenience of notation
and without loss of generality, in the following analysis we set t0 = 0.

8.4.1 Steady-State Error Probabilities

In Chapter 5 we were able to establish exact convergence, as t→∞, of the
traditional social learning strategy (5.2) to the target hypothesis ϑ⋆. Now,
because of the adaptation requirement, even when t → ∞ there will be
a nontrivial probability of arriving at an erroneous decision. Accordingly,
we need to introduce an error probability that will be useful: i) in the
steady-state analysis, to quantify the learning performance; and ii) in the
transient analysis, to measure the adaptation time.3

We thus introduce the steady-state error probability

pk(δ) ≜ lim
t→∞

pk,t, (8.14)

where we made explicit the dependence on δ of the limiting probability
since in the following we will examine its behavior as δ → 0. There are
two fundamental questions related to the concept of steady-state error
probability. The first question regards its existence, which in principle is
not guaranteed. Theorem 9.1 will provide an affirmative answer to this
question by characterizing the steady-state behavior of the log belief ratios.
The second question regards the evaluation of pk(δ). An exact evaluation
is generally a formidable task. Therefore, to tackle this critical problem, in
Chapter 9 we will perform an asymptotic analysis in the regime of small δ.

2Actually, for our analysis to hold, it is not required that a change occurs at t0 + 1. In other
words, t0 can be any arbitrary time instant. However, in adaptive social learning we are mainly
interested in examining what happens after a change.

3Other metrics to quantify learning and adaptation are possible. For example, in the theory
of quickest detection, usual metrics are the rate of false alarms (which in our setting can be
connected to the average number of samples between mistakenly chosen hypotheses in steady
state), and the expected time to detect a change (which in our setting can be connected to the
adaptation time) [14, 141, 163].
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Figure 8.3: Illustrative example showing the evolution of the error probability of two agents in
a network running the ASL algorithm.

In Figure 8.3 we show an example of evolution for the error probability
pk,t (estimated empirically via Monte Carlo simulation) of two agents
in a network implementing the ASL strategy (8.12). We see that the
instantaneous error probability pk,t converges toward a steady-state nonzero
value pk(δ) as t increases. It is useful to remark that this behavior is different
from that of traditional social learning studied in Chapter 5 where, under
stationary conditions, the error probability of each agent was shown to
vanish as time elapses. This is one instance of the learning/adaptation
trade-off: Nonadaptive strategies can increase their accuracy indefinitely
under stationary conditions. However, astronomically low values of the error
probabilities lead to a detrimental inertia in responding to nonstationary
conditions.

8.5 Variation on ASL

Another adaptive rule can be obtained in lieu of (8.6) by revisiting the
information-theoretic approach used in Section 8.2.1. The modification
consists of replacing the Bayesian update µBu

k,t that was used in the opti-
mization problem (8.4), with the previous-lag belief µk,t−1, yielding

ψk,t = arg min
p∈∆H

{
(1− δ)D(p||µk,t−1) + δD(p||µlik

k,t)
}
, (8.15)

where, as usual, 0 < δ < 1. Note that, while for δ → 0 the adaptive
rule arising from (8.4) led back to the traditional Bayesian update, the
alternative rule (8.15) will instead ignore the new data and stick to the
old belief vector µk,t−1.
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We can solve (8.15) to get a closed-form expression for the intermediate
belief vector. To this end, we manipulate the cost function in (8.15) as
follows:

(1− δ)D(p||µk,t−1) + δD(p||µlik
k,t)

= (1− δ)
∑
θ∈Θ

p(θ) log p(θ)
µk,t−1(θ) + δ

∑
θ∈Θ

p(θ) log p(θ)
ℓ(xk,t|θ)

+ const.

=
∑
θ∈Θ

p(θ) log
(

p(θ)
µk,t−1(θ)

)1−δ

+
∑
θ∈Θ

p(θ) log
(

p(θ)
ℓ(xk,t|θ)

)δ
+ const.

=
∑
θ∈Θ

p(θ) log p(θ)
µ1−δ
k,t−1(θ)ℓδ(xk,t|θ)

+ const.

=
∑
θ∈Θ

p(θ) log p(θ)
µ1−δ
k,t−1(θ)ℓδ(xk,t|θ)∑

θ′∈Θ
µ1−δ
k,t−1(θ′)ℓδ(xk,t|θ′)︸ ︷︷ ︸

KL divergence

+ const. (8.16)

and we conclude that the cost function is minimized by the choice
ψk,t(θ) ∝ µ1−δ

k,t−1(θ)ℓδ(xk,t|θ). (8.17)
Compare now (8.17) with (8.6). Both rules discount the past belief µk,t−1(θ)
by raising it to the power 1 − δ (recall that 0 < δ < 1). The fundamen-
tal difference is that in (8.17) the likelihood ℓ(xk,t|θ) is also discounted,
since it is raised to the power δ. Note that, while (as was explained in
Section 8.2.3) Eq. (8.6) can be interpreted as a Bayesian update with
modified prior, this is no longer true for (8.17). This is because the integral
with respect to x of the likelihood exponentiated to δ is not equal to 1.
We will examine more closely these aspects later in Example 9.2, where
we will discover that the ASL update rule (8.6) and its variation (8.17)
exhibit an interesting commonality as well as an important distinguishing
feature. They will be shown to be equivalent in terms of decisions (i.e., the
hypothesis maximizing the beliefs will ultimately be the same under both
strategies), but the credibility assigned to the hypotheses (i.e., the values
of the belief-vector entries) can be very different under the two strategies.

Interpretation as a diffusion strategy. Consider now the adaptive
rule (8.17), followed by the geometric-averaging rule

µk,t(θ) ∝
∏
j∈Nk

[ψj,t(θ)]ajk . (8.18)
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It is useful to rewrite (8.17) and (8.18) in terms of the log belief ratios in
(6.11) and the log likelihood ratios in (6.3), yielding

log ψk,t(ϑ
⋆)

ψk,t(θ)
= (1− δ)βk,t−1(θ) + δ λk,t(θ), (8.19a)

βk,t(θ) =
K∑
j=1

ajk log ψj,t(ϑ
⋆)

ψj,t(θ)
. (8.19b)

The iterative algorithm described by (8.19a) and (8.19b) is in the form
of a standard diffusion algorithm (of the adapt-then-combine type) with
constant step-size δ [151, 152, 155]. In particular, the RHS of (8.19a) can
be rewritten as

βk,t−1(θ)− δ
(
βk,t−1 − λk,t(θ)

)
︸ ︷︷ ︸

stochastic gradient

, (8.20)

which is an iteration of a stochastic gradient descent algorithm with step-
size δ and instantaneous risk function at agent k given by

Jk(β) = 1
2 E

[(
β − λk,t(θ)

)2]
, (8.21)

where β is the (scalar) optimization variable and λk,t(θ) is the random
input variable. It is worth mentioning that, in the context of estimation
and detection, the single-agent version of (8.19a) and (8.19b) is also
known as exponentially-weighted-moving-average (EWMA) control chart
or geometric-moving-average (GMA) control chart [143]. This terminology
arises because, by recursive application of the weight (1−δ), the same data
is assigned an overall weight that changes over time, specifically decaying
with the exponential (or geometric) law (1− δ)t.



Chapter 9

Learning Accuracy under ASL

The adaptation properties of the ASL strategy (8.13) are enabled by a
learning mechanism that is fundamentally different from that of traditional
social learning. To see why, let us assume that the system conditions remain
stable for a sufficiently long time interval. With traditional social learning,
the belief assigned to the target hypothesis ϑ⋆ will converge to 1 as t→∞.
As we have already observed, such assignment of full credibility has the
downside that, in the face of drifting conditions, the algorithm becomes
stubborn and remains stuck in its past determination for a long time before
moving on to track the changes.

In contrast, we will see that for the ASL strategy the beliefs will not
converge as time elapses: They will fluctuate indefinitely, exhibiting a
random behavior including in steady state. This everlasting randomness is
critical to ensure that the algorithm will adapt quickly to a change in the
environment. This is because the random fluctuations keep the algorithm
more dynamic, preventing it from being “trapped” into a conviction arising
from past data. This behavior is commonly encountered in the theory of
stochastic optimization when one employs stochastic gradient algorithms
with constant step-size. In this context, when the optimizers drift over
time, random fluctuations help the algorithm move away from a current
stationary point and start tracking the new optimizer [151, 154, 155]. On
the technical side, however, the random character preserved by the belief
even when t → ∞, makes the steady-state analysis significantly more
challenging.

In order to carry out a meaningful steady-state analysis, the funda-
mental preliminary step becomes to establish whether the random belief
fluctuations allow the belief vectors to reach a steady state as t → ∞,
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in the sense that they converge to some limiting random vectors with a
fixed distribution. We will ascertain that this is the case. Once this fact is
established, the learning performance will then be assessed by examining
the statistical behavior of the beliefs in steady state. We will provide an
accurate characterization of such statistical behavior in the regime of small
adaptation parameters, i.e., by performing an asymptotic analysis as δ → 0.
Under this regime, we will show that the steady-state belief vector places
unit mass on ϑ⋆ with probability converging to 1 as δ → 0. The properties
of this convergence will be characterized in detail through an asymptotic
normality result and a large deviation analysis.

In the next chapter, we will furthermore characterize the transient
performance by obtaining closed-form relations that reveal how the adap-
tation time grows with smaller δ. When all is said and done, the analysis
will reveal that the well-known learning/adaptation trade-off from classic
learning theory [155] continues to exist under social learning: Smaller (resp.,
larger) values of δ imply higher (resp., lower) learning accuracy and slower
(resp., faster) adaptation or response time.

Before proceeding with the analysis, we remark that the relevant de-
scriptors (e.g., log likelihood ratios, log belief ratios) and the pertinent
notation have been introduced in Chapter 6. In particular, the average
variable λnet,t in (6.8), which played a critical role in the performance of
traditional social learning, will be seen to play an equally important role
to characterize the steady-state (t→∞) performance of the ASL strategy
in the regime of small adaptation parameters (δ → 0).

9.1 Steady-State Analysis

We start by examining the evolution of the log belief ratios. Exploiting
(8.12), (6.11), and (6.3), we can readily establish the following recursion,
for all θ ̸= ϑ⋆ (compare with (6.27)):

βk,t(θ) =
∑
j∈Nk

ajk
[
(1− δ)βj,t−1(θ) + λj,t(θ)

]
. (9.1)



9.1. Steady-State Analysis 173

This recursion can be unfolded to obtain

βk,t(θ) = (1− δ)t
K∑
j=1

[At]jkβj,0(θ)
︸ ︷︷ ︸

transient term

+
t∑

τ=1

K∑
j=1

(1− δ)τ−1[Aτ ]jk λj,t−τ+1(θ), (9.2)

where we recall that A = [ajk] denotes the left stochastic combination
matrix.

The goal of the steady-state analysis is to examine the learning behavior
of the algorithm for large t. To this end, in the next theorem we start by
establishing that the log belief ratio vector βk,t converges in distribution,
as t→∞, to a certain steady-state random vector βk. This means that the
probability distribution of βk,t converges to the probability distribution
of βk — see Definition D.4. As a notational remark, we will be denoting
steady-state variables (i.e., limiting variables obtained as t → ∞) by
omitting the subscript t from the corresponding non-asymptotic notation.

Theorem 9.1 (Steady-state log belief ratios). Let Assumptions 5.1, 5.2, and 6.1
be satisfied.1 Then, for k = 1, 2, . . . ,K, the vector of log belief ratios βk,t
converges in distribution as t → ∞ to a random vector βk:

βk,t
d−−−→

t→∞
βk. (9.3)

Furthermore, the entries of βk are given by the random variables

βk(θ) ≜
K∑
j=1

∞∑
τ=1

(1 − δ)τ−1[Aτ ]jk λj,τ (θ), θ ̸= ϑ⋆, (9.4)

where each of the inner series is (almost surely) absolutely convergent.

Proof. We are interested in characterizing, for each agent k, the asymptotic behavior of
the random vector βk,t as t → ∞. In particular, we want to establish that it converges
in distribution. In view of (9.2), the log belief vector βk,t can be written as

βk,t = (1 − δ)t
K∑
j=1

[At]jkβj,0(θ) + β̂k,t, (9.5)

1We remark that, in the proof of this theorem, we only use the definition of ϑ⋆ from
Assumption 6.1, but we do not need the fact that the graph is primitive. For this reason, the
result of the theorem still holds if we replace the primitive graph with a connected graph in
Assumption 6.1.
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where, for θ ̸= ϑ⋆, the entries of the vector β̂k,t are defined as

β̂k,t(θ) ≜
K∑
j=1

t∑
τ=1

(1 − δ)τ−1[Aτ ]jk λj,t−τ+1(θ). (9.6)

Since the first term on the RHS of (9.5) converges (deterministically) to 0 as t → ∞,
in view of the vector version of Slutsky’s theorem (see (D.39)), to establish (9.3) it is
sufficient to prove that

β̂k,t
d−−−→

t→∞
βk. (9.7)

We will now establish that (9.7) holds.
Let us start by observing from (9.6) that β̂k,t can be represented as

β̂k,t = gk,t,δ

(
{λj,1}Kj=1, {λj,2}Kj=1, . . . , {λj,t}Kj=1

)
(9.8)

to highlight that the random vector βk,t is a certain function gk,t,δ of the log likelihood
ratios {λj,1}Kj=1, {λj,2}Kj=1, . . . , {λj,t}Kj=1, collected from all agents up to time t. Consider
now the vector β←k,t, whose θth entry is given by

β←k,t(θ) =
K∑
j=1

t∑
τ=1

(1 − δ)τ−1[Aτ ]jk λj,τ (θ), (9.9)

which corresponds to (9.6) with the log likelihood ratios λj,t−τ+1(θ) taken in reverse
order. In view of (9.8), this means that we can write

β←k,t = gk,t,δ

(
{λj,t}Kj=1, {λj,t−1}Kj=1, . . . , {λj,1}Kj=1

)
. (9.10)

However, since the data are iid over time, the reverse ordering does not alter the
distribution of the resulting random vector, which means that

β̂k,t
d= β←k,t, (9.11)

where d= denotes equality in distribution. Accordingly, since β̂k,t and β←k,t share the
same distribution for all t, to establish (9.7) it suffices to establish that

β←k,t
d−−−→

t→∞
βk. (9.12)

In view of Lemma F.3, each of the K inner partial sums in (9.9) converges almost surely
to the random variable defined by the series

∞∑
τ=1

(1 − δ)τ−1[Aτ ]jk λj,τ (θ), (9.13)

which, in particular, according to Lemma F.3 is almost surely an absolutely convergent
series. Note that the assumptions of Lemma F.3 are met because the random variables
λj,τ (θ) have finite first moment in view of (5.5), and the weights [Aτ ]jk are nonnegative
and bounded by 1. Summing (9.13) over j = 1, 2, . . .K, we have in fact shown that

β←k,t
a.s.−−−→
t→∞

βk (9.14)
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where the θth entry of the limiting random vector βk is given by

βk(θ) =
K∑
j=1

∞∑
τ=1

(1 − δ)τ−1[Aτ ]jk λj,τ (θ). (9.15)

Since almost-sure convergence implies convergence in distribution, in view of (9.11) we
obtain (9.12), which completes the proof.

■

As a corollary of Theorem 9.1, we characterize the steady-state belief
vector.

Corollary 9.1 (Steady-state belief vector). Under the same assumptions used in
Theorem 9.1, for k = 1, 2, . . . ,K the belief vector µk,t from (8.12) converges in
distribution as t → ∞ to a steady-state belief vector µk:

µk,t
d−−−→

t→∞
µk, (9.16)

where the entries of µk are defined as follows:

µk(θ) =



e−βk(θ)

1 +
∑
θ′ ̸=ϑ⋆

e−βk(θ′)
if θ ̸= ϑ⋆,

1
1 +

∑
θ′ ̸=ϑ⋆

e−βk(θ′)
if θ = ϑ⋆.

(9.17)

Proof. By applying the continuous mapping theorem (Theorem D.3) to the belief vector
defined by (6.13), we conclude that the convergence in (9.3) implies the convergence of
µk,t to the expressions in (9.17).

■

It is useful to provide some comments on Theorem 9.1. First, we have
that the random series in (9.4) is (almost surely) absolutely convergent,
which means that the steady-state random vector βk can be meaningfully
defined. For this convergence to hold, in Theorem 9.1 we did not need
existence of second or higher-order moments of the log likelihood ratios
λk,t(θ). It was enough to assume finite mean, a condition guaranteed by
(5.5) applied to (6.4).
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Second, consider the random sums (9.6) and (9.9), namely,

β̂k,t(θ) =
K∑
j=1

t∑
τ=1

(1− δ)τ−1[Aτ ]jk λj,t−τ+1(θ) (9.18)

and

β←k,t(θ) =
K∑
j=1

t∑
τ=1

(1− δ)τ−1[Aτ ]jk λj,τ (θ). (9.19)

It is important to notice that (9.4) does not correspond to letting t→∞ in
(9.18). Indeed, the series in (9.4) is obtained from (9.18) by first taking the
summands indexed by t− τ + 1 in reverse order and then letting t→∞.
In other words, the series in (9.4) is obtained by considering the limiting
value of β←k,t(θ).

To gain further insight, in the left panel of Figure 9.1, we display
one realization of the random sums in (9.18) and (9.19), for θ = 2. The
random sum β̂k,t(θ), displayed with solid line, exhibits persistent random
fluctuations as time elapses. In contrast, the random sum β←k,t(θ), displayed
with dashed line, converges as time elapses; actually, it converges to the
value βk(θ) defined by (9.4). The right panel shows a different realization
of the two random sums. We see that the limiting value βk(θ) is different
in the two panels, which emphasizes that this limiting value is random.
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Figure 9.1: Illustrative curves showing a comparison of the random sequences βk,t(θ) and
β←k,t(θ).

The profoundly different behavior of β̂k,t(θ) and β←k,t(θ) arises from
the different ordering of the summands in (9.18) and (9.19). In particular,
in (9.19) the most recent term, corresponding to λj,t(θ), is scaled by the
smallest weight (1− δ)t−1. As t→∞, this weight vanishes, and the series
converges (almost surely). In contrast, in (9.18) the term λj,t(θ) is scaled
by the highest weight (1− δ)0 = 1, which does not vanish as t→∞, thus
keeping fluctuations alive. These persistent random fluctuations imply that
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the agents will never converge to accept one hypothesis with full certainty.
Making the agents more “doubtful” renders them more reactive to changes,
enabling the adaptation mechanisms discussed in detail in the forthcoming
analysis.

Even though the sums in (9.18) and (9.19) exhibit a markedly different
behavior in terms of their time evolution (i.e., on the sample paths),
Theorem 9.1 ensures that their probability distributions converge as t→∞
to the same distribution, namely, to the distribution of the limiting variable
βk(θ). This equivalence can be explained as follows. Consider one of the
panels in Figure 9.1, and focus on a sufficiently large t (say, t = 300).
We see that the corresponding values β̂k,300(θ) and β←k,300(θ) are different
from each other. However, if we now repeat the experiment in Figure 9.1
several times, the realizations of β̂k,300(θ) across different experiments will
be distributed similarly to the realizations of β←k,300(θ).

The existence of a steady-state vector βk to which βk,t converges in
distribution, makes the definition of a steady-state error probability mean-
ingful. That is, along with the instantaneous error probability introduced
in (6.22),

pk,t = P

 ⋃
θ ̸=ϑ⋆

{
βk,t(θ) ≤ 0

} , (9.20)

we introduce the steady-state error probability (making explicit the depen-
dence on δ is important for the following treatment)

pk(δ) ≜ P

 ⋃
θ ̸=ϑ⋆

{
βk(θ) ≤ 0

} . (9.21)

Now, we learned from Theorem 9.1 that the probability distribution of
βk,t converges to the probability distribution of the steady-state vector βk
and, hence, from (9.20),2

lim
t→∞

pk,t = pk(δ). (9.25)
2Actually, there is one subtlety that must be considered to infer (9.25) from the convergence

in distribution of βk,t to βk. Indeed, let S =
{
z ∈ RH−1 : z1 > 0, z2 > 0, . . . , zH−1 > 0

}
and

observe that
1− pk,t = P

[
βk,t ∈ S

]
. (9.22)

Then, Eq. (9.25) is equivalent to

lim
t→∞

P
[
βk,t ∈ S

]
= P [βk ∈ S] . (9.23)

According to (D.15), Eq. (9.23) follows from the convergence in distribution (9.3), provided that
P [βk ∈ ∂S] = 0, i.e., provided that the distribution of the limiting random vector βk assigns
zero probability to the boundary ∂S of the set S. However, from Lemma F.2 we know that the
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Before concluding this section, we remark that Theorem 9.1 constitutes
only a first step toward the evaluation of the ASL performance, since it
establishes only the existence of a steady-state error probability without
providing any explicit form for it. Obtaining an analytical formula for the
steady-state error probability is in general a formidable task. In the next
sections we tackle this challenging problem by focusing on an asymptotic
characterization of βk in the regime of small δ.

9.2 Small-δ Regime

We will provide three types of asymptotic results, namely, a weak law of
small adaptation parameters, an asymptotic normality result, and a large
deviation analysis. This type of characterization was applied to binary
adaptive detection in [119, 120, 123]. In this text we focus instead on
adaptive social learning. The results that we are going to present were
originally proved in [25] with reference to the objective evidence model
from Section 5.3 and (regarding the asymptotic normality and the large
deviations) under the assumption of statistically independent observations
across the agents. Here we generalize these results by considering arbitrary
true models fk(x) (see Definition 8.1) and by removing the independence
assumption.

Weak law of small δ (Theorem 9.2). We will show that, for small δ,
the scaled steady-state vector δ × βk is concentrated on a deterministic
quantity, namely, the mean λ̄net of the vector λnet,t defined by (6.8). This
concentration property will guarantee that, with high probability as δ → 0,
the target hypothesis ϑ⋆ is chosen by each agent. Moreover, we show that
the steady-state belief about the target hypothesis converges to 1 as δ → 0.
This result will require only finiteness of the first moments of the log
likelihood ratios λk,t(θ).

Asymptotic normality (Theorem 9.3). We will ascertain that the

series

βk(θ) =
∞∑
τ=1

K∑
j=1

(1− δ)τ−1[Aτ ]jk λj,τ (θ) (9.24)

is a continuous random variable if the random variables
∑K

j=1(1− δ)τ−1[Aτ ]jk λj,τ (θ) are not
deterministic from a certain τ onward. Since the case where these variables become deterministic
appears to be pathological, we can safely assume that P[βk(θ) = 0] = 0 for all θ ≠ ϑ⋆, which
further implies P [βk ∈ ∂S] = 0.
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steady-state log belief ratios (properly shifted and scaled) are asymptot-
ically normal for small δ. From this property we will also construct a
Gaussian approximation for the error probability pk(δ) of each individ-
ual agent. For these results we assume finiteness of the variance of the
log likelihood ratio λk,t(θ). We remark that earlier results of asymptotic
normality for adaptive distributed detection were established under the
stronger requirement of finiteness of the third-order moment [119].

Large deviations (Theorem 9.4). We will characterize the exponential
rate of decay of the error probability pk(δ) as δ → 0. This result will require
the existence of the moment generating function of the log likelihood ratios
λk,t(θ).

Notably, the above three results reflect perfectly a traditional path
in asymptotic statistics [159, 166]. It is also interesting to note that the
requirements in terms of finiteness of moments are the same that we
encounter in the classic theorems, that is, first moments for the weak
law of large numbers [159, 166], second moments for the central limit
theorem [159, 166], and moment generating function for large deviations [59,
60]. However, in order to avoid misunderstanding, it is necessary to clarify
one fundamental difference between our small-δ analysis and classic results.
Let us refer, for example, to the asymptotic normality result. In the
traditional setting considered in statistics, one examines the Gaussian
behavior exhibited by sums of random variables when the number of terms
of the sum goes to infinity. In contrast, the result in Theorem 9.3 does
not affirm that the sums involved in (9.2) converge to a Gaussian random
variable as t → ∞. As a matter of fact, we have shown in Theorem 9.1
that these sums converge to some random variable βk(θ), but this variable
is not Gaussian, in general. Theorem 9.3 deals instead with the behavior of
the limiting variable βk(θ) as δ goes to 0. The same distinction applies to
the other two asymptotic results, namely, the weak law of small adaptation
parameters and the large deviation analysis. For this reason, as already
explained in [123], the correct way to deal with the asymptotic regime of
small δ in the adaptation context involves the following two steps:

• First, it is necessary to introduce a proper steady-state vector (i.e.,
the vector βk in Theorem 9.1), which already embodies the effect of
combining an infinite number of summands.
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• Then, one needs to characterize the asymptotic behavior of βk as δ
goes to 0.

It is worth noting that, in the adaptation literature, the critical role of the
first step is usually not emphasized. This is because the adaptation litera-
ture mostly focuses on regression/estimation problems, where one usually
quantifies the performance by evaluating convergence of moments [151,
154]. In contrast, when dealing with social learning, we need to characterize
the statistical descriptors, i.e., the log belief ratios βk,t(θ), or the beliefs
µk,t(θ), in order to quantify the performance, e.g., through the probability
of choosing the correct hypothesis. In order to evaluate probabilities at the
steady state, it is critical to obtain first a representation of the steady-state
random variables, which is what we did in Theorem 9.1.

In preparation for the technical analysis, it is convenient to introduce
the following scaled version of the limiting random vector βk:

bk ≜ δ × βk. (9.26)

We remark that the error probability in (9.25) can be equivalently rewritten
in terms of the scaled vector bk:

pk(δ) = P

 ⋃
θ ̸=ϑ⋆

{
bk(θ) ≤ 0

} . (9.27)

Table 9.1: Notation relevant to the ASL performance analysis.

βk Steady-state (t → ∞) log belief ratio vector of agent k in (9.4)
bk Scaled version of βk, namely, bk = δ × βk

9.3 Consistency of Adaptive Social Learning

In this section we focus on characterizing the learning behavior of the
ASL strategy as δ → 0. The main result enabling this characterization is
the weak law of small adaptation parameters. This law establishes that,
as δ → 0, for each agent k the scaled steady-state log belief ratio vector
bk is concentrated on the same deterministic quantity λ̄net, namely, the
expected value of the network average log likelihood ratio vector.
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Theorem 9.2 (Weak law of small adaptation parameters). Let Assumptions 5.1,
5.2, and 6.1 be satisfied. Then, for k = 1, 2, . . . ,K,

bk
p−−−→

δ→0
λ̄net. (9.28)

Proof. Consider the θth entry of the scaled steady-state belief vector,

bk(θ) = δβk(θ) = δ

K∑
j=1

∞∑
τ=1

(1 − δ)τ−1[Aτ ]jk λj,τ (θ). (9.29)

We now want to apply Lemma F.5 to each one of the K inner series in (9.29). Consider
the jth series, and apply Lemma F.5 with the choices

ατ = [Aτ ]jk, yτ = λj,τ (θ), z(δ) = δ

∞∑
τ=1

(1 − δ)τ−1ατ yτ . (9.30)

In view of (4.25), ατ meets condition (F.4) with α = vj , and by definition

Eyτ = λ̄j(θ). (9.31)

Therefore, from Lemma F.5 we conclude that

z(δ) p−−−→
δ→0

vj λ̄j(θ). (9.32)

Since the sum of random variables converging in probability converges in probability to
the sum of the limiting variables (see property P1 in Lemma D.1), we conclude that

bk(θ) p−−−→
δ→0

K∑
j=1

vj λ̄j(θ) = λ̄net(θ). (9.33)

Moreover, since the convergence in probability of random vectors is equivalent to the
convergence in probability of their entries (see property P2 in Lemma D.1), Eq. (9.33)
is equivalent to (9.28), and the proof is complete.

■

From Theorem 9.2 we can immediately establish a first form of con-
sistency of the ASL strategy, namely, that the probability of error pk(δ)
vanishes as δ → 0.

Corollary 9.2 (ASL consistency). Under the same assumptions used in Theo-
rem 9.2, for k = 1, 2, . . . ,K,

lim
δ→0

pk(δ) = 0. (9.34)
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Proof. In view of Assumption 6.1, the network average of KL divergences Dnet(θ) admits
a unique minimizer ϑ⋆, yielding λ̄net(θ) > 0 for all θ ̸= ϑ⋆ — see (6.10). Then, Eq. (9.28)
implies that, for all θ ̸= ϑ⋆,

lim
δ→0

P [bk(θ) ≤ 0] = 0, (9.35)

which, using the union bound in (9.27), gives (9.34). ■

Corollary 9.2 expresses consistency in terms of the probability of making
a wrong choice, i.e., it reveals that such probability vanishes as δ → 0.
We now present another corollary of Theorem 9.2, which strengthens the
concept of consistency by showing that, as δ → 0, the belief vector displays
the desired behavior of placing unit mass on the target hypothesis ϑ⋆.

Corollary 9.3 (Belief behavior under ASL). Under the same assumptions used
in Theorem 9.2, for k = 1, 2, . . . ,K,

µk(ϑ⋆) p−−−→
δ→0

1. (9.36)

Proof. Substituting definition (9.26) into the second relation in (9.17), we obtain

µk(ϑ⋆) = 1

1 +
∑
θ ̸=ϑ⋆

exp
{

−bk(θ)
δ

} . (9.37)

On the other hand, from (9.28) and the positivity condition (6.10) we have that, for
θ ̸= ϑ⋆,

bk(θ) p−−−→
δ→0

λ̄net(θ) > 0. (9.38)

From (9.38) we conclude that all arguments of the exponential functions in (9.37) diverge
to −∞ in probability as δ → 0 [159]; this fact implies (9.36).

■

Example 9.1 (ASL consistency for vanishing δ). We consider K = 10 agents connected
according to the strong graph displayed in the left panel of Figure 9.2 (the graph is
undirected, and we assume that all agents have a self-loop, not shown in the figure).
The combination matrix is designed using the uniform-averaging rule, resulting in a left
stochastic matrix — see Table 4.1.

The network is tasked with the following learning problem. Recall that a Laplace
random variable with mean x̄ and scale parameter σ has the following pdf:

1
2σ exp

{
−|x− x̄|

σ

}
. (9.39)
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Figure 9.2: (Left) Network topology used in Example 9.1. The graph is undirected and all
agents are assumed to have a self-loop, not shown in the figure. (Right) Family of Laplace
densities used in the example.

In our example we consider a family of Laplace pdfs, seen in the right panel of Figure 9.2,
in the form

gn(x) = 1
2e
−|x−0.1n|, n = 1, 2, 3, (9.40)

that is, with unit scale parameter and mean equal to 0.1n. The likelihood models adopted
by the agents are chosen from among these Laplace densities, in the way specified in
Table 9.2. For example, from the first row, each of the agents k ∈ {1, 2, 3} uses the
likelihood models

ℓk(x|1) = g1(x), ℓk(x|2) = g1(x), ℓk(x|3) = g3(x). (9.41)

Table 9.2: Identifiability setup for the learning problem in Example 9.1.

Likelihood model: ℓk(x|θ)
Agent k

θ = 1 θ = 2 θ = 3
1 − 3 g1(x) g3(x) g3(x)
4 − 6 g1(x) g1(x) g3(x)
7 − 10 g3(x) g2(x) g3(x)

To make the setting more interesting, we assume that the inference problem is locally
unidentifiable for all agents. For example, we see from Table 9.2 that agent 3 is not able
to distinguish θ = 1 from θ = 2, since the model corresponding to these two hypotheses
coincide, namely, ℓ3(x|1) = ℓ3(x|2) = g1(x).

Regarding the generation of the data {xk,t}, they are iid across the agents and over
time, and we focus on the objective evidence model described in Section 5.3, where
there exists a common true hypothesis ϑo. In this example we set ϑo = 3. According to
Table 9.2, the data of agents 1 − 6 obey model g3(x), whereas for agents 7 − 10 the true
model is g1(x). As we already know from the previous chapters, in this case the target
hypothesis that minimizes the network average of KL divergences Dnet(θ) is the true
hypothesis, namely, ϑ⋆ = ϑo.
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Figure 9.3: Consistency of the ASL strategy — see Example 9.1. (Top) According to the
weak law of small adaptation parameters (Theorem 9.2), as δ → 0 the entries of the (scaled,
steady-state) log belief ratio vector for agent 1 are concentrated on the corresponding entries
of the deterministic vector λ̄net. (Bottom) According to Corollary 9.3, the steady-state belief
vector for agent 1 tends to place unit mass on the target hypothesis ϑ⋆ = 3 as δ → 0.

In order to examine the steady-state behavior empirically, we let the ASL algorithm
run for a sufficiently long period of time. To be conservative, in view of the prescriptions
that we will obtain later from Chapter 10, the duration of this period is chosen to be at
least one order of magnitude larger than the inverse of the adaptation parameter, 1/δ.

In our simulation, we consider the evolution of the ASL algorithm over T = 10000
time samples, after which we assume that the algorithm has reached the steady state,
namely, in terms of log belief ratios we assume that

δ × βk,T ≈ δ × βk = bk. (9.42)

From Theorem 9.2 we know that, as δ approaches zero, the vectors bk for all agents tend
to be concentrated on λ̄net. This effect is shown in the top panel of Figure 9.3, where, for
each value of δ (50 values for δ, uniformly spaced in the log domain, are chosen from the
interval [0.0001, 1)), we run an independent experiment and report the corresponding
values of the scaled log belief ratios δ × β1,T (θ) ≈ b1(θ), for hypotheses θ = 1 and θ = 2.
We see the weak law of small adaptation parameter arising, since the limiting log belief
ratios tend to be concentrated on λ̄net(θ). Moreover, in the bottom panel of Figure 9.3
we display the corresponding behavior for the beliefs, revealing that, in accordance with
Corollary 9.3, as δ → 0, the belief about the target hypothesis tends to 1.
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Example 9.2 (Belief behavior under the alternative update rule in (8.17)). In this
example we examine the performance of the alternative update rule introduced in
Section 8.5. To this end, let us combine the two steps (8.19a) and (8.19b) into a single
step (we use the superscript “diff” because the strategy in Section 8.5 was shown to be
equivalent to a diffusion strategy):

βdiff
k,t(θ) =

∑
j∈Nk

ajk
{

(1 − δ)βdiff
j,t−1(θ) + δ λj,t(θ)

}
, (9.43)

where, in comparison with (9.1), we now have an additional factor δ multiplying λj,t(θ).
Unfolding the recursion in (9.43) we arrive at

βdiff
k,t(θ) = (1 − δ)t

K∑
j=1

[At]jkβdiff
j,0(θ) + δ

t∑
τ=1

K∑
j=1

(1 − δ)τ−1[Aτ ]jkλj,t−τ+1(θ). (9.44)

In (9.2) we arrived at a similar expression for the ASL strategy, namely,

βk,t(θ) = (1 − δ)t
K∑
j=1

[At]jkβj,0(θ) +
t∑

τ=1

K∑
j=1

(1 − δ)τ−1[Aτ ]jk λj,t−τ+1(θ). (9.45)

We see that in both (9.44) and (9.45) there is a first term that dies out exponentially
with time, and which is due to the initial state. Therefore, the relevant terms that
determine the evolution of the algorithms over time are given by the trailing summations
appearing in (9.44) and (9.45). Comparing these terms, we see that they differ only by a
scaling factor δ. Recalling that βdiff

k,t(θ) and βk,t(θ) represent log belief ratios, as far as we
have to maximize these ratios over θ ≠ ϑ⋆, the scaling factor is immaterial. We conclude
that the two strategies are equivalent in terms of selection of the maximum-credibility
opinion! However, this does not mean that the beliefs of the two strategies would take
on the same values and, as we will now show, in terms of belief formation there is a
more sensible difference between the two strategies.

To illustrate this phenomenon, we start by expressing the belief of the diffusion
strategy in terms of the log belief ratios βdiff

k,t(θ) in (9.43) (see Theorem 6.1) obtaining in
particular

µdiff
k,t(ϑ

⋆) = 1
1 +

∑
θ ̸=ϑ⋆

e−βdiff
k,t

(θ)
. (9.46)

Then, we focus on the steady state. Regarding the ASL strategy, from Theorem 9.1 we
know that

βk,t
d−−−→

t→∞
βk. (9.47)

However, since the transient terms in (9.44) and (9.45) can be ignored thanks to Slutsky’s
theorem (Theorem D.4), by considering that the second term in (9.44) is equal to the
second term in (9.45) multiplied by δ, we arrive at

βdiff
k,t

d−−−→
t→∞

δ × βk = bk, (9.48)

where in the equality we applied the definition of bk from Table 9.1. Using (9.48) in
(9.46), we conclude from the continuous mapping theorem (Theorem D.3) that the beliefs
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in (9.46) converge in distribution, as t → ∞, to a steady-state belief vector µdiff
k whose

ϑ⋆th entry is given by (compare with (9.37)):

µdiff
k (ϑ⋆) = 1

1 +
∑
θ ̸=ϑ⋆

e−bk(θ)
. (9.49)

Applying Theorem 9.2, from (9.49) and the continuous mapping theorem (now with
reference to the convergence as δ → 0), we obtain

µdiff
k (ϑ⋆) p−−−→

δ→0

1
1 +

∑
θ ̸=ϑ⋆

e−λ̄net(θ)
. (9.50)

Therefore, for the diffusion strategy the belief vector tends, as δ → 0, to a deterministic
vector that does not place unit mass on the target hypothesis ϑ⋆, even if it is always
maximized at ϑ⋆. In other words, when we move toward the nonadaptive solution (since
as δ → 0 we are going to give equal credit to all data from the initial time instant up to
the present one), we do not recover the behavior of traditional social learning.

In summary, we conclude that the two considered adaptive strategies, using the
updates (8.6) and (8.17), respectively, are equivalent in terms of selection of the maximum-
credibility hypothesis, but they differ in terms of belief formation. In particular, as
δ → 0, with the ASL update rule (8.6) the agents tend to place all the belief mass on
the target hypothesis ϑ⋆, i.e., their beliefs about ϑ⋆ converge to 1. In comparison, with
the diffusion update rule (8.17) the agents’ beliefs converges to a deterministic belief
vector whose maximum entry is located at ϑ⋆, but is not equal to 1. This difference
might matter, e.g., from a behavioral perspective, namely, to understand which update
strategy reflects better the way of reasoning that an individual agent uses in social
learning environments.

Theorem 9.2 establishes the convergence of the error probability to 0
as δ → 0. However, it does not reveal how this probability vanishes. In the
next two sections, we characterize the behavior of the error probability in
greater detail. First, in Section 9.4 we establish that the vector of log belief
ratios (properly shifted and scaled) follows a Gaussian distribution for small
δ. Then, in Section 9.5 we show that the error probability of each individual
agent decays exponentially with the inverse of the adaptation parameter,
1/δ. We also provide a detailed characterization of the error exponent.
These results are useful because they reveal how the accuracy of the
algorithm varies with the adaptation parameter δ, providing manageable
formulas for performance evaluation and highlighting the fundamental
scaling laws of adaptive social learning.
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9.4 Normal Approximation for Small δ

In this section we show that the random vector bk, when properly shifted
and scaled, is asymptotically normal as δ → 0. To this end, we will assume
finiteness of second-order moments for the log likelihood ratios λk,t(θ).
We recall that, according to Table 6.1, the covariance matrix of λk,t is
denoted by Σk, whereas the covariance matrix of the average variable λnet,t
is denoted by Σnet. In addition, we introduce the following notation for the
first two moments of the scaled steady-state log belief ratios bk:

b̄k ≜ Ebk, Σbk ≜ E
[(
bk − b̄k

) (
bk − b̄k

)T ]
. (9.51)

Using Lemmas F.4 and F.6, it is possible to express the mean and covariance
matrix of the random vector bk as3

b̄k = λ̄net +O(δ), Σbk = δ

2Σnet +O(δ2), (9.52)

where the notation O(δ) represents a quantity such that the ratio O(δ)/δ
remains bounded as δ → 0 — see Table 1.1. We see from (9.52) that, as
δ → 0, there are leading terms that do not depend on the agent index
k. The impact of the agents is implicitly included in the higher-order
corrections, i.e., in the O(·) terms. Moreover, Eq. (9.52) reveals that, for
small δ, the first two moments of the scaled steady-state log belief ratios
are determined by the first two moments of the network average of log
likelihood ratios. In particular, for small δ, the first relation in (9.52) reveals
that b̄k approximates λ̄net, whereas the second relation reveals that Σbk

approximates δΣnet/2. We are now ready to state our asymptotic normality
theorem.

Theorem 9.3 (Asymptotic normality under ASL). Let Assumptions 5.1, 5.2,
and 6.1 be satisfied, and let G (0,Σ) denote a random vector having a zero-mean
multivariate Gaussian distribution with covariance matrix Σ. If the covariance
matrices Σk have finite entries, then for k = 1, 2, . . . ,K,

bk − λ̄net√
δ

d−−−→
δ→0

G
(

0, 1
2 Σnet

)
. (9.53)

Proof. In the proof, it is convenient to use the notation

g = [g(1), g(2), . . . , g(H − 1)] (9.54)
3 Technically, Lemma F.6 deals with variances and not covariances. However, the result for

covariances is obtained following the same arguments used to prove Lemma F.6.
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for a zero-mean Gaussian random vector with covariance matrix equal to Σnet/2. Ac-
cording to this notation, claim (9.53) is reformulated as

bk − λ̄net√
δ

d−−−→
δ→0

g. (9.55)

When dealing with convergence in distribution of random vectors, the standard path is
to reduce the vector problem to a scalar problem through the so-called Cramér-Wold
device — see Theorem D.2. Using the Cramér-Wold device, the claim in (9.55) will be
proved if we show that, for any sequence of real numbers c(1), c(2), . . . , c(H − 1),∑

θ ̸=ϑ⋆

c(θ) bk(θ) − λ̄net(θ)√
δ

d−−−→
δ→0

∑
θ ̸=ϑ⋆

c(θ)g(θ). (9.56)

Let us now examine the LHS of (9.56). Recalling the definition of bk from Table 9.1 and
using (9.15), we get∑

θ ̸=ϑ⋆

c(θ)bk(θ) =
K∑
j=1

δ

∞∑
τ=1

(1 − δ)τ−1[Aτ ]jk
∑
θ ̸=ϑ⋆

c(θ)λj,τ (θ). (9.57)

To establish (9.56), we will call upon Lemma F.7. It is convenient to introduce an ad-hoc
notation that matches the notation used in Appendix F. Let us set, for j = 1, 2, . . . ,K
and τ ∈ N,

yj,τ =
∑
θ ̸=ϑ⋆

c(θ)λj,τ (θ), yτ = [y1,τ ,y2,τ , . . . ,yK,τ ], (9.58)

αj,τ = [Aτ ]jk, ατ = [α1,τ , α2,τ , . . . , αK,τ ], α = v, (9.59)

zt(δ) = δ

t∑
τ=1

(1 − δ)τ−1αT
τyτ , z(δ) = δ

∞∑
τ=1

(1 − δ)τ−1αT
τyτ , (9.60)

yave,τ = vTyτ =
∑
θ ̸=ϑ⋆

c(θ)λnet,τ (θ), (9.61)

ȳave = E
[
vTyτ

]
=
∑
θ ̸=ϑ⋆

c(θ)λ̄net(θ), (9.62)

σ2
ave = VAR

[
vTyτ

]
=
∑
θ ̸=ϑ⋆

∑
θ′ ̸=ϑ⋆

c(θ)c(θ′)Σnet(θ, θ′), (9.63)

where Σnet(θ, θ′) is the (θ, θ′) entry of Σnet. We see that the random variables zt(δ) in
(9.60) match the structure of the random sums used in Definition F.2. In particular,
condition (F.37) is verified in view of (4.25), with the sequence of vectors ατ converging
to the Perron vector v. Moreover, yτ has finite second moment since it is a linear
combination of random vectors with finite second moments. It is therefore legitimate to
invoke Lemma F.7 to infer the following convergence in distribution:

z(δ) − ȳave√
δ

d−−−→
δ→0

G
(

0, 1
2σ

2
ave

)
. (9.64)

On the other hand, exploiting Eqs. (9.57)–(9.63), from straightforward algebraic manip-
ulations one can verify the identity:

z(δ) − ȳave√
δ

=
∑
θ ̸=ϑ⋆

c(θ) bk(θ) − λ̄net(θ)√
δ

, (9.65)
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which, in view of (9.64), implies∑
θ ̸=ϑ⋆

c(θ) bk(θ) − λ̄net(θ)√
δ

d−−−→
δ→0

G
(

0, 1
2σ

2
ave

)
. (9.66)

We see that (9.66) would correspond to (9.56) if the linear combination on the RHS
of (9.56) (which is a zero-mean Gaussian variable since it is a linear combination of
zero-mean Gaussian variables) has variance σ2

ave/2. This turns out to be the case, since
we have

VAR

[∑
θ ̸=ϑ⋆

c(θ)g(θ)

]
= 1

2
∑
θ ̸=ϑ⋆

∑
θ′ ̸=ϑ⋆

c(θ)c(θ′)Σnet(θ, θ′) = 1
2σ

2
ave (9.67)

and the proof is complete.
■

Example 9.3 (Gaussian approximation). With reference to the same setting used in
Example 9.1, we consider T = 10000 time samples, where again all agents are collecting
data under a true hypothesis ϑo = 3. We assume that the ASL algorithm has reached
the steady state at T , allowing us to write

δ × βk,T ≈ δ × βk = bk. (9.68)

In each panel of Figure 9.4, we display 200 independent realizations of the shifted and
scaled vector

δ × βk,T − λ̄net√
δ

≈ bk − λ̄net√
δ

, (9.69)

for k = 6. From Theorem 9.3 it follows that, in steady state, this shifted and scaled vector
must follow, for sufficiently small δ, a zero-mean bivariate Gaussian distribution with
covariance matrix Σnet/2. The red dashed lines in the figure represent two confidence
regions [90] relative to the bivariate Gaussian density with covariance matrix Σnet/2.
Specifically, the smaller and larger ellipses correspond to confidence levels (i.e., integrals
of the bivariate density over the considered elliptical regions) equal to 0.68 and 0.95,
respectively. Examining the four panels of Figure 9.4, which display different values of δ,
we see that the empirical and limiting distributions tend to overlap.

The values of λ̄net and Σnet necessary to obtain Figure 9.4 have been computed
analytically. The mean λ̄k can be evaluated analytically by using the characterization
for the distribution of λk,t provided later in Example 9.6. Specifically, since the mean is
given by the first derivative of the log moment generating function (LMGF) evaluated
at zero, to compute the mean we exploited the explicit expressions obtained in (9.140)
and (9.141). The covariance matrix Σk has been evaluated by computing the expected
values in (6.23) through numerical integration, using the pertinent Laplace distributions.
Once λ̄k and Σk are computed for all agents, the desired network quantities, λ̄net and
Σnet, are computed through (6.10) and (6.24), respectively (further exploiting, for the
covariance, the independence across the agents).
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Figure 9.4: Asymptotic normality under ASL, Example 9.3. The green circles represent 200
independent realizations of the shifted and scaled vector (δ×βk,T − λ̄net)/

√
δ ≈ (bk − λ̄net)/

√
δ,

for k = 6 and T = 10000. The red dashed lines represent two confidence ellipses relative to the
bivariate Gaussian density with covariance matrix Σnet/2. Specifically, the smaller and larger
ellipses correspond to confidence levels 0.68 and 0.95, respectively.

From Theorem 9.3 we can construct the following approximation for
small δ:

bk ≈ G

(
λ̄net ,

δ

2 Σnet

)
, (9.70)

which does not depend on the agent index k. However, we see from (9.52)
that the moments λ̄net and (δ/2)Σnet represent approximations, for small δ,
of the actual moments of bk. As a result, we can capture possible differences
across the agents by replacing λ̄net and (δ/2)Σnet in (9.70) with their exact
counterparts b̄k and Σbk , yielding the agent-dependent approximation

bk ≈ G
(
b̄k,Σbk

)
. (9.71)

Using Lemmas F.4 and F.6, the quantities b̄k and Σbk can be evaluated
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from the series in (9.4). For the mean, from Lemma F.4 we have

b̄k = Ebk = δ × Eβk = δ
∞∑
τ=1

K∑
j=1

(1− δ)τ−1[Aτ ]jk λ̄j , (9.72)

whereas Lemma F.6 (applied to covariances in place of variances, see
footnote 3) allows us to write the covariance matrix as

Σbk = δ2
∞∑
τ=1

(1− δ)2(τ−1)

×E


 K∑
j=1

[Aτ ]jk
(
λj,τ − λ̄j

) K∑
j′=1

[Aτ ]j′k
(
λj′,τ − λ̄j′

)T . (9.73)

We see that Eq. (9.72) requires only knowledge of the mean of the log
likelihood ratios. In comparison, to evaluate analytically (9.73) one needs
also knowledge of the dependence across the agents. A simplified expression
holds when the observations are independent across the agents, in which
case Eq. (9.74) reduces to

Σbk = δ2
∞∑
τ=1

K∑
j=1

(1− δ)2(τ−1) ([Aτ ]jk)2 Σj . (9.74)

In practice, the above computations are performed by truncating the series
appearing in (9.72), (9.73), and (9.74).

The next example focuses on the evaluation of the error probability by
means of approximations (9.70) and (9.71).

Example 9.4 (Error probabilities). We focus on the evaluation of the error probabilities
with reference to the setting used in the previous example. The results are shown in
Figure 9.5. Consider first the curves displaying the empirical error probabilities, which
are evaluated via Monte Carlo simulation. We see an interesting phenomenon emerging.
The curves corresponding to distinct agents, displayed as functions of the inverse of the
adaptation parameter, 1/δ, stay nearly parallel (in a logarithmic scale). This highlights
at least two facts. First, as δ → 0, the error probabilities decay exponentially with 1/δ,
approximately with the same slope in logarithmic scale. Second, distinct agents have
distinct error probabilities. Examining the network topology in Figure 9.2, we observe
that the ordering of the probability curves reflects the properties of the network graph.
For example, agent 5, which has fewer connections, features a higher error probability.
In contrast, agent 1, which has more connections, features a lower error probability.

Let us now focus on evaluating the error probabilities by using the Gaussian ap-
proximations (9.70) and (9.71). The mean λ̄k and the covariance matrix Σk can be
obtained as explained in the previous example. From λ̄k and Σk we compute the network
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Figure 9.5: Steady-state error probability pk(δ) as a function of 1/δ, for k = 1, 5, 10, in the
setting of Example 9.4. Markers refer to the empirical error probability estimated from 20000
Monte Carlo runs. The dashed line refers to the theoretical error probability in (9.21) computed
using the Gaussian approximation in (9.70). Dotted lines refer to the theoretical error probability
in (9.21) computed, for agents 1, 5, and 10, using the agent-dependent Gaussian approximation
in (9.71).

quantities λ̄net and Σnet necessary to evaluate (9.70). The moments necessary to evaluate
(9.71), b̄k and Σbk , have been computed by using truncated versions of the series in (9.72)
and (9.74), respectively (in particular, we resort to (9.74) because the model adopted in
Example 9.1 considers independence across the agents).

We see from Figure 9.5 that the error probabilities computed using approximation
(9.70) do not fit well the empirical error probabilities. On the other hand, once we
observed that the performance varies across the agents, we should have expected that
approximation (9.70) would not perform well, because it does not depend on the partic-
ular agent. In comparison, Figure 9.5 shows that the agent-dependent approximation in
(9.71) captures well the differences across the agents.

9.5 Large Deviations for Small δ

In Section 6.3 we exploited large deviations [59, 60] to characterize the decay
of the error probability pk,t in traditional social learning as t→∞. However,
we have learned from Section 9.1 that in adaptive social learning the error
probability does not vanish anymore as t → ∞; it converges instead to
a steady-state value pk(δ). Moreover, Corollary 9.2 guarantees that pk(δ)
vanishes as the adaptation parameter δ approaches 0. Accordingly, in this
section we use the theory of large deviations to characterize the decay
of the steady-state error probability as δ → 0. More formally, the large



9.5. Large Deviations for Small δ 193

deviation analysis will furnish the following type of representation [59, 60]:

pk(δ) = exp
{
−1
δ

[
Φ + o(1)

]}
(9.75)

for a certain error exponent Φ. We denote by o(1) a quantity that ap-
proaches zero as δ → 0 — see Table 1.1. We conclude from (9.75) that the
leading exponential order (as δ → 0) is given by the term −Φ/δ. Taking
logarithms, Eq. (9.75) can be equivalently written as

lim
δ→0

δ log pk(δ) = −Φ. (9.76)

In place of (9.75) or (9.76), we also use the following more compact notation
to indicate equality to the leading exponential order [52]:

pk(δ)
·= e−Φ/δ. (9.77)

As was the case for nonadaptive social learning in Chapter 6, also for
adaptive social learning the error exponent is a compact performance
descriptor, which is useful to compare different systems or to optimize
different parameters (e.g., the network graph, the likelihood models) [95].

The next theorem provides the large deviation characterization of the
ASL strategy. It is useful to recall that, according to Table 6.1, the LMGF
of λk,t is denoted by Λk(s; θ), whereas the LMGF of the average variable
λnet,t is denoted by Λnet(s; θ).

Theorem 9.4 (Error exponents under ASL). Let Assumptions 5.1, 5.2, and 6.1
be satisfied. Assume that, for k = 1, 2, . . . ,K and for all θ ̸= ϑ⋆,

Λk(s; θ) < ∞ ∀s ∈ R, (9.78)

and introduce the function

ϕ(s; θ) =
∫ s

0

Λnet(ς; θ)
ς

dς, (9.79)

along with its Fenchel-Legendre transform (see Appendix E.1.1)

ϕ∗(y; θ) = sup
s∈R

(
sy − ϕ(s; θ)

)
. (9.80)

Then

P [bk(θ) ≤ 0] ·= e−Φ(θ)/δ, Φ(θ) ≜ ϕ∗(0; θ) = − inf
s∈R

ϕ(s; θ) > 0. (9.81)
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Moreover, the error probability for each agent is dominated by the worst-case
(i.e., the smallest) exponent:

pk(δ) ·= e−Φ/δ, Φ = min
θ ̸=ϑ⋆

Φ(θ). (9.82)

Proof. We start by establishing the large deviation characterization of the probability
P [bk(θ) ≤ 0] provided by (9.81). To this end, we will call upon Lemma F.9. It is convenient
to introduce an ad-hoc notation that matches the notation used in Appendix F. Let us
set, for j = 1, 2, . . . ,K and τ ∈ N,

yj,τ = λj,τ (θ), yτ = [y1,τ ,y2,τ , . . . ,yK,τ ], (9.83)
αj,τ = [Aτ ]jk, ατ = [α1,τ , α2,τ , . . . , αK,τ ], α = v, (9.84)

zt(δ) = δ

t∑
τ=1

(1 − δ)τ−1αT
τyτ , z(δ) = δ

∞∑
τ=1

(1 − δ)τ−1αT
τyτ , (9.85)

yave,τ = vTyτ = λnet,τ (θ), Λave(s) = logE exp
{
syave,τ

}
, (9.86)

Λzt (s) = logE exp
{
s zt(δ)

}
, Λδ(s) = logE exp

{
s z(δ)

}
. (9.87)

It is possible to verify that the random variables yj,τ in (9.83) satisfy the conditions
required by Lemma F.9. Applying Lemma F.9 to the random series z(δ) in (9.85), we
obtain

lim
δ→0

δΛδ(s/δ) =
∫ s

0

Λave(ς)
ς

dς. (9.88)

Exploiting definitions (9.83)–(9.87), it is possible to verify the identities

bk = z(δ), Λnet(ς; θ) = Λave(ς), (9.89)

which means that Eq. (9.88) is equivalent to

lim
δ→0

δΛbk (s/δ) =
∫ s

0

Λnet(ς; θ)
ς

dς = ϕ(s; θ), (9.90)

where Λbk denotes the LMGF of bk and in the last equality we used (9.79).
The convergence in (9.90) allows us to call upon the Gärtner-Ellis theorem (Theo-

rem E.2), implying that the following large deviation principle (see Definition E.2) holds
for all sets S (the infimum over an empty set is taken as ∞):

− inf
y∈int(S)

ϕ∗(y; θ) ≤ lim inf
δ→0

δ log P[bk(θ) ∈ S]

≤ lim sup
δ→0

δ log P[bk(θ) ∈ S] ≤ − inf
y∈cl(S)

ϕ∗(y; θ), (9.91)

where ϕ∗(y; θ) is the Fenchel-Legendre transform of ϕ(s; θ) — see (9.80). We recall that
the function ϕ∗(y; θ) is also referred to, in the theory of large deviations, as the rate
function — see Appendix F. Note that ϕ(s; θ) in (9.90) is the integral transformation
used in Lemma E.2, applied to the LMGF Λnet(s; θ) of the random variable λnet,t(θ).
Note also that Λnet(s; θ) is finite for all s ∈ R because so are by assumption the individual
LMGFs Λk(s; θ) — see footnote 6 in Appendix F. Accordingly, the function ϕ(s; θ) and
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its Fenchel-Legendre transform ϕ∗(y; θ) possess all the regularity properties listed in
Lemma E.2. Consider the choice S = (−∞, 0], and observe that λ̄net(θ) > 0 due to
Assumption 6.1. Exploiting the aforementioned regularity properties, we conclude that
the infima appearing in (9.91) are given by (see also Figure E.3 for a typical shape of
the rate function)

inf
y∈int(S)

ϕ∗(y; θ) = inf
y∈cl(S)

ϕ∗(y; θ) = ϕ∗(0; θ), (9.92)

i.e., S = (−∞, 0] is a continuity set of the function ϕ∗(y; θ) or a ϕ⋆-continuity set — see
(E.155). Using (9.92) in (9.91), we get

lim
δ→0

δ log P [bk(θ) ≤ 0] = −ϕ∗(0; θ). (9.93)

Substituting the explicit definition of the rate function from (9.80), we have

ϕ∗(0; θ) = sup
s∈R

(
− ϕ(s; θ)

)
= − inf

s∈R
ϕ(s; θ) > 0, (9.94)

where the inequality holds because, in view of Lemma E.2, the rate function ϕ∗(y; θ) is
nonnegative and is equal to 0 only when y is equal to the mean of the random variable
whose LMGF is Λnet(s; θ). This random variable is λnet,t(θ) and its mean is λ̄net(θ). Since
we have 0 ̸= λ̄net(θ), we conclude that ϕ∗(0; θ) > 0. Combining (9.93), (9.94), and the
definition of Φ(θ) in (9.81), we have in fact established (9.81).

Let us move on to establishing (9.82). In light of (6.22), the error probability of not
choosing ϑ⋆ can be bounded as follows (with the lower bound holding for all θ ̸= ϑ⋆):

P
[
βk,t(θ) ≤ 0

]
≤ pk,t ≤

∑
θ ̸=ϑ⋆

P
[
βk,t(θ) ≤ 0

]
, (9.95)

where the upper bound is the union bound. In steady state, Eq. (9.95) implies

P [βk(θ) ≤ 0] ≤ pk(δ) ≤
∑
θ ̸=ϑ⋆

P [βk(θ) ≤ 0] (9.96)

or, equivalently, in terms of the vector of scaled log belief ratios bk,

P [bk(θ) ≤ 0] ≤ pk(δ) ≤
∑
θ ̸=ϑ⋆

P [bk(θ) ≤ 0] . (9.97)

Using the lower bound in (9.97), from (9.93) and the definition of Φ appearing in (9.82),
we readily conclude that

lim inf
δ→0

δ log pk(δ) ≥ max
θ ̸=ϑ⋆

(
− Φ(θ)

)
= − min

θ ̸=ϑ⋆
Φ(θ) = −Φ. (9.98)

Let us now focus on the upper bound in (9.97). By definition, for all θ ≠ ϑ⋆ we have
that Φ ≤ Φ(θ). Accordingly, the convergence in (9.93) implies that, given an arbitrary
ε > 0, for sufficiently small δ we can write

P [bk(θ) ≤ 0] ≤ e−(Φ−ε)/δ. (9.99)

Using (9.99) in the RHS of (9.97), we obtain

pk(δ) ≤
∑
θ ̸=ϑ⋆

e−(Φ−ε)/δ = (H − 1)e−(Φ−ε)/δ, (9.100)
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or
δ log pk(δ) ≤ δ log(H − 1) − Φ + ε. (9.101)

Due to the arbitrariness of ε, we have

lim sup
δ→0

δ log pk(δ) ≤ −Φ. (9.102)

Grouping (9.98) and (9.102), we obtain the desired claim.
■

The main message conveyed by Theorem 9.4 is that the steady-state
error probability of each individual agent converges to 0 as δ → 0, exponen-
tially fast as a function of 1/δ. This exponential law provides a universal
law for adaptive social learning, which is in line with the universal scal-
ing law for adaptive distributed detection — see [123]. The exponent Φ
governing the exponential decay depends on the statistical properties of
λnet,t(θ), the network average of log likelihood ratios defined by (6.7).

9.5.1 Finiteness of Error Exponents

The next corollary gives some useful information about the error exponents.

Corollary 9.4 (Useful properties of the error exponents). Let the same assump-
tions used in Theorem 9.4 be satisfied, and let, for θ ̸= ϑ⋆,

λinf(θ) ≜ inf
(

suppλnet(θ)

)
, (9.103)

where suppλnet(θ) denotes the support of the distribution of λnet,t(θ) (see Defini-
tion E.1). If λinf(θ) ≥ 0, the error exponent Φ(θ) is infinite.
Instead, if λinf(θ) < 0, then the error exponent is finite and can be computed as

Φ(θ) = − inf
s∈R

ϕ(s; θ) = −ϕ(s⋆θ ; θ), (9.104)

where s⋆θ < 0 is the unique nonzero solution to the equation

Λnet(s⋆θ ; θ) = 0. (9.105)

Moreover, in this case the exponent can be upper bounded by

Φ(θ) < |s⋆θ | λ̄net(θ). (9.106)

Proof. We have shown in the proof of Theorem 9.4 that the error exponent Φ(θ) is given
by the Fenchel-Legendre transform

ϕ∗(y; θ) = sup
s∈R

(
sy − ϕ(s; θ)

)
(9.107)
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evaluated at y = 0. The characterization of the rate function provided in Lemma E.2
reveals that, if λinf(θ) ≥ 0, then ϕ∗(0; θ) = ∞, and the first claim of the lemma is proved.

Let us consider next the case λinf(θ) < 0. From (9.107) we can write

ϕ∗(0; θ) = sup
s∈R

(
− ϕ(s; θ)

)
= − inf

s∈R
ϕ(s; θ). (9.108)

Property Q0 from Lemma E.2 guarantees that ϕ(s; θ) (as a function of s) is strictly
convex and infinitely differentiable. In particular, from (E.105) we know that the first
derivative ϕ′(s; θ) satisfies

lim
s→0

ϕ′(s; θ) = lim
s→0

Λnet(s; θ)
s

= Λ′net(0; θ) = λ̄net(θ) > 0, (9.109)

where the last equality holds because the first derivative of the LMGF evaluated at s = 0
is equal to the mean (see (E.31)), and the inequality follows from (6.10). Moreover, as
shown in the proof of Lemma E.2 (see (E.122)), we have

lim
s→−∞

ϕ′(s; θ) = λinf(θ) < 0. (9.110)

Grouping (9.110) and (9.109), we conclude that ϕ′(s; θ) (which is strictly increasing
because ϕ(s; θ) is strictly convex) increases monotonically from negative to positive
values as s spans the interval (−∞, 0). As a result, there exists a unique value s⋆θ < 0
such that

ϕ′(s⋆θ ; θ) = 0. (9.111)
Moreover, exploiting the integral form of ϕ(s; θ) in (9.79), we observe that

ϕ′(s⋆θ ; θ) = 0 ⇐⇒ Λnet(s⋆θ ; θ)
s⋆θ

= 0 ⇐⇒ Λnet(s⋆θ ; θ) = 0. (9.112)

. The value s⋆θ is the unique value where the first derivative of the strictly convex function
ϕ(s; θ) is equal to 0. Therefore, s⋆θ is the unique minimizer of ϕ(s; θ), implying that

Φ(θ) = ϕ∗(0; θ) = − inf
s∈R

ϕ(s; θ) = −ϕ(s⋆θ ; θ), (9.113)

and (9.104) is proved. It remains to show that (9.106) holds. From the convexity
properties of the LMGF (see Appendix E.1.2) we know that Λnet(s; θ) is strictly convex
for all s ∈ R. Therefore, exploiting Lemma A.1, specifically (A.3a), for all s ̸= 0 we can
write

Λnet(s; θ) > sΛ′net(0; θ) = sλ̄net(θ). (9.114)
In particular, for s < 0 we will have the reverse inequality

Λnet(s; θ)
s

< λ̄net(θ). (9.115)

Recalling that s⋆θ < 0 and using (9.115) in (9.79), we obtain

Φ(θ) = −ϕ(s⋆θ ; θ) = −
∫ s⋆

θ

0

Λnet(ς; θ)
ς

dς =
∫ 0

−|s⋆
θ
|

Λnet(ς; θ)
ς

dς < |s⋆θ | λ̄net(θ), (9.116)

and the proof is complete.
■
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We see from Corollary 9.4 that when λnet,t(θ) ≥ 0, the error exponent
is infinite. This means that the convergence to 0 of the error probability is
super-exponential, i.e., more favorable. However, this case is seldom verified,
for the following reasons.

We focus for simplicity on the case where the observations are discrete
random variables. First, let θ ̸= ϑ⋆ and consider an agent k for which
ℓk,θ ̸= ℓk,ϑ⋆ . Such an agent must exist because, in view of Assumption 6.1,
the network divergence Dnet(θ) has a unique minimizer ϑ⋆. Letting

X= ≜
{
x : ℓk(x|θ) = ℓk(x|ϑ⋆)

}
, X̸= ≜

{
x : ℓk(x|θ) ̸= ℓk(x|ϑ⋆)

}
,

(9.117)
we can write∑
x∈X=

ℓk(x|θ) +
∑
x∈X ̸=

ℓk(x|θ) = 1 =
∑
x∈X=

ℓk(x|θ) +
∑
x∈X ̸=

ℓk(x|ϑ⋆), (9.118)

which implies ∑
x∈X ̸=

(
ℓk(x|ϑ⋆)− ℓk(x|θ)

)
= 0. (9.119)

As a result, the log likelihood ratio log( ℓk(x|ϑ⋆)/ℓk(x|θ) ) must take on
positive and negative values. Therefore, excluding ad-hoc (and unrealistic)
interactions between the likelihoods and the true joint distribution of
the agents’ observations, the network average of log likelihood ratios
λnet,t(θ) takes on positive and negative values with nonzero probability,
implying that the point 0 is greater than the infimum of the support of
the distribution of λnet,t(θ).

9.5.2 Benefits of Cooperation

In Section 6.3.1 we discussed the benefits of cooperation for traditional
social learning (with geometric averaging). The next example shows that
cooperation is also rewarding in adaptive social learning.

Example 9.5 (Cooperation improves learning accuracy). We borrow the setup from
Example 6.2, which is summarized here. We consider a network of K agents. The
combination matrix is doubly stochastic and primitive, yielding a uniform Perron vector,
i.e., vk = 1/K for k = 1, 2, . . . ,K. The observations are assumed independent across
the agents. The likelihoods and the true distributions are equal across the agents, and
would allow each agent to learn the target hypothesis ϑ⋆ individually. Nevertheless, the
agents cooperate over the network by implementing the ASL strategy. We now show
that cooperation can boost the learning performance, which will be measured in terms
of the error exponents in (9.81).
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To compute these exponents, we need to evaluate first the LMGF Λnet(s; θ) appear-
ing in (9.79). This LMGF was computed in (6.84); we repeat here the derivation for
convenience of presentation. According to definition (6.59), we have

Λnet(s; θ) ≜ logE exp
{
sλnet,t(θ)

}
, (9.120)

namely, Λnet(s; θ) is the LMGF of the network average of log likelihood ratios introduced
in (6.7), which, in the considered case where vk = 1/K for all k, is equal to

λnet,t(θ) = 1
K

K∑
k=1

λk,t(θ). (9.121)

We see that λnet,t(θ) is a linear combination of the log likelihood ratios. Since the LMGF
of the sum of independent random variables is the sum of the LMGFs of the individual
variables, the LMGF Λnet(s; θ) is given by

Λnet(s; θ) =
K∑
k=1

Λk(s/K; θ) = KΛk(s/K; θ), (9.122)

where
Λk(s; θ) = logE exp

{
sλk,t(θ)

}
(9.123)

denotes the LMGF of the log likelihood ratio λk,t(θ). We remark that Λk(s; θ) is one
and the same for all k because the likelihoods and the data distributions are identical
across the agents.

Using (9.122), the integral in (9.79) can be computed as

ϕ(s; θ) =
∫ s

0

Λnet(ς; θ)
ς

dς = K

∫ s

0

Λk(ς/K; θ)
ς

dς. (9.124)

As a particular case, we obtain from (9.124) the integral corresponding to the case
K = 1, i.e., to an individual agent working in isolation, namely,

ϕind(s; θ) =
∫ s

0

Λk(ς; θ)
ς

dς. (9.125)

Returning to the general case in (9.124) and performing the change of variable ς ′ = ς/K,
we get

ϕ(s; θ) = K

∫ s/K

0

Λk(ς ′; θ)
ς ′

dς ′︸ ︷︷ ︸
=ϕind(s/K;θ)

(9.126)

or
ϕ(s; θ) = Kϕind(s/K; θ). (9.127)

According to (9.81), the error exponents for the case of K agents and for the case of a
single agent are, respectively,

Φ(θ) = − inf
s∈R

ϕ(s; θ), Φind(θ) = − inf
s∈R

ϕind(s; θ). (9.128)

Exploiting (9.127) and (9.128), we obtain

Φ(θ) = − inf
s∈R

ϕ(s; θ) = −K inf
s∈R

ϕind(s/K; θ) = −K inf
s∈R

ϕind(s; θ) = KΦind(θ). (9.129)
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Referring to the worst-case exponent in (9.82), we finally obtain

Φ = KΦind, (9.130)

which reveals that, for the ASL strategy, the network error exponent Φ is K times larger
than the individual error exponent pertaining to a standalone agent. The same K-fold
increase was observed in (6.88). However, recall that (6.88) referred to traditional social
learning with geometric averaging. Specifically, the error exponents in (6.88) quantify
the decay rate, as t → ∞, of the error probabilities. In traditional social learning,
these probabilities vanish as t → ∞. In comparison, they do not vanish in the adaptive
strategy, but they converge to steady-state probabilities, which vanish as the adaptation
parameter δ approaches 0. The exponents in (9.130) quantify the decay rate of the
steady-state probabilities as δ → 0.

Therefore, the comparison between (6.88) and (9.130) leads to the following remark-
able conclusion: The learning mechanisms of traditional and adaptive social learning
are different, resulting in two different types of error exponents to quantify the per-
formance; nevertheless, under both scenarios, cooperation is rewarding, resulting in a
K-fold increase of the error exponents with respect to a standalone agent.

Example 9.6 (Error exponents). We now revisit Example 9.1 in terms of error exponents.
To this end, we need to compute first the LMGF of the log likelihood ratio λk,t(θ) in
(6.3). Since the likelihoods belong to the Laplace family described by (9.39), after some
straightforward algebra the log likelihood ratio is found to be

λk,t(θ) = |xk,t − x̄k(θ)| − |xk,t − x̄k(ϑo)|, (9.131)

where x̄k(θ) denotes the expectation of xk,t, computed under likelihood ℓk(x|θ). For
example, using Table 9.2, we see that

x̄1(1) = 0.1, x̄4(3) = 0.3, x̄7(2) = 0.2. (9.132)

Next, we introduce the auxiliary quantity, for θ ̸= ϑo,

ek,θ ≜ x̄k(θ) − x̄k(ϑo), (9.133)

as well as the centered variable

x̃k,t = xk,t − x̄k(ϑo). (9.134)

Recalling that xk,t is distributed according to the true underlying pdf ℓk(x|ϑo), the pdf
of the centered variable x̃k,t is given by ℓk(x+ x̄k(ϑo)|ϑo), which is a Laplace pdf with
zero mean and unit scale parameter, namely,

g0(x) = 1
2e
−|x|. (9.135)

Using (9.133) and (9.134) in (9.131), we obtain

λk,t(θ) = |x̃k,t − ek,θ| − |x̃k,t|. (9.136)

Consider first the case ek,θ > 0. The random variable λk,t(θ) can be represented as

λk,t(θ) =


ek,θ if x̃k,t < 0,
ek,θ − 2 x̃k,t if x̃k,t ∈ [0, ek,θ] ,
−ek,θ if x̃k,t > ek,θ.

(9.137)
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In order to evaluate the error exponents, it is necessary to compute the LMGF of λk,t(θ).
From (6.58) we know that this LMGF is defined as

Λk(s; θ) = logE exp
{
sλk,t(θ)

}
. (9.138)

To compute the expectation in (9.138), i.e., the moment generating function of λk,t, we
can exploit (9.137) and (9.135) and write

Eesλk,t(θ)

=
∫ 0

−∞
es ek,θg0(x)dx+

∫ ek,θ

0
es (ek,θ−2x)g0(x)dx+

∫ ∞
ek,θ

e−s ek,θg0(x)dx

= es ek,θ

2

∫ 0

−∞
exdx+ es ek,θ

2

∫ ek,θ

0
e−(2s+1)xdx+ e−s ek,θ

2

∫ ∞
ek,θ

e−xdx

= es ek,θ

2 + es ek,θ

2
1 − e−(2s+1) ek,θ

2s+ 1 + e−s ek,θ e−ek,θ

2

= es ek,θ

2 + es ek,θ − e−(s+1) ek,θ

2 (2s+ 1) + e−(s+1) ek,θ

2

= (s+ 1)es ek,θ + se−(s+1) ek,θ

2s+ 1 (9.139)

to arrive at
Λk(s; θ) = log

(
(s+ 1)es ek,θ + se−(s+1) ek,θ

2s+ 1

)
. (9.140)

Following similar steps for the case ek,θ < 0, we would find the following expression for
the LMGF:

Λk(s; θ) = log
(
se(s−1) ek,θ + (s− 1)e−s ek,θ

2s− 1

)
. (9.141)

Now, to compute the error exponents Φ(θ) from (9.81), we need to compute the LMGF
Λnet appearing in (9.79). Recalling that Λnet is the LMGF of the network variable
λnet,t(θ) =

∑K

k=1 vkλk,t(θ), we can write (as we also showed before in (6.84))

Λnet(s; θ) =
K∑
k=1

Λk(vks; θ), (9.142)

which follows from the fact that the LMGF of the sum of independent random variables
is the sum of the LMGFs of the individual variables. The error exponent Φ(θ) is finally
evaluated by: i) substituting (9.141) into (9.142); ii) evaluating numerically the integral
in (9.79) to compute ϕ(0, θ); and iii) computing Φ(θ) from (9.81). Since the true state
is ϑo = 3, we need to evaluate Φ(θ) for θ = 1 and θ = 2. Performing the aforementioned
calculations, we obtain Φ(1) = 0.04778 and Φ(2) = 0.03589, which means that the
dominant exponent is given by

Φ = min
θ∈{1,2}

Φ(θ) = 0.03589. (9.143)

Now we illustrate the details of the numerical experiments. We let all agents execute
the ASL algorithm for T = 2000 iterations and for 15 values of δ uniformly spaced
in the interval [1/150, 1/10]. We run 20000 Monte Carlo experiments and compute
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Figure 9.6: Steady-state error probability pk(δ) as a function of 1/δ, for k = 1, 5, 10, in the
setting of Example 9.6. Markers refer to the empirical error probability estimated from 20000
Monte Carlo runs. The dashed line refers to the theoretical error probability in (9.21) computed
using the Gaussian approximation in (9.70). Dotted lines refer to the theoretical error probability
in (9.21) computed, for agents 1, 5, and 10, using the agent-dependent Gaussian approximation
in (9.71). The solid line refers to the function e−Φ/δ, with error exponent Φ predicted by the
large deviation analysis in Theorem 9.4.

the steady-state empirical probability of error for each agent and each value of δ. In
Figure 9.6 the empirical probability curves of agents 1, 5, and 10 are compared against
the theoretical error probability in (9.21) computed using the Gaussian approximations
in (9.70) and (9.71). To highlight the exponential decay rate with error exponent Φ
predicted by Theorem 9.4, in the figure we also plot the function e−Φ/δ. We recall that
this function should not be intended as an approximation for the error probabilities, but
must be used only to capture the leading order exponential decay rate.

9.6 Main Performance Characteristics

The analysis carried out in this chapter revealed the following fundamental
features.

Consistent social learning. Thanks to the weak law of small adapta-
tion parameters proved in Theorem 9.2, we showed in Corollary 9.2 that
with the ASL strategy each agent learns consistently, i.e., with vanishing
probability of error as δ → 0. Moreover, we showed in Corollary 9.3 that a
stronger notion of consistency applies, that is, as δ → 0 the belief of each
agent about the target hypothesis ϑ⋆ tends to 1.

Gaussian approximation. Theorem 9.3 showed that the vector bk, when
properly shifted and scaled, is asymptotically normal. The theorem was
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exploited to derive the two Gaussian approximations in (9.70) and (9.71).
In particular, the second approximation is able to capture differences aris-
ing across the error probabilities of the agents.

Large deviations. Theorem 9.4 revealed that the error probabilities of
all agents decay exponentially fast, as δ → 0, with the inverse of the
adaptation parameter, 1/δ. The exponent ruling this decay is the same for
all agents.

Equivalence among agents? We saw in Figure 9.6 that the error proba-
bility curves of distinct agents stay nearly parallel (as functions of 1/δ, in
the logarithmic-scale representation), which confirms that they are equiva-
lent at the leading order in the exponent. On the other hand, we also saw
that the performance of distinct agents is not equalized as δ goes to 0.

Observe that this is not in conflict with the theory of large deviations.
Indeed, the equality to the leading exponential order in (9.77) does not
imply in any way that we can approximate the probability of error as e−Φ/δ,
i.e., pk(δ) ̸≈ e−Φ/δ. This is because the large deviation analysis neglects sub-
exponential corrections embodied in the o(1) term. For example, consider
two error probabilities, say p1(δ) = e−Φ/δ and p2(δ) = 100 e−Φ/δ. Since we
can write

p2(δ) = 100 e−Φ/δ = e−Φ/δ+log 100 = exp
{
− 1
δ

[
Φ− δ log 100︸ ︷︷ ︸

o(1)

]}
, (9.144)

we see that the leading exponent of p2(δ) is Φ. This is obviously the
same as in p1(δ). However, despite featuring the same error exponent as
p1(δ), probability p2(δ) is two orders of magnitude larger than p1(δ). In
our setting, higher-order corrections in the error probabilities can reflect
differences across the agents, arising due to various factors, for example,
due to the difference between “central” agents with a high number of
neighbors, as opposed to “peripheral” agents with few neighbors. For one
instance of this behavior, refer back to the difference between the error
probabilities of agents 1 and 5 in Figure 9.6, and to Figure 9.2 to see
that agent 5 is more peripheral than agent 1. This richer behavior is not
captured by the large deviation analysis, which is able to estimate only
the error exponent.

Interestingly, the Gaussian approximation (9.71) is able to capture the
discrepancies among the agents’ error probabilities. However, we know that
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this approximation is not guaranteed to track the exact error probabilities
as δ → 0. In order to find an approximation that captures the behavior
of distinct agents and is exact for vanishing δ, a refined large deviation
framework exists, usually referred to as “exact asymptotics” [8, 59, 60],
which has been applied to binary adaptive detection in [120, 123].



Chapter 10

Adaptation under ASL

In this chapter we study another important aspect of adaptive social learn-
ing, namely, the transient behavior during the early stages of adaptation.
To begin with, in Section 10.1 we provide a qualitative overview to il-
lustrate the main rationale and goal of the transient analysis. Then, in
Section 10.2 we quantify the adaptation capacity of the ASL strategy by
characterizing the time necessary for the instantaneous error probability to
get close to the steady-state value. Combining this characterization with
the results available from Chapter 9, we arrive at a revealing description
of the trade-off between learning and adaptation.

10.1 Qualitative Description of the Transient Phase

It is useful to provide a qualitative overview of the transient behavior of
adaptive social learning in comparison with the traditional social learning
strategy examined in Chapter 5. To this end, we consider the following
illustrative example. We have a single agent (and, therefore, in this example
we remove the subscript k from the notation) interested in solving a binary
hypothesis problem with Θ = {1, 2}. The likelihood models ℓ(x|1) and
ℓ(x|2) employed by the agent are exact, namely, the data can originate from
ℓ(x|1) or ℓ(x|2), depending on whether the true hypothesis is ϑo = 1 or
ϑo = 2. To simplify the presentation, we assume symmetric KL divergences,
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i.e., we assume the validity of the following equality:1

Eℓ1 log ℓ(x|1)
ℓ(x|2) = Eℓ2 log ℓ(x|2)

ℓ(x|1) ≜ λ̄ > 0, (10.1)

where, as usual, the notation Eℓθ denotes expectation under ℓ(x|θ). We
assume that at time t = 1 the true underlying hypothesis is ϑo = 1, and
the situation remains stationary until a certain time T1, after which data
start being generated according to ϑo = 2. The purpose of the transient
analysis is to examine how the algorithm is able to react to drifts. In this
example, the drift is represented by the change in ϑo.

In order to study how the learning process progresses over time, it is
sufficient to consider the time evolution of the log belief ratio

qβt ≜ log µt(1)
µt(2) . (10.2)

Note that in (10.2) we use symbol qβt to denote the log belief ratio, in
place of the symbol βt that was used before. This choice is meant to avoid
confusion. Indeed, in our treatment the symbol βt is always defined with
the true hypothesis appearing in the numerator. Since in the following
analysis the true hypothesis will change during the observation interval,
using such a convention would require exchanging the numerator and
denominator, thus adding unnecessary complexity.

In contrast, in the log belief ratio qβt, we have hypothesis 1 in the
numerator and hypothesis 2 in the denominator, irrespective of which
hypothesis is true. This also means that, to classify correctly the hypotheses,
we would like to have positive values of qβt when ϑo = 1 and negative values
when ϑo = 2.

Applying the sequential Bayesian update strategy (2.21) to the consid-
ered single-agent binary setting, we obtain the following recursion (we use
the superscripts na and ad to distinguish the nonadaptive and adaptive
strategies, respectively):

qβ
na
t = qβ

na
t−1 + log ℓ(xt|1)

ℓ(xt|2) . (10.3)

1We remark that the qualitative argument in this section does not rely on condition (10.1),
which is made here only to simplify the example. It is interesting to note (and straightforward
to verify) that condition (10.1) is always satisfied for all shift-in-mean problems with symmetric
noise pdf, namely, when x = w +m1 under ℓ(x|1) and x = w +m2 under ℓ(x|2), where w is a
zero-mean continuous random vector in Rd with an even pdf f(w) = f(−w) (whose support is
equal to Rd to guarantee that x has the same support under the two hypotheses, otherwise the
detection problem becomes trivial).
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Applying instead the adaptive update step of the ASL strategy (3.16) to
the same single-agent binary case, we obtain the recursion

qβ
ad
t = (1− δ)qβad

t−1 + log ℓ(xt|1)
ℓ(xt|2) . (10.4)

We assume flat priors for both (10.3) and (10.4), which implies qβna
0 = qβ

ad
0 =

0. We now examine separately the nonadaptive and adaptive strategies.

10.1.1 Nonadaptive Strategy

In order to appreciate the main trade-offs involved in the transient behavior,
let us focus on the time evolution of the expected log belief ratio. Iterating
(10.3) up to time T1 and taking expectations we get

Eqβ
na
T1 = λ̄T1, (10.5)

where λ̄ is the symmetric KL divergence introduced in (10.1). Equation
(10.5) shows that the expected value of the log belief ratio grows linearly
with the duration T1 of the stationarity interval. This linear growth is a
reflection of the increasing knowledge acquired by the agent as it aggregates
new information embodied in the log likelihood ratios. In the asymptotic
regime, this knowledge becomes a certainty. In fact, we already know from
Chapter 2 that qβ

na
T1 → ∞ almost surely as T1 → ∞, which implies that

if hypothesis 1 remains in force indefinitely, the belief of the agent about
this hypothesis converges to 1. Unfortunately, this increasing confidence
comes at the cost of an “elephant” memory that makes the algorithm slow
in adaptation, as we now show.

To this end, let us examine the behavior for t > T1, recalling that from
time T1 + 1 onward the true hypothesis switches to ϑo = 2. We have that

qβ
na
t = qβ

na
T1 +

t∑
τ=T1+1

log ℓ(xτ |1)
ℓ(xτ |2) , t > T1. (10.6)

Then, from (10.5) and (10.6) we have that

Eqβ
na
t = Eqβ

na
T1︸ ︷︷ ︸

=λ̄T1

+
t∑

τ=T1+1
E log ℓ(xτ |1)

ℓ(xτ |2)︸ ︷︷ ︸
= −λ̄ since ϑo = 2

= λ̄(2T1 − t), t > T1. (10.7)

We see from (10.7) that the earlier operation regime (i.e., for t ≤ T1)
results in an initial bias term λ̄T1 of positive sign. On the other hand, since
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the true hypothesis is now ϑo = 2, we would like to observe a negative
value for Eqβ

na
t . Accordingly, the adaptation time can be roughly identified

by considering the time necessary to overcome the initial bias toward
hypothesis 1 once the true hypothesis switches from 1 to 2 at instant T1.
In terms of our mean-value analysis, this is the time necessary for the
expected log belief ratio Eqβ

na
t to become nonpositive. In view of (10.7),

this change happens at instant t0 = 2T1. The adaptation time is computed
as the difference between t0 and T1. Therefore, the adaptation time for
the traditional, sequential update strategy (2.21) is on the order of

Tna = T1. (10.8)

In other words, the time necessary to recover from an earlier wrong opinion
is proportional to the stationarity interval during which that opinion
was actually true! This behavior, illustrated in Figure 10.1, is clearly not
admissible for an adaptive algorithm.

10.1.2 Adaptive Strategy

Let us switch to the adaptive strategy. Developing the recursion in (10.4)
until time T1 we get

qβ
ad
T1 =

T1∑
τ=1

(1− δ)T1−τ log ℓ(xτ |1)
ℓ(xτ |2) , (10.9)

yielding

Eqβ
ad
T1 = λ̄

T1∑
τ=1

(1− δ)τ−1 = λ̄

δ

(
1− (1− δ)T1

)
≈ λ̄

δ
, (10.10)

where the approximation assumes a sufficiently large T1.
Likewise, developing the recursion in (10.4) from the time instant T1

(i.e., from the initial state qβ
ad
T1) until an instant t > T1, where the true

hypothesis becomes ϑo = 2, we obtain

qβ
ad
t = (1− δ)t−T1qβ

ad
T1 +

t∑
τ=T1+1

(1− δ)t−τ log ℓ(xτ |1)
ℓ(xτ |2) , t > T1, (10.11)
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yielding

Eqβ
ad
t = (1− δ)t−T1Eqβ

ad
T1 +

t∑
τ=T1+1

(1− δ)t−τ E log ℓ(xτ |1)
ℓ(xτ |2)

(a)= (1− δ)t−T1 λ̄

δ

(
1− (1− δ)T1

)
− λ̄

t−T1∑
τ=1

(1− δ)τ−1

= (1− δ)t−T1 λ̄

δ

(
1− (1− δ)T1

)
− λ̄

δ

(
1− (1− δ)t−T1

)
= λ̄

δ

(
2(1− δ)t−T1 − 1− (1− δ)t

)
≈ λ̄

δ

(
2(1− δ)t−T1 − 1

)
, t > T1, (10.12)

where in step (a) we apply (10.10) (actually, the final equality, not the
approximation) to evaluate Eqβ

ad
T1 and we use the fact that E log ℓ(xτ |1)

ℓ(xτ |2) =
−λ̄ for τ > T1. The last approximation holds for sufficiently large t.
Equating (10.12) to 0 we obtain

t0 = log 2
log(1− δ)−1 + T1 ≈

log 2
δ

+ T1, (10.13)

where we used the fact that 1/ log(1− δ)−1 ≈ 1/δ for small δ. Evaluating
the adaptation time as Tad = t0 − T1, from (10.13) we get

Tad ≈
log 2
δ

. (10.14)

10.1.3 Comparison

A visual comparison between the nonadaptive and adaptive strategies
is shown in Figure 10.1, where the expected log belief ratios Eqβ

na
t and

Eqβ
ad
t are depicted as functions of t. Comparing (10.14) against (10.8),

we see that for the nonadaptive strategy the adaptation time diverges
as the duration T1 of the stationarity interval increases, whereas for the
adaptive strategy it is independent of T1, and is controlled by the parameter
δ, scaling roughly as 1/δ. One explanation for this difference is that the
expected log belief ratio of the adaptive strategy given by (10.10) converges
as T1 → ∞, to the stable value λ̄/δ that depends on δ. In contrast, for
the nonadaptive strategy the expected log belief ratio in (10.5), increases
linearly with T1. This implies that, after a relatively long stationarity
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Figure 10.1: Single-agent learning under nonstationary conditions. Time evolution of the
expected log belief ratios Eqβ

na
t (traditional nonadaptive strategy (10.3), in blue) and Eqβ

ad
t

(adaptive strategy (10.4), in red).

interval, the nonadaptive strategy accumulates an initial bias that is more
difficult to overcome.

In a nutshell, while the reaction capacity of traditional social learning
given by (10.3) is not controlled by design and is severely affected by the
duration of previous stationarity intervals, in the adaptive social learning
update (10.4) the adaptation time is not affected by previous stationarity
intervals, and the effective memory is controlled through the adaptation
parameter δ. This adaptation ability comes at the expense of learning
accuracy. In fact, as we have already established in the previous chapter,
the steady-state error probability does not converge to 0 as time elapses, but
converges to some stable value. However, this value vanishes exponentially
fast as a function of 1/δ, highlighting the fundamental trade-off of adaptive
social learning: The smaller the adaptation parameter δ is, the smaller the
error probability will be (i.e., better learning accuracy) and the larger the
adaptation time will be (i.e., slower adaptation).

10.2 Quantitative Transient Analysis

In this section we provide a more rigorous analysis to support the qualitative
arguments of Section 10.1. We assume that the ASL strategy (8.13) has
been in operation for a certain time t0. All the knowledge accumulated by
the agents until this time is summarized in the belief vectors {µk,t0}Kk=1. We
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remark that the evolution of the statistical models from t = 0 to t = t0 is
left completely arbitrary, that is, the system could have experienced several
drifts in the statistical conditions and/or other system parameters, e.g.,
the graph combination weights. From the viewpoint of the ASL algorithm,
all these effects are summarized in the belief vectors {µk,t0}Kk=1 that act
as initial state at time t0. In order to perform the transient analysis, we
assume that from t0 + 1 onward, some models {fk(x)}Kk=1 steadily govern
the data of the different agents, with some target hypothesis equal to ϑ⋆

— see Definition 8.1. We will establish how much time is necessary to get
sufficiently close to the steady-state learning performance starting from
the initial realization {µk,t0}Kk=1. As done before, to simplify the notation
we set t0 = 0 and the initial state becomes {µk,0}Kk=1.

In the theory of adaptation and learning, the focus is typically on
estimation of a continuous parameter, and the transient analysis is per-
formed by characterizing the time evolution of suitable moments of an
error variable, e.g., the second-order moment of a vector quantifying the
difference between the estimated and true parameters. In this setting, the
transient analysis ascertains how long it takes for the error to attain some
small value [151, 154]. In comparison, in the social learning setting the
adaptation time will be related to the time evolution of the instantaneous
error probability introduced in (9.20), and specifically to the time necessary
for this probability to approach the steady-state error probability.

The time evolution of the instantaneous error probability will be char-
acterized in terms of the upper bound provided in Theorem 10.1. As we
will see from the proof of the theorem, this bound relies on the logarithmic
moment generating function of the log belief ratios. Compare this approach
with the one adopted for the estimation of continuous parameters. In the
latter case we examine the time evolution of moments, while, in adaptive
social learning, it will be important to characterize the time evolution
of logarithmic moment generating functions. This fact admits the follow-
ing interesting interpretation: Since the logarithmic moment generating
function of a random variable incorporates dependence on all moments
of the variable, the transient analysis of adaptive social learning relies on
all moments, while in problems addressing the estimation of continuous
parameters we need only individual moments.



212 Adaptation under ASL

Theorem 10.1 (Bounds on the instantaneous error probability). Let Assump-
tions 5.1, 5.2, and 6.1 be satisfied. Let C and r be the constants defined in
(4.25), which are determined by the combination matrix. Assume that, for all
θ ≠ ϑ⋆, λinf(θ) ≜ inf

(
suppλnet(θ)

)
< 0, where suppλnet(θ) denotes the support

of the distribution of the network average of log likelihood ratios λnet,t(θ) (see
(6.7) and Definition E.1), and let s⋆θ be the quantity introduced in Corollary 9.4.
Define the scaled log belief ratios, for k = 1, 2, . . . ,K and t = 0, 1, . . .,

bk,t(θ) ≜ δ × βk,t(θ), (10.15)

and the following network average, corresponding to the (deterministic) initial
values bk,0(θ) weighted by the Perron vector entries {vk}:

bnet,0(θ) ≜
K∑
k=1

vkbk,0(θ), (10.16)

Let, for all θ ̸= ϑ⋆,

K1(θ) ≜ |s⋆θ |
[
λ̄net(θ) − bnet,0(θ)

]
, (10.17)

K2(θ) ≜ C |s⋆θ |
K∑
k=1

|bk,0(θ)|, (10.18)

where λ̄net(θ) is defined by (6.10). Then, for each agent k, the instantaneous
error probability pk,t defined by (9.20) is upper bounded as

pk,t ≤
∑
θ ̸=ϑ⋆

exp
{1
δ

[
− Φ(θ) + K1(θ)(1 − δ)t + K2(θ)(1 − δ)trt +O(δ)

]}
,

(10.19)
where Φ(θ) is defined by (9.81).

Proof. Recalling the representation in (9.5), we can write

βk,t(θ) = (1 − δ)t
K∑
j=1

[At]jkβj,0(θ) + β̂k,t(θ). (10.20)

Let us introduce the scaled quantity

b̂k,t(θ) ≜ δ × β̂k,t(θ) = δ

K∑
j=1

t∑
τ=1

(1 − δ)τ−1[Aτ ]jk λj,t−τ+1(θ), (10.21)

where the equality follows from (9.6). Since bk,t(θ) = δ × βk,t(θ) by definition, from
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(10.20) and (10.21) we get

bk,t(θ) = b̂k,t(θ) + (1 − δ)t
K∑
j=1

[At]jkbj,0(θ)

= b̂k,t(θ) + (1 − δ)t
K∑
j=1

vjbj,0(θ) + (1 − δ)t
K∑
j=1

(
[At]jk − vj

)
bj,0(θ)

≥ b̂k,t(θ) + (1 − δ)t
K∑
j=1

vjbj,0(θ) − C(1 − δ)trt
K∑
j=1

|bj,0(θ)|

= b̂k,t(θ) + (1 − δ)tbnet,0(θ) − K2(θ)
|s⋆θ |

(1 − δ)trt, (10.22)

where the inequality follows from (4.25), and in the last equality we used (10.16) and
(10.18). In view of (10.22) we can write

P[bk,t(θ) ≤ 0] ≤ P
[
b̂k,t(θ) ≤ −(1 − δ)tbnet,0(θ) + K2(θ)

|s⋆θ |
(1 − δ)trt

]
(a)= P

[
s⋆θ
δ
b̂k,t(θ) ≥ |s⋆θ |

δ
(1 − δ)tbnet,0(θ) − K2(θ)

δ
(1 − δ)trt

]

(b)
≤

E exp
{
s⋆θ
δ
b̂k,t(θ)

}
exp
{

|s⋆θ |
δ

(1 − δ)tbnet,0(θ) − K2(θ)
δ

(1 − δ)trt
}

(c)= exp
{

1
δ

[
δΛ̂k,t

(
s⋆θ
δ

; θ
)

− (1 − δ)t|s⋆θ |bnet,0(θ) + K2(θ)(1 − δ)trt
]}

,

(10.23)

where (a) follows by multiplying by s⋆θ/δ both sides of the inequality within the probability
brackets and taking into account the fact that s⋆θ < 0 (see Corollary 9.4); (b) follows
by applying Chernoff’s bound (Theorem C.3); and in (c) we introduced the LMGF of
b̂k,t(θ), defined as

Λ̂k,t(s; θ) ≜ logE exp
{
s b̂k,t(θ)

}
. (10.24)

We now want to obtain a convenient expression for the LMGF Λ̂k,t(s; θ) in (10.24).
To this end, we will appeal to some results from Appendix F, which are more easily
illustrated by introducing the following ad-hoc notation. Let us set, for j = 1, 2, . . . ,K
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and τ ∈ N,
yj,τ = λj,τ (θ), yτ = [y1,τ ,y2,τ , . . . ,yK,τ ], (10.25)
αj,τ = [Aτ ]jk, ατ = [α1,τ , α2,τ , . . . , αK,τ ], α = v, (10.26)

zt(δ) = δ

t∑
τ=1

(1 − δ)τ−1αT
τyτ , z(δ) = δ

∞∑
τ=1

(1 − δ)τ−1αT
τyτ , (10.27)

yave,τ = vTyτ = λnet,τ (θ), Λave(s) = logE exp
{
syave,τ

}
, (10.28)

Λy(u) = logE exp
{
uTyt

}
, u ∈ RK , (10.29)

Λzt (s) = logE exp
{
s zt(δ)

}
, Λδ(s) = logE exp

{
s z(δ)

}
. (10.30)

Now, observe that from (F.107) we have the representation

Λzt (s) =
t∑

τ=1

Λave

(
s δ(1 − δ)τ−1

)
+

t∑
τ=1

[
Λy
(
s δ(1 − δ)τ−1ατ

)
− Λy

(
s δ(1 − δ)τ−1α

)]
, (10.31)

which, in view of (F.119) and (F.120), implies that

δΛzt (s/δ) = δ

t∑
τ=1

Λave

(
s(1 − δ)τ−1

)
+O(δ). (10.32)

On the other hand, in view of Eqs. (F.97), (F.100), and (F.123), the summation on the
RHS can be written as ∫ s

s(1−δ)t

Λave(ς)
ς

dς +O(δ), (10.33)

which combined with (10.32) yields

δΛzt (s/δ) =
∫ s

s(1−δ)t

Λave(ς)
ς

dς +O(δ). (10.34)

Exploiting (10.21), (10.24), and the chain of definitions (10.25)–(10.30), we arrive at the
identity

Λzt (s) = Λ̂k,t(s; θ). (10.35)
Likewise, using (10.28) and recalling from Table 6.1 that the LMGF of the average
variable λnet,t is denoted by Λnet(s; θ), we have

Λave(s) = Λnet(s; θ). (10.36)
Substituting (10.35) and (10.36) into (10.34), we obtain

δΛ̂k,t (s/δ; θ) =
∫ s

s(1−δ)t

Λnet(ς)
ς

dς +O(δ)

=
∫ s

0

Λnet(ς; θ)
ς

dς −
∫ s(1−δ)t

0

Λnet(ς; θ)
ς

dς +O(δ)

= ϕ(s; θ) −
∫ s(1−δ)t

0

Λnet(ς; θ)
ς

dς +O(δ), (10.37)
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where the last equality follows from the definition of ϕ(s; θ) in (9.79). Applying (10.37)
with the choice s = s⋆θ , we get

δΛ̂k,t (s⋆θ/δ; θ) = ϕ(s⋆θ ; θ) −
∫ s⋆

θ
(1−δ)t

0

Λnet(ς; θ)
ς

dς +O(δ)

(a)= −Φ(θ) −
∫ s⋆

θ
(1−δ)t

0

Λnet(ς; θ)
ς

dς +O(δ)

(b)= −Φ(θ) +
∫ 0

−|s⋆
θ
|(1−δ)t

Λnet(ς; θ)
ς

dς +O(δ)

(c)
≤ −Φ(θ) + (1 − δ)t |s⋆θ | λ̄net(θ) +O(δ), (10.38)

where (a) follows by using the definition of Φ(θ) from (9.104); (b) holds because s⋆θ is
negative; and (c) follows by observing that, in view of (A.3a) and the strict convexity of
the LMGF Λnet, for ς < 0 we have

Λnet(ς; θ)
ς

< Λ′net(0; θ) = λ̄net(θ). (10.39)

Using (10.38) in (10.23) along with the definition of K1(θ) from (10.17), we get the
upper bound in (10.19).

■

Theorem 10.1 reveals the main behavior of the instantaneous error
probability. Examining the exponent of the upper bound in (10.19) we see,
up to higher-order corrections embodied in the term O(δ), the emergence
of three terms: the steady-state error exponent Φ(θ) already identified in
Theorem 9.4, and two other terms that characterize the transient behavior.
The first transient term decays as (1− δ)t, and is thus influenced solely by
the adaptation parameter δ. The second transient term decays as (1−δ)trt,
which means it decays faster and is influenced also by the network through
the combination-matrix parameter r. According to (4.24), this parameter
is related to the second largest-magnitude eigenvalue of A, and is therefore
related to the mixing properties of A (i.e., the convergence rate of [At]jk
to the Perron vector entry vj).

It is important to make a remark in relation to the terms bnet,0 and bk,0
appearing in (10.17) and (10.18), respectively. In view of (10.15), we have

bk,0 = δ × βk,0 (10.40)

and, from (10.16), also bnet,0 implicitly contains the multiplying factor δ.
Accordingly, instead of including bnet,0 and bk,0 in (10.17) and (10.18), it
appears that we could have incorporated them into the O(δ) correction
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in (10.19). We now explain why this is not the best choice and why it is
more useful to leave explicit the dependence on these two terms. Recall
that the time instant t = 0 in our analysis represents an arbitrary time
instant after which a stationary period begins. For example, t = 0 can
correspond to the end of a previous stationary period (learning cycle)
where the agents learned a certain model that has then changed at the
beginning (t = 1) of the subsequent learning cycle. In other words, the
“initial” state bk,0 can correspond to the steady state of the previous learning
cycle. In this case, bk,0 would contain an implicit dependence on δ, since it
would be the steady-state output of the ASL algorithm. More specifically,
from Theorem 9.2 we know that in steady state this scaled log belief ratio
approximates λ̄net for small δ. Therefore, when bk,0 is interpreted as the
steady-state vector of a previous learning cycle, from (9.28) we can write

bk,0 ≈ λ̄prev
net , bnet,0 ≈ λ̄prev

net , (10.41)

where we denote by λ̄prev
net the limiting value characterizing the previous

learning cycle. Note that (10.41) is not an O(δ) correction. For this reason,
it is more appropriate to leave explicit the dependence on bnet,0 and bk,0
and not to incorporate these terms into the O(δ) correction in (10.19).

10.3 Adaptation Time

In summary, Theorem 10.1 provides the upper bound in (10.19) on the
instantaneous error probability. As t→∞, this bound converges to∑

θ ̸=ϑ⋆
exp

{
−1
δ

[
Φ(θ) +O(δ)

]}
= exp

{
−1
δ

[
Φ +O(δ)

]}
, (10.42)

where Φ = minθ ̸=ϑ⋆ Φ(θ) is the error exponent in (9.82).2 In the theory
of adaptation and learning [151], adaptation times are usually defined in

2The equality in (10.42) can be obtained as follows. Since there exists at least one value
θ ̸= ϑ⋆ such that Φ = Φ(θ), we have∑

θ ̸=ϑ⋆

exp
{
−

1
δ

[
Φ(θ) +O(δ)

]}
≥ exp

{
−

1
δ

[
Φ +O(δ)

]}
. (10.43)

On the other hand, we can write∑
θ ̸=ϑ⋆

exp
{
−

1
δ

[
Φ(θ) +O(δ)

]}
≤ (H − 1) exp

{
−

1
δ

[
Φ +O(δ)

]}
= exp

{
−

1
δ

[
Φ +O(δ) + δ log(H − 1)

]}
= exp

{
−

1
δ

[
Φ +O(δ)

]}
. (10.44)
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terms of the number of iterations necessary to get “sufficiently” close to
some limiting (i.e., steady-state) value. In our setting, we will apply this
concept to the available upper bounds on the error probability, with the
RHS of (10.42) being our limiting value. Specifically, we say that TASL is
a valid adaptation time when, for all t > TASL,

pk,t ≤ exp
{
−1
δ

[
(1− ε)Φ +O(δ)

]}
. (10.45)

In other words, we require that, after TASL, the instantaneous error prob-
ability pk,t is upper bounded by a quantity that matches the exponent
Φ on the RHS of (10.42), but for some small ε. This is made precise in
the following corollary, where we determine expressions for the adaptation
time by distinguishing the cases of “favorable” and “unfavorable” initial
states.

The favorable scenario is identified by the condition bnet,0(θ) ≥ λ̄net(θ)
for all θ ̸= ϑ⋆, which means that the initial states are larger than the
limiting values λ̄net(θ) to which the scaled log belief ratio converges in
view of Theorem 9.2. We see from (10.17) that when bnet,0(θ) ≥ λ̄net(θ),
the terms K1(θ) are all nonpositive. Examining (10.19), we conclude that
these terms contribute to reducing the value of the upper bound in (10.19)
(or are irrelevant if they are equal to 0). For this reason, we say that
when bnet,0(θ) ≥ λ̄net(θ) for all θ ≠ ϑ⋆ we are in a favorable scenario. The
situation is reversed when bnet,0(θ) < λ̄net(θ) for at least one θ ≠ ϑ⋆, since
in this case at least one of the terms K1(θ) is positive, thus contributing
to increase the value of the upper bound in (10.19).

Corollary 10.1 (Adaptation time). Under the same assumptions used in Theo-
rem 10.1, let

K1 ≜ max
θ ̸=ϑ⋆

K1(θ), K2 ≜ max
θ ̸=ϑ⋆

K2(θ), (10.46)

and let the adaptation time TASL be a time instant such that, for all t > TASL,

pk,t ≤ e−
1
δ

[(1−ε)Φ+O(δ)] (10.47)

for some small ε > 0. Then, we have the following two scenarios:

Favorable case (all initial states are good). If bnet,0(θ) ≥ λ̄net(θ) for all
θ ̸= ϑ⋆, then for ε < K2/Φ,

TASL = 1
log r−1 log K2

εΦ . (10.48)
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Unfavorable case (at least one initial state is bad). If bnet,0(θ) < λ̄net(θ)
for at least one θ ̸= ϑ⋆, then for ε < K1/Φ,

TASL = 1
log(1 − δ)−1 log K1

εΦ . (10.49)

Proof. We determine the adaptation time as the critical instant after which we stay
close to the exponent Φ, in the precise sense specified by (10.47). For ease of reference,
it is useful to report here (10.50), namely,

pk,t ≤
∑
θ ̸=ϑ⋆

exp
{1
δ

[
− Φ(θ) + K1(θ)(1 − δ)t + K2(θ)(1 − δ)trt +O(δ)

]}
. (10.50)

Since Φ(θ) ≥ Φ (see (9.82)), K1(θ) ≤ K1 and K2(θ) ≤ K2 (see (10.46)), and since
0 < δ < 1, from (10.50) we can write

pk,t ≤
∑
θ ̸=ϑ⋆

exp
{1
δ

[
− Φ + K1(1 − δ)t + K2r

t +O(δ)
]}

= (H − 1) exp
{1
δ

[
− Φ + K1(1 − δ)t + K2r

t +O(δ)
]}

. (10.51)

The constant factor H − 1 can be incorporated into the O(δ) correction, yielding

pk,t ≤ exp
{1
δ

[
− Φ + K1(1 − δ)t + K2 r

t +O(δ)
]}

. (10.52)

We now use (10.52) to evaluate the adaptation time in the favorable and unfavorable
cases.

Let us consider first the favorable case, where bnet(θ) ≥ λ̄net(θ) for all θ ̸= ϑ⋆,
implying, in view of (10.17) and (10.46), that K1 ≤ 0, such that from (10.52) we have

pk,t ≤ exp
{1
δ

[
− Φ + K2r

t +O(δ)
]}

. (10.53)

On the other hand, with the choice of TASL in (10.48) we have

t > TASL ⇐⇒ t >
1

log r−1 log K2

εΦ ⇐⇒ K2 r
t < εΦ, (10.54)

which, when used in (10.53), yields (10.47). Thus, we have proved the claim for the case
where bnet(θ) ≥ λ̄net(θ) for all θ ̸= ϑ⋆.

We examine next the unfavorable case where bnet(θ) < λ̄net(θ) for at least one value
θ ≠ ϑ⋆. Observe that in this case we have K1 = maxθ ̸=ϑ⋆ K1(θ) > 0. If we set the
adaptation time TASL according to the law in (10.49), we have

t > TASL ⇐⇒ t >
1

log(1 − δ)−1 log K1

εΦ ⇐⇒ K1(1 − δ)t < εΦ, (10.55)

which, when used in (10.52), yields

pk,t ≤ exp
{1
δ

[
− (1 − ε)Φ + K2 r

t +O(δ)
]}

. (10.56)
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Moreover, from the known bound log x ≤ x − 1, holding for all x > 0, we have the
inequality

log 1
1 − δ

≤ 1
1 − δ

− 1 = δ

1 − δ
, (10.57)

implying
1

log(1 − δ)−1 ≥ 1 − δ

δ
= 1
δ

− 1. (10.58)

In the range t > TASL, from (10.55) and (10.58) we obtain (recall that ε < K1/Φ)

t >
(1
δ

− 1
)

log K1

εΦ , (10.59)

which, since 0 < r < 1, also implies

rt ≤ r(
1
δ
−1) log K1

ε Φ , (10.60)

which implies that the quantity K2 r
t appearing in (10.56) can be incorporated into the

term O(δ), yielding (10.47), and the proof is complete.
■

We are now ready to examine the main parameters and phenomena
affecting the adaptation time TASL.

Memory. The memory from the past evolution of the algorithm is summa-
rized in the starting belief vectors {µk,0}Kk=1, which determine the initial
values {bk,0}Kk=1 and bnet,0.

As we observed before stating the corollary, when bnet,0(θ) ≥ λ̄net(θ)
we have K1(θ) ≤ 0, and the transient term K1(θ)(1 − δ)t reduces the
value of the error probability (bound) or is irrelevant. Therefore, when
bnet,0(θ) ≥ λ̄net(θ) for all θ ̸= ϑ⋆, we see from (10.19) that the dominant
transient term is the one scaling as (1−δ)trt; the corresponding adaptation
time in (10.48) is essentially determined by the mixing parameter r, i.e.,
by how fast the powers of the combination matrix converge to v 1T — see
Corollary 4.1. Under this regime, the adaptation time does not depend
critically on the adaptation parameter δ. Moreover, the adaptation time in
(10.48) increases for larger initial values |bk,0(θ)| — see (10.18).

In comparison, when bnet,0(θ) < λ̄net(θ) for at least one θ ̸= ϑ⋆, the
dominant transient term is the one scaling as (1 − δ)t; the correspond-
ing adaptation time in (10.49) scales with the adaptation parameter as
1/ log(1 − δ)−1. For small δ, this scaling law can be approximated by
1/δ, which means that the adaptation time grows as the inverse of the
adaptation parameter δ when δ → 0.
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Within the unfavorable scenario, one particularly interesting case is
when bnet,0(θ) is negative. This happens, for example, when the initial state
comes from a previous learning cycle where the agents have converged to
some hypothesis that has then changed at the beginning of the subsequent
learning cycle. To see why in this situation we have bnet,0(θ) < 0, let us
examine a single learning cycle. Recall that we use the convention that
the data of the learning cycle under examination are collected from time
instant t = 1, and that the initial belief at time instant t = 0 collects all
the knowledge stored until the beginning of the learning cycle, that is, the
knowledge accumulated from previous learning cycles. Assume for instance
that in the previous learning cycle the algorithm had been converging
to some hypothesis θ, which has then switched to ϑ⋆ at the beginning
(t = 1) of the successive learning cycle. This means that the log belief ratio
between θ and ϑ⋆ was positive at the end of the previous learning cycle.
Actually, since in the new learning cycle we compute log belief ratios in the
reverse direction, i.e., between ϑ⋆ and θ, we have bnet,0(θ) < 0. Therefore,
the smaller bnet,0(θ) is, the worse the starting condition will be. We expect
that a worse starting condition has a negative impact on the adaptation
time. This is confirmed by (10.17), because smaller values of bnet,0(θ) < 0
imply larger values of K1(θ), which in turn correspond to increasing the
adaptation time in (10.49).

Finally, observe from (10.48) and (10.49) that the dependence of the
adaptation time on K1 and K2 is logarithmic. Since we see from (10.17)
and (10.18) that K1(θ) and K2(θ) embody the initial states, we conclude
that the past algorithm evolution does not have a critical impact on the
adaptation time.

Parameter s⋆θ. The parameter s⋆θ influences the adaptation time through
the constants K1(θ) and K2(θ) — see (10.17) and (10.18). Some insight into
the role of s⋆θ can be gained by focusing on the following setting. Consider
the objective evidence model in Section 5.3 and assume statistical inde-
pendence across the agents. Under this setting, the following inequalities
were proved in [25]:

1
vmax

≤ |s⋆θ| ≤
1
vmin

, (10.61)

where vmax and vmin denote the maximum and minimum entries of the
Perron vector of A. On the face of it, these bounds suggest a dependence
of the adaptation times in (10.48) and (10.49) on the network parameters
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through the Perron vector.
However, we should recall that the network error exponent Φ, defined

in (9.82) and appearing in (10.48) and (10.49), depends on the network
as well. For example, when all likelihoods are equal across the agents and
the combination matrix is doubly stochastic (yielding a uniform Perron
vector), we showed in (9.130) that the network error exponent Φ is K
times the exponent Φind corresponding to an individual agent (i.e., to a
standalone implementation of the ASL algorithm), namely,

Φ = KΦind. (10.62)

Moreover, with a uniform Perron vector, Eq. (10.61) implies

s⋆θ = −K. (10.63)

Using (10.62) and (10.63) in (10.48) or (10.49), we find that the network
size appearing in the parameter s⋆θ = −K is compensated for and canceled
out by the network size embodied in the network exponent Φ = KΦind.
Accordingly, we expect the network parameters to have a reduced impact
on the adaptation time when the initial conditions are unfavorable — see
(10.49). In comparison, we see from (10.48) that the adaptation time under
favorable initial conditions would depend on the parameter r that is related
to the second largest-magnitude eigenvalue of A, and, hence, embodies a
dependence on the network features. However, note that the dependence
of the adaptation time in (10.48) on r is logarithmic.

KL divergences and error exponents. As explained before, in the
unfavorable scenario the dominant constant is K1(θ). We see from (10.17)
that this constant depends on the quantity λ̄net(θ) defined by (6.10),
which in turn depends on the KL divergences relevant to the considered
classification problem. To gain some insight into this dependence, we
consider the following simplified setting. First, we focus on the objective
evidence model in Section 5.3, where ϑ⋆ = ϑo for some true hypothesis ϑo,
implying, in view of (6.10), that

λ̄net(θ) = Dnet(θ)−Dnet(ϑo)︸ ︷︷ ︸
=0

= Dnet(θ). (10.64)

Second, we neglect the initial state bnet,0, so that Eq. (10.49) becomes

TASL = 1
log(1− δ)−1 log

maxθ ̸=ϑ⋆
{|s⋆θ|Dnet(θ)

}
εΦ . (10.65)
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Under the objective evidence model, Dnet(θ) is a network average of the KL
divergences between the true likelihoods ℓk(x|ϑo) and the likelihoods ℓk(x|θ)
corresponding to a wrong hypothesis θ ≠ ϑo. As a result, larger values of
Dnet(θ) imply that the true hypothesis is more easily distinguishable, that
is, the decision problem is easier. Now, expression (10.65) may suggest
an increase of the adaptation time for larger Dnet(θ). This would imply
that easier decision problems require more time to decide reliably, which
is counterintuitive.

To see that this reasoning is incomplete, observe that the error exponent
Φ is also related to the difficulty of the decision problem; it measures how
fast the steady-state error probability converges to 0 as δ → 0. Therefore,
when the decision problem becomes easier, the error probability is smaller,
and Φ should also increase, resulting in a reduction of the adaptation time
in (10.65). In summary, since the KL divergences and the error exponents
have opposite effects on the adaptation time in (10.65), it is difficult to
anticipate their combined impact. This impact can be quantified by evalu-
ating the pertinent parameters for each particular learning problem. In any
case, we remark that the effect of the KL divergences and error exponents
is mitigated by the presence of the logarithm in (10.65).

Parameter ε. The adaptation time was defined as the time instant after
which the error probability decays with an error exponent necessary to
achieve The smaller ε is, the closer the error exponent to the steady-state
exponent Φ will be. Remarkably, the impact of this parameter on the
adaptation time is not critical, since we see from (10.48) and (10.49) that
TASL depends logarithmically on ε, namely, growing as log(1/ε).

Adaptation parameter δ. Observe that the adaptation time in (10.48)
does not depend on δ. This means that if we reduce the adaptation
parameter, we can achieve a higher learning accuracy (i.e., a smaller error
probability), without incurring an expense in terms of learning time. This
is due to the fact that the algorithm starts from a favorable initial condition
where it is already inclined toward the target hypothesis.

It is clear that this is not the correct setting to evaluate a “genuine”
adaptation time, i.e., the time needed by the algorithm to arrive at a correct
determination that was not true at the beginning of the learning cycle. Let
us focus instead on the case where the initial conditions are unfavorable,
where the adaptation time scales, for small δ, as 1/ log(1− δ)−1 ≈ 1/δ —
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see (10.49). Comparing this result with (10.14), we see that this behavior
matches well the qualitative analysis of Section 10.1.

The last expression in Corollary 10.1 shows that the adaptation time
is reduced by increasing δ. However, this is not always desirable, since
increasing δ also reduces the accuracy in the decision-making process (recall
from Theorem 9.4 that we must instead reduce δ to obtain a small error
probability). These contrasting effects represent two sides of the same coin;
they show the trade-off between learning and adaptation that exists in
the ASL strategy. This trade-off can be better summarized by combining
Theorem 9.4 and Corollary 10.1 to conclude that the error probability
decays exponentially with the adaptation time, roughly scaling as

error prob. ∼ exp

− Φ
log

(
K1 × (εΦ)−1

) TASL

 for all agents. (10.66)

Stability over successive learning cycles. The characterization of the
transient phase provided by Theorem 10.1 and the related corollary are
valid under an arbitrary choice of the initial state bk,0. However, as we
observed above, if we start from an unfavorable state, then the adaptation
time is affected adversely. This gives rise to a fundamental issue that
we now illustrate in detail. Assume that the time axis is divided into
successive intervals (learning cycles) wherein the system evolves under
stationary conditions. At the beginning of each learning cycle the statistical
distributions and/or the likelihoods and/or other system parameters change,
and a new cycle starts where the system evolves in a stationary manner,
albeit under different conditions. Sufficient time to learn is given within
each individual learning cycle, so that the system reaches the steady state
for that learning cycle. Then, as explained before, the belief accumulated at
the end of a learning cycle will become the initial belief for the subsequent
learning cycle, which can be very different from the target belief for this new
cycle. Thus, it makes sense to ask how “wrong” can the initial beliefs be at
the beginning of a learning cycle. In particular, do errors accumulate over
time as the algorithm progresses, impairing the learning process? These
questions can be answered by combining the steady-state and transient
analyses.

To see how, consider the beginning of a learning cycle. As observed
in the last paragraph of Section 10.2, at the end of the previous learning
cycle, the agents’ belief vectors have converged to some vector λ̄prev

net — see
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Figure 10.2: Illustration of the Markov chains corresponding to the sources of nonstationarity
in Example 10.1. (Top) Transition diagram for the underlying state of nature θ(t). (Center)
Transition diagram for the graph G(t). (Bottom) Transition diagram for the functioning state
s(t).

(10.41). Notably, this vector does not depend on the adaptation parameter
δ and, in particular, it does not diverge as δ becomes small. That is, the
initial conditions at the beginning of each learning cycle are not critically
affected by the choice of δ. These arguments apply provided that sufficient
time is given for learning within each cycle, namely, if the parameter δ
guarantees a sufficient adaptation time that is smaller than the duration
of the individual learning cycle. These aspects will be more quantitatively
illustrated in the forthcoming example.

Example 10.1 (Evolution over successive learning cycles). In this example we focus on
a specific nonstationary setting to illustrate the role of adaptation. We divide the time
axis into successive random intervals (learning cycles) wherein the system conditions
remain stationary. We examine an environment where there are three different sources of
nonstationarity, which will be modeled as (mutually independent) homogeneous Markov
chains, as specified below.

i) For t ∈ N, let θ(t) be a state of nature at time t, which is allowed to change over
time. We assume θ(t) follows a Markov chain with possible states in Θ = {1, 2, 3}
and with transition probability qhyp between any two different states, as represented
by the finite-state diagram in the top panel of Figure 10.2 (where only transition
probabilities are displayed, with the complementary probabilities of remaining in a
state being omitted).

ii) The graph connectivity can drift over time. We assume that the agents can be
connected according to two different undirected graphs G1 and G2, shown in
Figure 10.3. All agents are assumed to have a self-loop, not shown in the figure.
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Even if both graphs are strong, the former graph has high connectivity, while
the latter has low connectivity. The combination matrix in both cases is designed
using the Metropolis rule reported in Table 4.1. For the graph G1, the resulting
combination matrix has second largest-magnitude eigenvalue equal to 0.212, whereas
for the graph G2, the combination matrix has second largest-magnitude eigenvalue
equal to 0.717. The graph in force at time t is denoted by G(t), and follows a
Markov chain with transition probability qmat — see the finite-state diagram shown
in the center panel of Figure 10.2. Note that this type of drift is contemplated by
our analysis. In fact, the characterization of the transient evolution for the error
probability in Theorem 10.1 is very general. It summarizes all previous behavior
until time instant t = 0 in the initial (scaled) log belief ratios {bk,0}. Whatever the
system parameters before that instant are (e.g., different combination matrices,
different true distributions), the algorithm evolution for t > 0 will depend only on
the initial beliefs (i.e., at t = 0) and on the system parameters ruling the current
learning cycle (i.e., in force for t > 0).
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Figure 10.3: Network topologies used in Example 10.1. The graphs are undirected and all
agents are assumed to have a self-loop (not shown in the figure).

iii) The system can be in one of two possible functioning states, namely, nominal
(N) and perturbed (P). The functioning state at time t is denoted by s(t). Under
state “s(t) = nominal” the data are generated according to the true likelihood
corresponding to hypothesis θ(t), namely, we are under the objective evidence
model of Section 5.3 (given the true hypothesis, the observations are generated as
statistically independent across the agents). Specifically, the nominal likelihood
models are chosen from the following family of Laplace distributions:

gn(x) = 1
2e
−|x−n|, n = 1, 2, 3, (10.67)

in such a way that ℓk(x|θ) = gθ(x), for k = 1, 2, . . . ,K and θ = 1, 2, 3. Since the
nominal functioning state corresponds to the objective evidence model, the target
hypothesis ϑ⋆ that minimizes the network average of KL divergences Dnet(θ) is
equal to the underlying state of nature θ(t). Under state “s(t) = perturbed” we
adopt the following construction. First, we generate samples from the nominal
data model, and then contaminate them with iid zero-mean Gaussian noise having
variance equal to 100. For the choice of the system parameters used in this example,
the target hypothesis ϑ⋆ that minimizes the network average of KL divergences
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Dnet(θ) (now computed under the modified data distributions corresponding to the
perturbed state) is still equal to the true underlying state of nature θ(t). Transitions
between the two functioning states occur according to a Markov chain ruled by
a transition probability qfun — see the finite-state diagram shown in the bottom
panel of Figure 10.2.

Duration of a learning cycle. A learning cycle is identified by a time interval where
all the conditions remain stationary. Let us evaluate the average duration of a learning
cycle. Technically, in terms of the above Markov chain formulation, we need to identify
the average time spent in each joint state {θ(t),G(t), s(t)}. In order to be conservative,
we focus on the worst case, i.e., on the shortest average duration, which is obtained
when the system is in the most unstable state (i.e., the state where transitions are
more frequent). Examining Figure 10.2, the most unstable state is obtained when the
hypothesis in force is θ(t) = 2 (since from such intermediate state we can move leftward
or rightward, while from the other states it cannot), whereas for the combination matrix
and the functioning state the particular choice is immaterial. Now, given that the overall
system is in the joint state {θ(t) = 2,G(t) = G1, s(t) = nominal}, the probability pmin
that the system does not change state for a single step is equal to

pmin = (1 − 2 qhyp)(1 − qmat)(1 − qfun). (10.68)

Likewise, the probability that the system remains in the considered state for exactly
t− 1 steps (which means that the learning cycle has duration t) is equal to

pt−1
min (1 − pmin), t ∈ N, (10.69)

which corresponds to the pmf of a geometric random variable. The expected value of a
random variable following the distribution in (10.69) can be computed as

(1 − pmin)
∞∑
t=1

pt−1
min t = (1 − pmin) d

dpmin

(
∞∑
t=0

ptmin

)
︸ ︷︷ ︸

1
1−pmin︸ ︷︷ ︸

1
(1−pmin)2

= 1
1 − pmin

, (10.70)

which means that the average duration for the worst-case (i.e., shortest) learning cycle
is equal to

TLC = 1
1 − pmin

. (10.71)

In order to model a nonstationary environment where the system parameters remain
stable during the learning cycles, we take inspiration from the Gilbert-Elliott model,
which is typically employed to describe random bursts of errors over communication
channels [67, 82]. According to the Gilbert-Elliott model, the transition probabilities
between states of the chain are kept small so as to ensure that the chain remains in the
same state for several contiguous time samples.

Adaptation time. We consider the perspective of a network designer who wants to select
the adaptation parameter δ. To make this choice in an informed manner, it is necessary
to make an estimate of the adaptation time corresponding to a given δ. We assume that
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the network designer has no knowledge about the true underlying distributions when
they differ from the nominal likelihoods, i.e., when the system is in the (unpredictable)
perturbed functioning state. Accordingly, the following calculations are performed by
using the nominal likelihoods.

Let us first focus on a particular true hypothesis ϑ⋆. Then, we will repeat the com-
putation for all possible choices of ϑ⋆ and retain the highest, i.e., worst-case adaptation
time. We assume that in a given learning cycle the system has evolved from a previous
learning cycle where the agents converged to a hypothesis different from that in force
during the current learning cycle. Under this setting, as was explained before, we are in
the unfavorable case of Corollary 10.1, and thus we need to call upon (10.49) to evaluate
the adaptation time. To this end, we can first evaluate numerically the exponent Φ as
shown in Example 9.6. The evaluation of the constant K1 in (10.46) requires a separate
explanation.

We start by computing the constant K1(θ) in (10.17) for each θ ̸= ϑ⋆. Observe
that we need to evaluate the initial states bk,0(θ) to obtain the network average bnet,0.
Recalling that the initial states at t = 0 correspond to the final states at the end of the
previous learning cycle, their values will obviously depend on the particular previous
evolution. To compute K1(θ), we make a conservative choice and consider the worst-case
initial state. The specific calculations are as follows.

We denote by ϑ⋄ ̸= ϑ⋆ the true hypothesis in force during the previous learning
cycle, and by µprev

k the steady-state belief vector at the end of the previous learning cycle.
Assuming that this learning cycle had a sufficiently long duration, so that the beliefs
reached the steady state, for each agent k we can write

δ log µ
prev
k (ϑ⋄)
µprev
k (θ) ≈ 1

K

K∑
j=1

D(ℓj,ϑ⋄ ||ℓj,θ), (10.72)

For θ = ϑ⋄, Eq. (10.72) is actually a trivial equality, whereas for θ ̸= ϑ⋄ the approximation
follows from Theorem 9.2, once we make explicit the expressions for the scaled steady-
state log belief ratio bk(θ) and the expected network average of log likelihood ratios
λ̄net(θ) appearing in (9.28), computed under the hypothesis pertaining to the previous
learning cycle, and with uniform Perron vector entries vj = 1/K (since the combination
matrix is doubly stochastic).

On the other hand, for all θ ̸= ϑ⋆ we can write

bk,0(θ) = δ log µk,0(ϑ⋆)
µk,0(θ) = δ log µk,0(ϑ⋄)

µk,0(θ) − δ log µk,0(ϑ⋄)
µk,0(ϑ⋆) . (10.73)

Since the initial belief vector µk,0 coincides with the final value of the belief vector at the
end of the previous learning cycle, from (10.72) and (10.73) we obtain, for all θ ̸= ϑ⋆,

bk,0(θ) ≈ 1
K

K∑
j=1

(
D(ℓj,ϑ⋄ ||ℓj,θ) −D(ℓj,ϑ⋄ ||ℓj,ϑ⋆ )

)
. (10.74)

Accordingly, since all agents converge to the same limit point, we can write

bnet,0(θ) ≈ bk,0(θ) ≈ 1
K

K∑
j=1

(
D(ℓj,ϑ⋄ ||ℓj,θ) −D(ℓj,ϑ⋄ ||ℓj,ϑ⋆ )

)
(10.75)
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and introduce the minimum value

bmin
net,0(θ) = min

ϑ⋄ ̸=ϑ⋆

1
K

K∑
j=1

(
D(ℓj,ϑ⋄ ||ℓj,θ) −D(ℓj,ϑ⋄ ||ℓj,ϑ⋆ )

)
. (10.76)

Note that this minimum is negative since the function to be minimized is negative for
ϑ⋄ = θ. The value bmin

net,0(θ) can be inserted into (10.17) to compute the following upper
bound:

K1(θ) = |s⋆θ |
[
λ̄net(θ) − bnet,0(θ)

]
⪅ |s⋆θ |

[
λ̄net(θ) − bmin

net,0(θ)
]
. (10.77)

In view of (10.77), to compute an approximate upper bound on the maximum constant
K1 appearing in (10.46), we can maximize the RHS with respect to θ ̸= ϑ⋆. The result
would depend on ϑ⋆ since all our calculations have been performed for a given ϑ⋆.
Therefore, to obtain a worst-case bound, we consider the constant Kup

1 that is obtained
by further maximizing over all hypotheses ϑ⋆ and use this upper bound to obtain the
highest adaptation time

TASL ≈ 1
log(1 − δ)−1 log Kup

1
εΦ . (10.78)

Inserting into this relation the numerical values corresponding to our simulation setup,
the time necessary for the error exponent to reach half the value (i.e., we use ε = 0.5) of
Φ is equal to

TASL ≈ 3.1916
log(1 − δ)−1 ≈ 3.1916

δ
, (10.79)

where in the last step we use the approximation 1/ log(1 − δ)−1 ≈ 1/δ, holding for small
δ. We now examine two scenarios that differ in the duration of the learning cycle.

“Short” learning cycles. First, we consider the following setting:

qhyp = 5 × 10−3, qmat = 10−3, qfun = 10−3, (10.80)

yielding, in view of (10.68),
pmin = 0.9880. (10.81)

Using (10.71), the average duration of a learning cycle is approximated by

TLC ≈ 83 iterations. (10.82)

If we equate this value for TLC to the adaptation time in (10.79), we get δ ≈ 0.038. To
guarantee proper learning, we need an adaptation time sufficiently smaller than the
average duration of a learning cycle. In the experiments shown in Figure 10.4 we made
the choice

δ = 0.1, (10.83)
which, when substituted into (10.79), corresponds to the adaptation time

TASL ≈ 32 iterations. (10.84)

This value is approximately one third of the average worst-case learning cycle in (10.82).
Figure 10.4 shows the simulation results pertaining to the considered setup. The first

(top) row shows the transitions for the three sources of nonstationarity illustrated in
Figure 10.2, namely, true state of nature, functioning state, and network graph. In the
second row we display the time evolution of the beliefs of agent 1 obtained by running
the ASL strategy, whereas the third row shows the error probability achieved by this
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Figure 10.4: Evolution over successive learning cycles (Example 10.1), with adaptation
parameter δ = 0.1 and average cycle duration TLC ≈ 83. (First (top) row) Observed transitions
for the three sources of nonstationarity illustrated in Figure 10.2, namely, true state of nature,
functioning state, and network graph. (Second row) Time evolution of the belief of agent 1 for
the adaptive social learning (ASL) strategy from listing (8.13). (Third row) Time evolution of
the error probability of agent 1 for the adaptive social learning strategy. (Fourth row) Time
evolution of the belief of agent 1 for the nonadaptive social learning (SL) strategy from listing
(3.16).
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agent, estimated empirically from 1000 Monte Carlo runs. For comparison purposes, in
the fourth row we report the time evolution of the beliefs of agent 1 for the nonadaptive
social learning strategy from listing (3.16), which is labeled as SL.

First, we observe that, except for the learning cycle corresponding to the perturbed
functioning state, the ASL strategy exhibits good performance after a relatively short
transient at the beginning of each cycle. The learning ability is revealed by the time
evolution of the beliefs (second row), which shows how the maximum belief corresponds
to the true hypothesis, after relatively short adaptation intervals necessary to react
in the face of nonstationarities. More quantitatively, the learning ability is reflected
by the time evolution of the error probabilities (third row), where we see some peaks
(error probability close to 1) that clearly correspond to the changes, and that have a
short duration dictated by the adaptation times. In sharp contrast, the traditional social
learning strategy loses its learning ability after the first learning cycle.

Zooming in on Figure 10.4, we see that nonstationarities in the hypotheses induce a
perceivable change in the learning performance, whereas nonstationarities in the network
graph or in the functioning state deserve a separate analysis.

For what concerns the graph, we see that the learning ability is preserved in the
face of changes, i.e., the system does not undergo an interval of poor performance. This
behavior makes sense, since from the theoretical analysis we know that the ASL strategy
must learn consistently provided that the graph is primitive; this is the case for both
graphs G1 and G2 considered in our example.

Regarding the functioning state, we see that when “s(t) = perturbed” the system
undergoes an interval of worse performance (error probability ≈ 1/3), which sounds
reasonable since the observations are very noisy and thus provide unreliable information.
Remarkably, the adaptation capacity of the ASL strategy allows the agents to recover
from this failure state in the successive learning cycles.

In summary, we have seen that the log belief ratios at the beginning of each learning
cycle are stable, since they arise as steady-state limiting values at the end of the previous
learning cycle. In other words, the log belief ratios do not diverge as time elapses.
Contrast this behavior with what happens for traditional social learning, where, at the
end of a learning cycle, the log belief ratio tends to diverge with the length of the learning
cycle. As a result, the initial log belief ratio of the subsequent learning cycle becomes
very distant from the log belief ratio that should correspond to the new model, and the
system becomes unable to track variations over successive learning cycles. In comparison,
with adaptive social learning, the number of variations of the underlying statistical
conditions occurring during the entire algorithm evolution does not impair successful
learning by the ASL strategy. What really matters is that the duration of the learning
cycle is sufficiently large to allow a sufficiently small value of δ to enable accurate learning.

“Long” learning cycles. In Figure 10.5 we consider the more favorable situation where
the average duration of the learning cycle is increased by one order of magnitude, using
the following transition probabilities for the pertinent Markov chains:

qhyp = 5 × 10−4, qmat = 10−4, qfun = 10−4. (10.85)

Accordingly, we expect that the adaptation properties of the system will be preserved if
we reduce the adaptation parameter by one order of magnitude, yielding

δ = 0.01. (10.86)

Comparing Figure 10.5 against Figure 10.4, we see that the general behavior is perfectly
confirmed, and two notable effects emerge. First, the adaptation properties are preserved,
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Figure 10.5: Evolution over successive learning cycles (Example 10.1), with adaptation
parameter δ = 0.01 and average cycle duration TLC ≈ 833. (First (top) row) Observed transitions
for the three sources of nonstationarity illustrated in Figure 10.2, namely, true state of nature,
functioning state, and network graph. (Second row) Time evolution of the belief of agent 1 for
the adaptive social learning (ASL) strategy from listing (8.13). (Third row) Time evolution of
the error probability of agent 1 for the adaptive social learning strategy. (Fourth row) Time
evolution of the belief of agent 1 for the traditional social learning (SL) strategy from listing
(3.16).
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i.e., the system is able to adapt to the changes sufficiently fast to guarantee a stable
evolution over successive learning cycles. Second, the fluctuations around the limiting
steady-state are reduced with respect to Figure 10.4, yielding a smaller error probability.
This confirms the theoretical analysis carried out in the previous sections, since we are
now using a smaller adaptation parameter δ = 0.01.

10.4 Summary: Learning and Adaptation under ASL

Equation (10.66) reveals the universal scaling law for adaptive social
learning:

error probability ∼ e−adaptation time (10.87)
We will now comment on this fundamental result in relation to different
aspects.

Learning and adaptation trade-off. Equation (10.87) summarizes the
learning/adaptation trade-off, since it implies that a better learning quality,
i.e., lower error probability, requires a reduced adaptation capacity, i.e.,
larger adaptation times. The trade-off between learning and adaptation
arises (albeit with different scaling laws, as discussed in the next paragraph)
in other research domains, such as adaptive filtering [154] or inference over
networks [155].

Adaptive social learning vs. adaptive distributed estimation. In the
distributed estimation or regression context the goal is to learn the value
of a continuous parameter. For this type of inference problem, adaptive
implementations based on distributed stochastic gradient approximations
have been shown to provide a mean-square estimation error that scales
proportionally to the inverse of the adaptation time [151, 152]. In the
social learning context, we observe that the error probabilities decay ex-
ponentially with the adaptation time. These scaling laws represent the
universal scaling laws governing errors of adaptive social learning and
adaptive distributed estimation.

Scaling laws for inference problems. We have observed that the
scaling laws governing adaptive social learning and adaptive distributed
estimation are rather different. The significance of this result emerges more
fully through an analogy with other traditional inference problems. As a
first example, consider a classic (i.e., centralized, nonadaptive) inference
setting with N iid data samples. If these samples are used to solve a
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Table 10.1: Fundamental scaling laws of the learning performance with respect to the cost of
information for different types of inference problems. The symbol ∼ means “scales as”.

Scheme Cost Error
probability

Estimation
error (MSE)

Centralized No. of samples N ∼ e−N ∼ 1/N
Fusion center Bit-rate R ∼ e−R ∼ 1/R
Adaptive Adapt. time T ∼ e−T ∼ 1/T

classification problem (e.g., a binary detection problem), it is known that
the error probability of the best classifier decays exponentially with N [59],
whereas if we have to solve an estimation problem, the optimal mean-square
estimation error decays as 1/N [159]. As a second example, consider a
distributed (nonadaptive) inference problem with a fusion center. The
fundamental limits for such problem have been examined in the context
of rate-constrained multiterminal inference, and, more specifically, with
reference to the so-called CEO problem [18, 169]. In this setting, given a
bit-rate R, the error probability decays exponentially with R [18], whereas
the mean-square estimation error vanishes as 1/R [169]. Comparing the
scaling laws characterizing these two problems with the laws for adaptive
social learning and adaptive distributed estimation, we see that increasing
the adaptation time corresponds to increasing the number of independent
samples in the first inference problem, or increasing the bit-rate in the
second problem. This makes perfect sense, since the adaptation time rep-
resents the cost of information used by the network for inference purposes,
much as the number of samples N or the bit-rate R in the considered
examples. A summary of the aforementioned comparisons is provided in
Table 10.1.





Chapter 11

Partial Information Sharing

As explained in the previous chapters, the fundamental learning mechanism
of social learning is activated by the exchange of beliefs between neighboring
agents. In this chapter we examine the case where the agents are constrained
to share only partial beliefs. This limitation arises in practice for different
reasons.

For example, consider the following social dynamics. Some agents within
a group collect reviews and share opinions about a certain commercial
product. Assume that this product is released by brands 1, 2, or 3. During
their interactions, the agents focus on a specific brand of interest, say
brand 1. They share positive or negative impressions only about 1, without
sharing information regarding the other two brands. Despite this limited
exchange of information, the agents inherently update their opinions also
about the other brands. One fundamental question arising under partial
information sharing is the following: Would the agents be able to establish
whether brand 1 is the best among the three brands by exchanging opinions
concerning only brand 1?

Another motivation for partial information sharing relates to commu-
nication constraints. In fact, the growing interest in distributed learning
architectures has motivated the search for communication-efficient dis-
tributed algorithms for optimization and learning [6, 40, 41, 102, 127, 134].
This issue has been recently addressed also in the context of social learn-
ing [89, 128, 129, 149, 164]. Two main approaches have been considered to
guarantee communication efficiency in social learning: belief quantization,
where the belief vectors are represented with a prescribed number of bits to
cope with the communication constraints; and belief sparsification, where
the agents transmit a subset of the belief-vector entries or communicate
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only when there is sufficient innovation in the beliefs.
Motivated by these considerations, we examine in this chapter the effect

of partial information sharing in social learning, and the impact it has
on the learning ability of the agents. In particular, we will constrain the
agents to share their belief about a single hypothesis of interest.

11.1 Partial Information Framework

Social learning under partial information sharing was briefly introduced in
Example 3.3, as a special case of the unifying framework for non-Bayesian
social learning shown in (3.77a)–(3.77d).

Figure 11.1 illustrates a block diagram of social learning under partial
information sharing, in terms of the four steps described by (3.77a)–(3.77d).
The core parts where partial information sharing acts are the encoding step
(3.77b) and the decoding step (3.77c). Let us examine in greater detail
these steps.

In the partial information framework, we assume that each agent k
shares its opinion regarding a single hypothesis of interest ϑ• ∈ Θ, which
means that only the entry ψk,t(ϑ•) of the intermediate belief vector ψk,t
is shared. In terms of step (3.77b), this corresponds to saying that each
agent k encodes its intermediate belief into a single scalar value ψk,t(ϑ•),
namely,

ψk,t
encode−→ ψk,t(ϑ•). (11.1)

Then, the agents must perform a decoding operation to turn the available
information into full belief vectors. To this end, each agent k can use its
own belief vector ψk,t and the intermediate beliefs ψj,t(ϑ•) (i.e., the beliefs
about the hypothesis of interest) received from the neighbors j ∈ Nk\{k}
to build an estimate ψ̂(k)

j,t of the full belief vectors for all agents j ∈ Nk
(including j = k if akk > 0). When akk > 0 and ψ̂

(k)
k,t = ψk,t, we say that

the strategy is self-aware.
According to the aforementioned description, the decoding step (3.77c)

can be specialized to(
ψk,t, {ψj,t(ϑ•)}j∈Nk\{k}

) decode−→
{
ψ̂

(k)
j,t

}
j∈Nk

. (11.2)

Finally, in the combination step (3.77d) the reconstructed beliefs can be
combined using one of the pooling rules (e.g., geometric or arithmetic
averaging) introduced in Section 3.3.
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Figure 11.1: Diagram of social learning under partial information sharing. In comparison with
Figure 3.3, the encoding/decoding operations are specialized as follows. For each agent k: i) the
encoding step outputs only ψk,t(ϑ•), i.e., the belief about the hypothesis of interest; and ii) the
decoding step is applied to the information available to agent k, i.e., to its own (entire) belief
vector ψk,t and the beliefs ψj,t(ϑ•) received from its neighbors j ∈ Nk\{k}.

It is clear how the agent must perform the encoding step in (11.1): It
should extract the entry corresponding to hypothesis ϑ• from its inter-
mediate belief vector. However, the decoding step in (11.2) is a design
choice and can therefore be tailored to different applications. The reasoning
behind this step is that, upon receiving the belief ψj,t(ϑ•), agent k will
seek to fill in the missing entries using some decoding strategy, thereby
reconstructing a complete belief vector ψ̂(k)

j,t to approximate the unknown
intermediate belief vector of its neighbor j.

The described partial information framework is valid under arbitrary
choices for the first and last blocks in the top panel of Figure 11.1. That is,
we are free to choose a general update and pooling rules. For the analysis
in this chapter, we will choose in particular a Bayesian update rule and a
geometric-average pooling rule.

11.2 Decoding Strategies

In this section we show how the decoding strategy can be derived from a
Bayesian approach. To avoid confusion, we remark that in the following
development, when we refer to a neighboring agent j ∈ Nk, the case j = k

is included whenever akk > 0.
For each agent j ∈ Nk, agent k possesses the intermediate belief ψj,t(ϑ•).
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While reconstructing the full belief vector ψ̂(k)
j,t , agent k trusts agent j and,

hence, it sets
ψ̂

(k)
j,t (ϑ•) = ψj,t(ϑ•) ∀j ∈ Nk. (11.3)

Consider now the set of unshared hypotheses

U ≜ Θ\{ϑ•}. (11.4)

Once we assume the equality in (11.3), the remaining mass assigned to
the set U must necessarily be 1− ψj,t(ϑ•) in order to ensure that ψ̂(k)

j,t is a
valid belief vector, i.e., that its entries add up to 1. From Bayes’ rule, this
implies that ψ̂(k)

j,t must satisfy, for all θ ̸= ϑ•, the equation1

ψ̂
(k)
j,t (θ) = pk(θ|U)

(
1− ψj,t(ϑ•)

)
, (11.6)

where pk(θ|U) is the belief about θ conditioned on the set U , computed by
agent k. To complete the decoding strategy, it is necessary to choose the
form of pk(θ|U).

An agnostic, maximum-entropy choice for pk(θ|U) is given by

pk(θ|U) = 1
H − 1 , (11.7)

where agent k assumes no knowledge available to determine pk(θ|U) and
thus splits the remaining belief mass 1 − ψk,i(ϑ•) uniformly across the
H − 1 hypotheses belonging to U .

An alternative approach consists of leveraging the most up-to-date
knowledge that agent k has accumulated up to time t. As a matter of fact,
the most up-to-date belief vector available to agent k at time t is ψk,t,
which leads to the conditional belief given U :

pk(θ|U) = ψk,t(θ)
1− ψk,t(ϑ•)

. (11.8)

We see that (11.8) diversifies the allocation of the conditional-belief mass
across the unshared hypotheses, based on the available knowledge stored
in the intermediate belief vector ψk,t. In contrast, strategy (11.7) opts for a

1To interpret (11.6), consider a random variable θ ∈ Θ. For all θ ∈ U ,

P[θ = θ] = P[θ = θ, θ ∈ U ] = P[θ = θ|θ ∈ U ]P[θ ∈ U ], (11.5)

where the first equality holds since θ ∈ U , while the second equality is Bayes’ rule. We see
from (11.5) that the probability of a particular value θ can be expressed as the product of a
conditional probability (the term pk(θ|U) in (11.6)) and the total probability assigned to the
set U (the term 1− ψj,t(ϑ•) in (11.6)).
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uniform allocation, thus forgetting any evidence that agent k accumulated
in the past. We refer to (11.7) as the memoryless strategy, and to (11.8)
as the memory-aware strategy.

Note that with strategy (11.8), when akk > 0 agent k is automatically
self-aware, in the sense that ψ̂(k)

k,t = ψk,t. Self-awareness is a compelling
property, which arises naturally from our Bayesian interpretation of the
decoding strategy once we allow it to incorporate the information contained
in ψk,t. In comparison, note that in strategy (11.7) agent k is not self-aware.

The two decoding strategies proposed in this chapter are summarized
as follows.

Memoryless decoding strategy.

ψ̂
(k)
j,t (θ) =


ψj,t(ϑ•) if θ = ϑ•,

1
H − 1

(
1− ψj,t(ϑ•)

)
if θ ̸= ϑ•.

(11.9)

Memory-aware decoding strategy.

ψ̂
(k)
j,t (θ) =


ψj,t(ϑ•) if θ = ϑ•,

ψk,t(θ)
1− ψk,t(ϑ•)

(
1− ψj,t(ϑ•)

)
if θ ̸= ϑ•.

(11.10)

Observe that both decoding strategies act as filling strategies, where
the unshared entries of ψj,t are filled in according to different approaches.
Another property of the two strategies is that the resulting belief vector
of agent j estimated by agent k depends only on the partial information
ψj,t(ϑ•) and (for the memory-aware approach) on the full belief vector
ψk,t. More general decoding strategies can be considered, e.g., taking into
account the information received from all neighbors and not only from
agent j. Note also that, in the binary case, for both filling strategies we have
ψ̂

(k)
j,t = ψj,t for k = 1, 2, . . . ,K and j ∈ Nk, which means that the agents

recover the exact intermediate beliefs from their neighbors. Therefore, in
the partial information setting the binary case corresponds to a trivial
case that boils down to traditional social learning under full information
sharing.

The social learning strategy with partial information is summarized in
listing (11.11). The decoding step is either (11.9) or (11.10), whereas for
the combination step we focus on the geometric-averaging rule.
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Social learning with partial information
set variable memory=0 or memory=1
start from the prior belief vectors µk,0 for k = 1, 2, . . . ,K
choose the hypothesis of interest ϑ• ∈ Θ
for t = 1, 2, . . .∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣

for k = 1, 2, . . . ,K∣∣∣∣∣∣∣∣∣∣

agent k observes xk,t
for θ = 1, 2, . . . , H∣∣∣∣∣ ψk,t(θ) = µk,t−1(θ)ℓk(xk,t|θ)∑

θ′∈Θ
µk,t−1(θ′)ℓk(xk,t|θ′)

end

(self-learning)

end

for k = 1, 2, . . . ,K∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣

for each j ∈ Nk

ψ̂
(k)
j,t (ϑ•) = ψj,t(ϑ•)∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣

for each θ ̸= ϑ•∣∣∣∣∣∣∣∣∣∣∣∣∣

if memory=0

ψ̂
(k)
j,t (θ) = 1

H − 1

(
1 − ψj,t(ϑ•)

)
elseif memory=1

ψ̂
(k)
j,t (θ) = ψk,t(θ)

1 − ψk,t(ϑ•)

(
1 − ψj,t(ϑ•)

)
end

end
end

for θ = 1, 2, . . . , H∣∣∣∣∣∣∣ µk,t(θ) =

∏
j∈Nk

[
ψ̂

(k)
j,t (θ)

]ajk

∑
θ′∈Θ

∏
j∈Nk

[
ψ̂

(k)
j,t (θ′)

]ajk

end

(decoding)

(cooperation)

end
end

(11.11)

Before going further, it is important to remark that, under Assump-
tions 5.1 and 5.3, the beliefs ψk,t(θ) and µk,t(θ) resulting from (11.11)
are almost-surely positive for all k, t, and θ. This property has already
been established in Chapters 5 and 7 for traditional social learning. To
show that the same property holds for strategy (11.11), one can proceed as
follows: i) repeat the same arguments used in these chapters to establish
that, starting from a belief µj,t−1(θ) that is nonzero at any θ, the update
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rule yields intermediate beliefs that satisfy in particular the inequalities
ψj,t(ϑ•) < 1, ψk,t(ϑ•) < 1, and ψk,t(θ) > 0; ii) observe that, once fed
with these intermediate beliefs, the reconstructed beliefs ψ̂(k)

j,t (θ) preserve
the positivity property; and iii) finally note that, as was explained in in
Chapter 5, the geometric-average pooling rule also preserves positivity.

11.3 Asymptotic Learning Objectives

In this chapter we focus on the objective evidence model described in Sec-
tion 5.3, where, as t→∞, the learning system observes an infinite amount
of data supporting the true hypothesis ϑo. This increasing knowledge
should hopefully correspond to an increasing confidence gained about the
true hypothesis. Since the confidence about the veracity of a hypothesis is
quantified by the belief about that hypothesis, we expect that the learning
system ultimately places full mass on the true hypothesis. We will refer to
this type of truth learning as being traditional.

Definition 11.1 (Traditional truth learning). We say that traditional truth
learning is achieved when

µk,t(ϑ
o) a.s.−−−→

t→∞
1 ∀k = 1, 2, . . . ,K. (11.12)

Consider for example the sequential Bayesian update (2.21), where
the belief is constructed as a posterior probability given the knowledge
originating from a data stream. Under correct likelihood models, we know
this is the optimal construction. Lemma 2.2 showed that the resulting belief
is asymptotically concentrated on the true hypothesis. We conclude that
the optimal Bayesian strategy achieves traditional truth learning. Even in
the social learning setting, the agents observe increasing evidence over time
in the form of streaming data, and therefore it would be desirable to reach
the same kind of asymptotic certainty as in the optimal Bayesian strategy.
Notably, we showed before in Chapters 5 and 7 that, over connected graphs,
traditional truth learning is also achieved in non-Bayesian social learning.
In fact, it is guaranteed by Corollary 5.1 under geometric averaging and
by Theorem 7.1 under arithmetic averaging.

Within the partial information setting, one relevant objective is to
establish the validity of the hypothesis of interest ϑ•. Referring back to
the example mentioned at the beginning of the chapter, we note that
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the agents there exchange opinions about a product by brand 1. That
is, the hypothesis of interest is ϑ• = 1. The best product in the market
is represented by hypothesis ϑo, which could be a different brand such
as ϑo = 2. By collecting multiple data over time (e.g., reviews about
the product of interest) and repeated exchanges of opinions, the agents
are interested in deciding whether or not brand 1 manufactures the best
product, without exchanging any opinions regarding brands 2 or 3. In
other words, upon exchanging information regarding ϑ•, the agents are
interested in deciding whether or not this hypothesis corresponds to the
truth ϑo. If an agent is successful in doing that, we say that this agent
achieves partial truth learning.

Definition 11.2 (Partial truth learning). We say that partial truth learning is
achieved when the nature of the hypothesis of interest ϑ• is correctly identified.
This entails two different definitions depending on whether or not the hypothesis
of interest is equal to the true hypothesis.

i) If ϑ• = ϑo, partial truth learning is achieved when

µk,t(ϑ
•) a.s.−−−→

t→∞
1 ∀k = 1, 2, . . . ,K. (11.13)

ii) If ϑ• ̸= ϑo, partial truth learning is achieved when

µk,t(ϑ
•) a.s.−−−→

t→∞
0 ∀k = 1, 2, . . . ,K. (11.14)

Note that traditional truth learning implies partial truth learning for any
ϑ•. However, the converse statement depends on ϑ•. If ϑ• = ϑo, traditional
truth learning is implied by partial truth learning. However, if ϑ• ̸= ϑo,
Eq. (11.14) only reveals that the hypothesis of interest will be discarded,
and traditional truth learning is not guaranteed. In summary,

traditional truth learning =⇒ partial truth learning

traditional truth learning ⇐= partial truth learning
with ϑ• = ϑo

(11.15)

11.4 Memoryless Strategy

In this section we investigate the convergence behavior of the partial infor-
mation algorithm in listing (11.11) when the decoding step is specialized
to the memoryless filling strategy in (11.9). In this case, at each instant t,
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each agent k performs the following three steps for each θ ∈ Θ:

ψk,t(θ) =
µk,t−1(θ)ℓk(xk,t|θ)∑

θ′∈Θ
µk,t−1(θ′)ℓk(xk,t|θ′)

, (11.16a)

ψ̂
(k)
j,t (θ) =


ψj,t(ϑ•) if θ = ϑ•,

1
H − 1

(
1−ψj,t(ϑ•)

)
if θ ̸= ϑ•,

j ∈ Nk, (11.16b)

µk,t(θ) =

∏
j∈Nk

[
ψ̂

(k)
j,t (θ)

]ajk
∑
θ′∈Θ

∏
j∈Nk

[
ψ̂

(k)
j,t (θ′)

]ajk . (11.16c)

It is useful to observe that, in the memoryless approach, the entries of
the belief vector corresponding to the unshared hypotheses evolve equally
over time. To see this, we substitute the decoding step (11.16b) into
the cooperation step (11.16c) and write the log belief ratios for any two
hypotheses θ, θ′ ∈ U as follows:

log
µk,t(θ)
µk,t(θ′)

=
∑
j∈Nk

ajk log
ψ̂j,t(θ)
ψ̂j,t(θ′)

=
∑
j∈Nk

ajk log
1−ψj,t(ϑ•)
1−ψj,t(ϑ•)

= 0,

(11.17)
which implies that

µk,t(θ) = µk,t(θ′). (11.18)

Since the entries of the vector µk,t add up to 1, we have∑
θ∈U

µk,t(θ) = 1− µk,t(ϑ•), (11.19)

and we can use (11.18) to conclude that

µk,t(θ) =
1− µk,t(ϑ•)
H − 1 (11.20)

for any unshared hypothesis θ ∈ U .
Before delving into the analysis of the learning performance under

partial information sharing, we consider the following assumptions. First,
we assume that the observations are generated under objective evidence,
i.e., under Assumption 5.3. Second, we assume that the network graph is
primitive according to Definition 4.5.
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Next, we introduce some definitions that will be useful in the forthcom-
ing analysis. We start with the aggregate likelihood

ℓk(x|U) ≜ 1
H − 1

∑
θ∈U

ℓk(x|θ), (11.21)

which averages uniformly the likelihoods corresponding to the hypotheses
different from ϑ•. Then we consider the KL divergence between the true
likelihood and the aggregate likelihood, namely,

D(ℓk,ϑo ||ℓk,U ) ≜ E log ℓk(xk,t|ϑ
o)

ℓk(xk,t|U) , (11.22)

where, according to our usual notation, the symbol ℓk,U is used to refer to
the entire pdf or pmf in (11.21), not to a particular value x. We now show
that this divergence is finite. We have that

log ℓk(x|ϑ
o)

ℓk(x|U) = log ℓk(x|ϑo)
1

H − 1
∑
θ∈U

ℓk(x|θ)

= log ℓk(x|ϑo)− log

 1
H − 1

∑
θ∈U

ℓk(x|θ)


(a)
≤ 1
H − 1

∑
θ∈U

log ℓk(x|ϑ
o)

ℓk(x|θ)
, (11.23)

where (a) follows from Jensen’s inequality (see Theorem C.5 and in particu-
lar (C.10) with uniform weights 1/(H − 1)) applied to the convex function
− log. Then, taking expectations in (11.23) with respect to the true likeli-
hood model ℓk(x|ϑo) allows us to bound the KL divergence D(ℓk,ϑo ||ℓk,U )
in terms of the KL divergences relative to the unshared hypotheses as
follows:

D(ℓk,ϑo ||ℓk,U ) ≤ 1
H − 1

∑
θ∈U

D(ℓj,ϑo ||ℓj,θ) <∞, (11.24)

where the last inequality follows from (5.37). We have in fact proved that
D(ℓk,ϑo ||ℓk,U ) is finite.

Finally, we introduce the following weighted quantity:

Dnet(U) ≜
K∑
k=1

vkD(ℓk,ϑo ||ℓk,U ), (11.25)

which extends the definition in (5.24) to the aggregate likelihood in (11.21).
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11.4.1 Convergence Results

The results illustrated in this section were originally presented in [24, 26].
The next theorem reveals that different types of convergence behavior
arise, depending on two quantities: the network average of KL divergences
relative to ϑ•, which, from (5.24), is defined by

Dnet(ϑ•) =
K∑
k=1

vkD(ℓk,ϑo ||ℓk,ϑ•), (11.26)

and the network average of KL divergences relative to the set of un-
shared hypotheses, which is the quantity Dnet(U) defined by (11.25). When
Dnet(ϑ•) is larger than Dnet(U), then hypothesis ϑ• will be discarded. If it
is smaller, the belief will be concentrated on ϑ•.

Theorem 11.1 (Memoryless strategy: Belief convergence). Let Assumptions 5.1
and 5.3 be satisfied. If the network graph is primitive, then for k = 1, 2, . . . ,K,

i) If Dnet(ϑ•) > Dnet(U),

µk,t(ϑ
•) a.s.−−−→

t→∞
0 and µk,t(θ)

a.s.−−−→
t→∞

1
H − 1 ∀θ ̸= ϑ•. (11.27)

ii) If Dnet(ϑ•) < Dnet(U),
µk,t(ϑ

•) a.s.−−−→
t→∞

1. (11.28)

Proof. From (11.16b) it follows that, for all θ ∈ U ,

log
ψ̂

(k)
j,t (θ)

ψ̂
(k)
j,t (ϑ•)

= log

1
H − 1

(
1 − ψj,t(ϑ

•)
)

ψj,t(ϑ•)

= log

1
H − 1

∑
θ′∈U

ψj,t(θ
′)

ψj,t(ϑ•)
. (11.29)

Using (11.16a) in (11.29) we obtain

log
ψ̂

(k)
j,t (θ)

ψ̂
(k)
j,t (ϑ•)

= log

1
H − 1

∑
θ′∈U

µj,t−1(θ′)ℓj(xj,t|θ′)

µj,t−1(ϑ•)ℓj(xj,t|ϑ•)
, (11.30)
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and exploiting (11.18) we can write

log
ψ̂

(k)
j,t (θ)

ψ̂
(k)
j,t (ϑ•)

= log

µj,t−1(θ) 1
H − 1

∑
θ′∈U

ℓj(xj,t|θ′)

µj,t−1(ϑ•)ℓj(xj,t|ϑ•)

= log
µj,t−1(θ)
µj,t−1(ϑ•) + log

1
H − 1

∑
θ′∈U

ℓj(xj,t|θ′)

ℓj(xj,t|ϑ•)

= log
µj,t−1(θ)
µj,t−1(ϑ•) + log ℓj(xj,t|U)

ℓj(xj,t|ϑ•)
, (11.31)

where in the last equality we used the aggregate likelihood defined in (11.21). Substituting
(11.31) into (11.16c), we obtain the following recursion for the log belief ratios:

log
µk,t(θ)
µk,t(ϑ•)

=
∑
j∈Nk

ajk

[
log

µj,t−1(θ)
µj,t−1(ϑ•) + log ℓj(xj,t|U)

ℓj(xj,t|ϑ•)

]

=
K∑
j=1

ajk

[
log

µj,t−1(θ)
µj,t−1(ϑ•) + log ℓj(xj,t|U)

ℓj(xj,t|ϑ•)

]
, (11.32)

where the last equality follows from the definition of neighborhood in (4.1). Next, to
establish the claim of the theorem, we follow similar steps to those used in the proof of
Theorem 5.1, by exploiting Lemma D.3.

We start by noting that (11.32) can be cast in the vector form (D.57), namely,

zt = AT(zt−1 + yt), (11.33)

by setting

yt =
[

log ℓ1(x1,t|U)
ℓ1(x1,t|ϑ•)

, log ℓ2(x2,t|U)
ℓ2(x2,t|ϑ•)

, . . . , log ℓK(xK,t|U)
ℓK(xK,t|ϑ•)

]
, (11.34)

zt =
[

log
µ1,t(θ)
µ1,t(ϑ•)

, log
µ2,t(θ)
µ2,t(ϑ•)

, . . . , log
µK,t(θ)
µK,t(ϑ•)

]
, (11.35)

where we recall that in our notation all vectors are column vectors. Next, we note that
the network graph is assumed to be primitive, implying, in view of Corollary 4.1, that
(D.58) holds with A• = v 1T.

Now, to use the results from Lemma D.3, we must verify that the sequence {yt}
is formed by iid vectors whose entries have finite mean. The first condition is satisfied
under Assumption 5.3. Regarding the second condition, consider the jth entry of yt
expressed as follows:

log ℓj(xj,t|U)
ℓj(xj,t|ϑ•)

= log ℓj(xj,t|ϑ
o)

ℓj(xj,t|ϑ•)
− log ℓj(xj,t|ϑ

o)
ℓj(xj,t|U) , (11.36)

where we recall that ϑo denotes the true hypothesis. Under Assumption 5.3, the first term
on the RHS of (11.36) has finite mean. The same property holds for the second term in
view of (11.23). Thus, the jth entry of the vector yt has finite mean. We conclude that
the sequence {yt} satisfies the conditions required by Lemma D.3, where the vector ȳ
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used in Lemma D.3 corresponds to Eyt. We can therefore apply the result of Lemma D.3
with A• = v1T to conclude that

1
t
zt

a.s.−−−→
t→∞

1 vT Eyt. (11.37)

In view of (11.34) and (11.35), we can rewrite (11.37) in terms of the kth entry as
follows:

1
t

log
µk,t(θ)
µk,t(ϑ•)

a.s.−−−→
t→∞

K∑
j=1

vjE log ℓj(x|U)
ℓj(x|ϑ•)

=
K∑
j=1

vj

[
D(ℓj,ϑo ||ℓj,ϑ• ) −D(ℓj,ϑo ||ℓj,U )

]
= Dnet(ϑ•) −Dnet(U), (11.38)

where Dnet(U) and Dnet(ϑ•) are defined by (11.25) and (11.26), respectively. The above
result holds for all θ ∈ U . The sign of the quantity on the RHS of (11.38) will dictate
different convergence behaviors.

Consider first case i), namely,

Dnet(ϑ•) > Dnet(U), (11.39)

under which the RHS of (11.38) becomes positive. This implies that

log
µk,t(θ)
µk,t(ϑ•)

a.s.−−−→
t→∞

∞ ∀θ ∈ U . (11.40)

Since µk,t(θ) is bounded by 1 for any θ ∈ Θ, it follows from (11.40) that

µk,t(ϑ
•) a.s.−−−→

t→∞
0, (11.41)

which, in view of (11.20), implies that

µk,t(θ)
a.s.−−−→
t→∞

1
H − 1 ∀θ ∈ U , (11.42)

thus concluding the proof for case i).
Second, consider case ii), namely,

Dnet(ϑ•) < Dnet(U), (11.43)

under which the RHS of (11.38) becomes negative. Using similar arguments as before,
we deduce that

log
µk,t(θ)
µk,t(ϑ•)

a.s.−−−→
t→∞

−∞ ∀θ ∈ U , (11.44)

implying that
µk,t(θ)

a.s.−−−→
t→∞

0 ∀θ ∈ U . (11.45)

This, in turn, implies that
µk,t(ϑ

•) a.s.−−−→
t→∞

1, (11.46)

which concludes the proof for case ii).
■
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Theorem 11.1 shows two types of convergence behavior for the beliefs
across the network. The critical condition necessary to establish which
behavior is activated involves the comparison between two network KL
divergences, specifically, Dnet(ϑ•) (which quantifies the difference between
the true likelihood and the likelihood relative to the hypothesis of interest
ϑ•) and Dnet(U) (which quantifies the difference between the true likelihood
and the fictitious likelihood from (11.21) corresponding to the ensemble of
unshared hypotheses).

Condition i) in Theorem 11.1, Dnet(ϑ•) > Dnet(U), means that the like-
lihood relative to ϑ• is sufficiently distinct from the true one in comparison
with the aggregate likelihood. This relatively high difference from ϑo drives
the agents to believe that ϑ• is not the true hypothesis — see the first
convergence result in (11.27).

Conversely, condition ii) in Theorem 11.1, Dnet(ϑ•) < Dnet(U), means
that the likelihood relative to ϑ• is closer to the true one than the aggregate
likelihood. As a result, in this case the agents tend to accept ϑ• as the true
hypothesis — see (11.28).

To gain further insight, it is useful to examine how the convergence
behavior changes under the possible choices of ϑ•. In particular, in the
next two sections we will consider the two possible scenarios: truth sharing,
i.e., ϑ• = ϑo, and false-hypothesis sharing, i.e., ϑ• ̸= ϑo.

11.4.2 Truth Sharing

When ϑ• = ϑo, from (11.26) we have

Dnet(ϑ•) = Dnet(ϑo) = 0, (11.47)

which implies that condition i) in Theorem 11.1 never holds, due to the
nonnegativity of the KL divergence Dnet(U). It is instead possible that
condition ii) is verified. This happens when Dnet(U) > 0. If this is the case,
Eq. (11.28) holds, which means that traditional truth learning is achieved.

Therefore, we are interested in establishing when Dnet(U) > 0. To this
end, we introduce the next assumption. Preliminarily, it is useful to recall
from (7.2) the definition of an indistinguishable set:

Ik ≜
{
θ ∈ Θ\{ϑo} such that D(ℓk,ϑo ||ℓk,θ) = 0

}
, (11.48)

and from (7.3) the definition of a distinguishable set:

Dk ≜ Θ\
(
Ik ∪ {ϑo}

)
. (11.49)
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Assumption 11.1 (Average likelihood of distinguishable hypotheses). There
exists an agent k whose distinguishable set Dk is nonempty, and whose true
likelihood ℓk,ϑo is not a uniform combination of the likelihoods {ℓk,θ}θ∈Dk of
the distinguishable hypotheses. That is, we have

ℓk,ϑo ̸= 1
|Dk|

∑
θ∈Dk

ℓk,θ. (11.50)

Note that Assumption 11.1 is a relaxed version of Assumption 7.1. While
Assumption 7.1 requires that the true likelihood cannot take the form of
any convex combination of likelihoods {ℓk,θ}θ∈Dk , in Assumption 11.1 the
combination to be avoided is the one with uniform weights. This is not a
strong assumption, since the case where the true likelihood matches exactly
a mixture of the likelihoods relative to the distinguishable hypotheses
with uniform weights is deemed to be a rare coincidence. Moreover, for
Assumption 11.1 to hold, the existence of a single agent k satisfying (11.50)
is sufficient, while in Assumption 7.1 the required condition of convex
independence must be satisfied by all agents with nonempty distinguishable
sets.

The next corollary shows that Assumption 11.1 is equivalent to the
condition Dnet(U) > 0, and, hence, that when ϑ• = ϑo the memoryless
filling strategy achieves traditional truth learning.

Corollary 11.1 (Memoryless strategy: Truth sharing implies traditional truth
learning). Under the same assumptions used in Theorem 11.1 and under As-
sumption 11.1, if ϑ• = ϑo, then for k = 1, 2, . . . ,K,

µk,t(ϑ
o) a.s.−−−→

t→∞
1. (11.51)

Proof. It suffices to show that condition ii) of Theorem 11.1 holds, namely, that

Dnet(ϑ•) < Dnet(U) (11.52)

when ϑ• = ϑo. First, under ϑ• = ϑo, it follows from (11.26) that

Dnet(ϑ•) =
K∑
k=1

vkD(ℓk,ϑo ||ℓk,ϑo ) = 0. (11.53)

Therefore, condition (11.52) will be verified if we establish that

Dnet(U) > 0. (11.54)
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In view of the positivity of the Perron vector entries and the nonnegativity of the KL
divergence, we see from (11.25) that condition (11.54) is violated if, and only if,

D(ℓk,ϑo ||ℓk,U ) = 0 ∀k = 1, 2, . . . ,K. (11.55)

We now proceed to show that, under Assumption 11.1, Eq. (11.55) is not verified
for at least one agent k. Specifically, it is not verified for the agent k mentioned in
Assumption 11.1, which has as nonempty distinguishable set Dk and satisfies (11.50).
To this end, observe that by using the definition of ℓk,U from (11.21), Eq. (11.55) is
equivalent to

ℓk(x|ϑo) = 1
H − 1

∑
θ∈U

ℓk(x|θ). (11.56)

We recall that when xk,t happens to be a continuous random vector, then the equality
between pdfs in (11.56) is intended to hold for all x ∈ Xk, except possibly for sets with
zero Lebesgue measure.

Now note that, when ϑ• = ϑo, we have

U = Θ\{ϑo} = Ik ∪ Dk, (11.57)

namely, U is equivalent to the union of the disjoint sets of indistinguishable and distin-
guishable hypotheses defined by (11.48) and (11.49), respectively. Thus, we can rewrite
(11.56) as

(H − 1) ℓk(x|ϑo) =
∑
θ∈Dk

ℓk(x|θ) +
∑
θ∈Ik

ℓk(x|θ), (11.58)

which in turn is equivalent to

(H − 1) ℓk(x|ϑo) =
∑
θ∈Dk

ℓk(x|θ) + |Ik| ℓk(x|ϑo), (11.59)

or
ℓk(x|ϑo) = 1

|Dk|
∑
θ∈Dk

ℓk(x|θ), (11.60)

where in the last step we used the fact that |Dk| = H − 1 − |Ik|. Since (11.60) violates
Assumption 11.1, we conclude that (11.55) cannot hold, which in turn implies (11.52),
and the proof is complete.

■

It is interesting to draw a parallel between memoryless partial informa-
tion sharing and traditional social learning. In view of (11.50), Assump-
tion 11.1 has the interpretation that at least one agent k has the capability
to discount Dk as a whole, i.e., to discount all θ ∈ Dk. On the other hand,
in (11.20) we showed that, under the memoryless approach, the beliefs
about the unshared hypotheses evolve equally, i.e., µk,t(θ) takes on the
same value for all θ ≠ ϑ• during the algorithm evolution. Accordingly, once
agent k is able to discount all θ ∈ Dk, it is also able to discount all θ ≠ ϑ•.
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Finally, this possibility is extended to all the other agents by propagation
of information across the primitive graph.

We can now compare the described learning mechanism with the one
occurring in traditional social learning. There we required global identifi-
ability, which implies that, for each θ ̸= ϑo there must be an agent that
distinguish θ from ϑo. This condition is stronger than Assumption 11.1. In
other words, Assumption 11.1 can be satisfied even if global identifiability
is violated. For example, consider Θ = {1, 2, 3} with ϑo = 1. Assume that
θ = 2 is indistinguishable from ϑo = 1 for all agents. Then it follows that
global identifiability cannot hold. Consider furthermore that no agent can
distinguish hypothesis θ = 3 from ϑo = 1, except for agent k, for which
ℓk,3 ̸= ℓk,1. Therefore, the distinguishable set of agent k is Dk = {3}. Then,
Assumption 11.1 requires ℓk,3 ̸= ℓk,1, which is true.2 Then, due to this
single informative agent k, Assumption 11.1 holds, even though global
identifiability does not.

This phenomenon might appear puzzling, since it seems to imply that
learning under partial information sharing is easier! However, we must
keep in mind that we are considering only the truth sharing scenario. In
practice, the agents of course cannot decide to share the true hypothesis.
Therefore, the learning performance must always be examine by taking
also into account what happens under false-hypothesis sharing. In the next
section, we will in fact argue that the advantage (of memoryless partial
information sharing over traditional social learning) observed when ϑ• = ϑo

occurs at the expense of a disadvantage in the case ϑ• ̸= ϑo.

11.4.3 False-Hypothesis Sharing

When θ ≠ ϑ•, both conditions i) and ii) in Theorem 11.1 can occur, as we
illustrate later in Example 11.1, depending on the choice of ϑ• among the
wrong hypotheses. If condition i) is satisfied, then partial truth learning
is achieved, since the first convergence result in (11.27) reveals that the
hypothesis of interest is correctly discarded. Moreover, from the second
convergence result in (11.27) we see that µk,t(ϑo)

a.s.−−−→
t→∞

1/(H − 1), which
implies that traditional truth learning can only take place in the binary case
(which, as already discussed, is a trivial case within the partial information
setting).

Alternatively, if condition ii) is satisfied, we see from (11.28) that the full
2This example also shows that Assumption 11.1 is automatically satisfied whenever Dk

contains a single element.
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belief mass is ultimately concentrated on the hypothesis of interest, which
however is wrong and, hence, partial truth learning cannot be achieved.

To sum up, under false-hypothesis sharing partial truth learning is
achieved when condition i) holds. One necessary condition for it to hold is
that

Dnet(ϑ•) > 0, (11.61)

which implies that some agent must be able to distinguish ϑ• from ϑo.
Since the true hypothesis can be any hypothesis, condition (11.61) should
be required for any hypothesis ϑ• ̸= ϑo, which is equivalent global identifi-
ability — see Assumption 5.4. We conclude that, under false-hypothesis
sharing, global identifiability is necessary but not sufficient and it can only
guarantee partial truth learning. Therefore, as anticipated in the previous
section, under false-hypothesis sharing we end up with a disadvantage with
respect to traditional social learning.

Example 11.1 (Memoryless strategy: False-hypothesis sharing). Consider K = 10
agents interested in solving a social learning problem. The agents operate under partial
information sharing, and adopt a memoryless filling strategy. They are connected
according to the strong graph shown in the left panel of Figure 11.2 (the graph is
undirected and all agents have a self-loop, not shown in the figure). On top of this graph,
a combination matrix is designed using the uniform-averaging rule — see Table 4.1. The
set of hypotheses is Θ = {1, 2, 3} and the true hypothesis is ϑo = 1. All agents possess
the same family of likelihood models, denoted by ℓ(x|θ), and illustrated in the right
panel of Figure 11.2. These are Gaussian models with unit variance and means 1, 2, and
5. Moreover, in the simulations the observations are drawn as statistically independent
across the agents.
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Figure 11.2: (Left) Network topology used in Example 11.1. The graph is undirected and all
agents are assumed to have a self-loop, not shown in the figure. (Right) Family of Gaussian
likelihood models used in the example.

Evaluating (5.24) with ℓk,θ = ℓθ for all θ ∈ Θ (because the likelihood models are the
same for all agents) and with fk = ℓϑo (because in this chapter we are focusing on the
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Figure 11.3: Likelihood models and belief evolution for agent 1 in Example 11.1. (Left and
center) Actual likelihood models (solid line) and aggregate likelihood models defined in (11.21)
(dashed line). (Right) Time evolution of the belief about the hypothesis of interest for agent 1.

objective evidence model) it follows that

Dnet(ϑ•) =
K∑
k=1

vkD(ℓϑo ||ℓϑ• ) = D(ℓϑo ||ℓϑ• ). (11.62)

Likewise, evaluating (11.25) we have

Dnet(U) =
K∑
k=1

vkD(ℓϑo ||ℓU ) = D(ℓϑo ||ℓU ), (11.63)

where ℓU is the aggregate likelihood defined in (11.21), with subscript k omitted since
the likelihoods are equal across the agents. Using (11.62) and (11.63), we see that in the
example under consideration the Perron vector does not play a role in the convergence
behavior in Theorem 11.1, and only the following two quantities will determine the
behavior of all agents:

D(ℓϑo ||ℓϑ• ) and D(ℓϑo ||ℓU ). (11.64)
We now examine how the learning behavior changes depending on the particular choice
of the hypothesis of interest from among the wrong hypotheses. Consider first the
case ϑ• = 2. This case is examined in the top panels of Figure 11.3. We see that
D(ℓϑo ||ℓϑ• ) < D(ℓϑo ||ℓU ), which means that the likelihood relative to the hypothesis
of interest is closer to the true likelihood in comparison with the aggregate likelihood.
Accordingly, condition ii) in Theorem 11.1 is satisfied, which implies that all agents
are fooled into believing that ϑ• is the true state. This behavior is confirmed by the
experiment (obtained by running the algorithm in (11.11) with the memoryless filling
strategy in (11.9)) shown in the top right panel of Figure 11.3, where we display in
particular the beliefs of agent 1.

We switch to the case ϑ• = 3, examined in the bottom panels of Figure 11.3. Now we
have D(ℓϑo ||ℓϑ• ) > D(ℓϑo ||ℓU ), i.e., the likelihood relative to the hypothesis of interest is
farther from the true likelihood in comparison with the aggregate likelihood. Accordingly,



254 Partial Information Sharing

Table 11.1: Identifiability setup for the learning problem in Example 11.2. We highlight in lilac
the distributions corresponding to the distinguishable hypotheses, and in pink the distributions
corresponding to the indistinguishable hypotheses.

Likelihood model: ℓk(x|θ)

k
θ

ϑo = 1 2 3 4 5 6 7 8 9 10

1 g1 g2 g3 g4 g5 g6 g7 g8 g9 g10
2 g1 g1 g3 g4 g5 g6 g7 g8 g9 g10
3 g1 g1 g1 g4 g5 g6 g7 g8 g9 g10
4 g1 g1 g1 g1 g5 g6 g7 g8 g9 g10
5 g1 g1 g1 g1 g1 g6 g7 g8 g9 g10
6 g1 g1 g1 g1 g1 g1 g7 g8 g9 g10
7 g1 g1 g1 g1 g1 g1 g1 g8 g9 g10
8 g1 g1 g1 g1 g1 g1 g1 g1 g9 g10
9 g1 g1 g1 g1 g1 g1 g1 g1 g1 g10
10 g1 g1 g1 g1 g1 g1 g1 g1 g1 g1
11 g1 g2 g1 g1 g1 g1 g1 g1 g1 g1
12 g1 g2 g3 g1 g1 g1 g1 g1 g1 g1

condition i) in Theorem 11.1 is satisfied, which implies that the agents correctly classify
the hypothesis of interest as being false. This behavior is confirmed by the experiment
shown in the bottom right panel of Figure 11.3, where we focus again on the beliefs of
agent 1.

Example 11.2 (Memoryless strategy: Convergence behavior). Consider a network of
K = 12 agents connected according to the strong graph displayed in the top left panel of
Figure 11.4. The graph is undirected and all agents are assumed to have a self-loop (not
shown in the figure). The combination matrix A is designed according to the Metropolis
rule (see Table 4.1), resulting in a doubly stochastic matrix, and, hence, the entries of the
Perron vector are vk = (1/12) — see (4.18). The set of hypotheses is Θ = {1, 2, . . . , 10},
and the true hypothesis is ϑo = 1. The observations are statistically independent over
time and across the agents.

Before describing the likelihoods of each agent, let us consider the following family
of unit-variance Gaussian pdfs with different means:

gn(x) = 1√
2π

exp
{

−1
2

(
x− 0.5(n− 1)

)2
}
, n = 1, 2, . . . , 10. (11.65)

The distributions are depicted in the top right panel of Figure 11.4. We assume that the
likelihoods are taken from this family of distributions as detailed in Table 11.1.

Note from Table 11.1 that{
Ik = ∅ if k = 1,
Ik ̸= ∅ if k = 2, 3, . . . , 12,

(11.66)

which means that only agent 1 is able to solve the inference problem alone, while for the
other agents there always exist some hypotheses indistinguishable from ϑo. For example,
for agent 4 we have

I4 = {2, 3, 4} and D4 = {5, 6, 7, 8, 9, 10}, (11.67)
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whereas for agent 10 we have

I10 = Θ\{ϑo} and D10 = ∅. (11.68)

To determine the belief convergence for different hypotheses, we can use Theorem 11.1
and Corollary 11.1. To illustrate how these results can be used, we consider three different
cases.

Case ϑ• = ϑo = 1. In the truth sharing case, we resort to Corollary 11.1 to claim that
all agents learn the truth in the traditional sense. To be able to do so, we must show
that Assumption 11.1 holds, i.e., for each agent k such that Dk is nonempty, it should
hold that

ℓk,1 ̸= 1
|Dk|

∑
θ∈Dk

ℓk,θ. (11.69)

Let us focus on one agent, for example agent 11. We see from Table 11.1 that D11 = {2},
so that condition (11.69) becomes

ℓ11,1 ̸= ℓ11,2. (11.70)

Observing from the table that ℓ11,1 = g1 and ℓ11,2 = g2, we conclude that agent 11
satisfies (11.69). If we consider now agent 12, we see that D12 = {2, 3} and condition
(11.69) becomes

ℓ12,1 ̸= 1
2
(
ℓ12,2 + ℓ12,3

)
. (11.71)

Observing from the table that ℓ12,2 = g2 and ℓ12,3 = g3, we see that Eq. (11.71) is
equivalent to

g1 ̸= 1
2
(
g2 + g3

)
, (11.72)

which holds since the Gaussian mixture on the RHS cannot be equal to the Gaussian pdf
on the LHS. The above reasoning can be extended to all other agents for which Dk is
nonempty. This implies that Assumption 11.1 holds. Therefore, in view of Corollary 11.1,
all agents must place their full belief mass on the true hypothesis. This behavior is
confirmed by the experiment shown in the bottom left panel of Figure 11.4, where
we focus on the beliefs of agent 1. This experiment, as well as the other experiments
shown in the bottom panels, are obtained by running the algorithm in (11.11) with the
memoryless filling strategy in (11.9).

Case ϑ• = 4. To determine the asymptotic behavior of the memoryless strategy when
ϑ• ̸= 1, we resort to Theorem 11.1 and compute the quantities Dnet(ϑ•) and Dnet(U).
The first quantity can be evaluated as follows:

Dnet(4) =
12∑
k=1

vkD(ℓk,1||ℓk,4)

(a)=
3∑
k=1

vkD(g1||g4) +
12∑
k=4

vkD(g1||g1)

=
3∑
k=1

vkD(g1||g4)

(b)= 3
12

(0 − 0.5 × 3)2

2 = 0.2812, (11.73)
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Figure 11.4: (Top left) Network topology used in Example 11.2. The graph is undirected
and all agents are assumed to have a self-loop, not shown in the figure. (Top right) Family of
Gaussian distributions used in the example. (Bottom) Belief evolution over time for agent 1.
The bottom panels correspond to different hypotheses of interest ϑ•.

where in (a) we used the information from Table 11.1, and in (b) we used the formula
for the KL divergence between Gaussian distributions with different means reported in
(2.45).

The second quantity, namely Dnet(U), is given by

Dnet(U) = 1
12

12∑
k=1

D (ℓk,1∥ℓk,U ) , (11.74)

where U = Θ\{4} and

ℓk,U = 1
9
∑

θ∈Θ\{4}

ℓk,θ. (11.75)

Using Table 11.1, we find numerically that

Dnet(U) = 0.4521, (11.76)

which is smaller than the value of Dnet(4) obtained in (11.73). It follows that condition ii)
in Theorem 11.1 holds. Therefore, all agents must mistakenly place their full belief mass
on the hypothesis of interest ϑ• = 4. This behavior is in fact observed in the bottom
center panel of Figure 11.4, with reference to agent 1.

Case ϑ• = 7. Similarly to the previous case, we will compute the quantities Dnet(ϑ•)
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and Dnet(U), obtaining

Dnet(7) =
12∑
k=1

vkD(ℓk,1||ℓk,7)

(a)=
6∑
k=1

vkD(g1||g7) +
12∑
k=7

vkD(g1||g1)

=
6∑
k=1

vkD(g1||g7)

(b)= 6
12

(0 − 0.5 × 6)2

2 = 2.25, (11.77)

and (now U = Θ\{7})
Dnet(U) = 0.3817. (11.78)

We see that in this case condition i) in Theorem 11.1 holds and therefore all agents must
correctly discard the hypothesis of interest ϑ• = 7. This behavior is confirmed by the
experiment shown in the bottom right panel of Figure 11.4, where we focus again on the
beliefs of agent 1.

11.5 Memory in Partial Information

We next study the asymptotic behavior of algorithm (11.11) under the
memory-aware filling strategy in (11.10). Preliminarily, we introduce the
following notation:

µk,t(S) ≜
∑
θ∈S

µk,t(θ), ψk,t(S) ≜
∑
θ∈S

ψk,t(θ), (11.79)

for any subset of hypotheses S ⊆ Θ, with the convention

µk,t(∅) = ψk,t(∅) = 0. (11.80)

Furthermore, we define for each agent k the prior confusion ratio

Γk ≜
µk,0(Ik)
µk,0(ϑo) , (11.81)

namely, the ratio between the mass assigned by agent k to the indistin-
guishable set and the mass assigned to the true hypothesis. Observe that
Γk increases as agent k assigns more mass to the indistinguishable set
and/or less mass to the true hypothesis, i.e., when it is more confused at
the beginning of the learning process.

Exploiting (11.79), we see that the uniform prior assignment, µk,0(θ) =
1/H for all θ ∈ Θ, leads to

Γk = µk,0(Ik)
µk,0(ϑo) =

∑
θ∈Ik(1/H)
(1/H) = |Ik| ≜ Jk. (11.82)
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In other words, with a flat prior, the ratio Γk coincides with the cardinality
of the indistinguishable set |Ik|, which we denote by Jk. In this case, higher
values of Jk correspond to agents whose local inference abilities are worse,
i.e., whose indistinguishable set is larger.

In the social learning framework, it is also useful to consider a measure
of confusion at the network level. We accordingly introduce the network
average of prior confusion ratios,

Γ ≜
K∏
k=1

Γvkk , (11.83)

which is a weighted geometric average of the individual confusion ratios
{Γk}, with weights given by the entries of the Perron vector. Likewise, we
introduce the network average of the cardinalities of the indistinguishable
sets,

J ≜
K∏
k=1

Jvkk . (11.84)

11.5.1 Convergence Results

The results illustrated in this section originally appeared in [46]. Our first
theorem examines the learning behavior of the memory-aware strategy
when ϑ• ̸= ϑo. In this case, we note that for each agent k the hypothesis
of interest ϑ• can belong to either the subset Ik or the subset Dk. In
view of this fact and before introducing the forthcoming result, we define
the sets of indistinguishable and distinguishable hypotheses excluding the
hypothesis of interest, namely,

I•k ≜ Ik\{ϑ•}, D•k ≜ Dk\{ϑ•}. (11.85)

Clearly, if ϑ• belongs to Ik, then D•k = Dk, whereas if ϑ• belongs to Dk,
then I•k = Ik. It is also convenient to introduce the set

Iok ≜ I•k ∪ {ϑo}. (11.86)

Theorem 11.2 (Memory-aware strategy: Convergence when ϑ• ̸= ϑo). Let
Assumptions 5.1, 5.3, 5.4, and 7.1 be satisfied. Let ϑ• ̸= ϑo and assume that the
network graph is connected. Then, for k = 1, 2, . . . ,K, we have the following
three behaviors depending on the particular hypothesis:
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i) Hypothesis of interest ϑ•:

µk,t(ϑ
•) a.s.−−−→

t→∞
0. (11.87)

ii) Hypotheses θ ∈ D•k:
µk,t(θ)

a.s.−−−→
t→∞

0. (11.88)

iii) Hypotheses θ ∈ Iok :
For all t ∈ N, the conditional belief given that θ ∈ Iok remains equal to the
same conditional belief at t = 0, namely,

µk,t(θ)
µk,t(Iok) = µk,0(θ)

µk,0(Iok) . (11.89)

Since µk,t(Iok) a.s.−−−→
t→∞

1 in view of (11.87) and (11.88), we also have

µk,t(θ)
a.s.−−−→
t→∞

µk,0(θ)
µk,0(Iok) . (11.90)

Proof. See Appendix 11.B.
■

The fundamental message from Theorem 11.2 is that all agents are able
to learn well when ϑ• ̸= ϑo, since they ultimately place zero mass on the
(false) hypothesis ϑ•. That is, the algorithm achieves partial truth learning
for ϑ• ̸= ϑo — see Definition 11.2.

In addition, the theorem shows that all distinguishable hypotheses are
discarded. Indeed, when ϑ• ∈ Dk, then Eqs. (11.87) and (11.88) imply that
both ϑ• and the set D•k are discarded, which corresponds to rejecting all
the distinguishable hypotheses. If otherwise ϑ• ∈ Ik, then not only Dk is
rejected, but also ϑ•.

The remaining belief mass is distributed over the set Iok (i.e., over the
true hypothesis and the indistinguishable hypotheses different from ϑ•)
according to the ratio µk,0(θ)/µk,0(Iok) in (11.90). This ratio represents
a conditional belief given that θ belongs to Iok . Specifically, it is the
prior conditional belief, i.e., corresponding to t = 0. The fact that for
θ ∈ Iok the asymptotic beliefs depend exclusively on this prior conditional
belief makes perfect sense since: i) the observations cannot help agent k
distinguish between the true and the indistinguishable hypotheses; and
ii) no information about the unshared hypotheses is diffused across the
network. Therefore, the information available to agent k about the true
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and the indistinguishable unshared hypotheses does not increase over time,
i.e., it is the same information available at the beginning of the learning
process.

Equation (11.90) also reveals that, for ϑ• ̸= ϑo, traditional truth learning
is possible if, and only if, Iok = {ϑo} for all k. In view of (11.86), this
condition is equivalent to the condition I•k = ∅, which, in view of (11.85),
is satisfied when

Ik = {ϑ•} or Ik = ∅ ∀k = 1, 2, . . . ,K. (11.91)

In other words, for ϑ• ̸= ϑo, traditional truth learning is achieved if,
and only if, for each agent k either the hypothesis of interest is the only
indistinguishable hypothesis (i.e., Ik = {ϑ•}) or the problem is locally
identifiable (i.e., Ik = ∅).

Let us switch to the case ϑ• = ϑo, which is covered by the next theorem.

Theorem 11.3 (Memory-aware strategy: Convergence when ϑ• = ϑo). Let
Assumptions 5.1, 5.3, 5.4, and 7.1 be satisfied. Let ϑ• = ϑo and assume that
the network graph is primitive. Then, for k = 1, 2, . . . ,K, we have the following
three behaviors depending on the particular hypothesis:

i) Hypothesis of interest ϑ•:

µk,t(ϑ
•) a.s.−−−→

t→∞

1
1 + Γ , (11.92)

where Γ is the network confusion ratio defined in (11.83).
ii) Hypotheses θ ∈ Dk:

µk,t(θ)
a.s.−−−→
t→∞

0. (11.93)

iii) Hypotheses θ ∈ Ik:
For all t ∈ N, the conditional belief given that θ ∈ Iok remains equal to the
same conditional belief at t = 0, namely,

µk,t(θ)
µk,t(Ik) = µk,0(θ)

µk,0(Ik) . (11.94)

Since µk,t(Ik) a.s.−−−→
t→∞

Γ/(1 + Γ) in view of (11.92) and (11.93), we also have

µk,t(θ)
a.s.−−−→
t→∞

Γ
1 + Γ

µk,0(θ)
µk,0(Ik) . (11.95)

Proof. See Appendix 11.C.
■
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The results in Theorem 11.3 can be summarized as follows. From (11.93)
we see that all the distinguishable hypotheses are correctly discarded.
Moreover, from (11.92) we see that the belief about the true hypothesis
converges to 1 if, and only if, the network confusion ratio Γ is zero. In
other words, for ϑ• = ϑo, the memory-aware strategy achieves traditional
truth learning (see Definition 11.1) if, and only if, Γ = 0.

Since Γ is a weighted geometric average of the single-agent confusion
ratios {Γk} defined in (11.81), then Γ = 0 provided that at least one
agent k has Γk = 0. Moreover, since the initial beliefs are assumed to
be positive (see Assumptions 5.1), Γk can only admit value 0 when the
indistinguishable set Ik is empty. Therefore, we conclude that traditional
truth learning is achieved if, and only if,

∃k ∈ {1, 2, . . . ,K} such that Ik = ∅. (11.96)

It is important to note that (11.96) does not mean that the problem must
be locally identifiable for all agents; this must be the case for at least one
powerful agent k. In other words, when such an agent exists, we can also
have a problem that is locally unidentifiable for the other K − 1 agents,
which would be therefore unable to discriminate ϑo from some of the other
hypotheses if they worked in isolation. However, by exploiting cooperation
across the network, they can profit from the powerful agent and overcome
their individual limitations.

When the problem is locally unidentifiable for all agents, we have
instead Γ > 0. In this case, while (11.93) reveals that zero mass is still
assigned to the distinguishable hypotheses, the residual mass is now split
between ϑo and the indistinguishable hypotheses, since the belief about the
true hypothesis converges to a value strictly less than 1. This splitting is
ruled by (11.95), implying that the behavior of the memory-aware strategy
depends on the initial beliefs and in particular that if two agents start to
learn with different initial beliefs, they can also learn differently in the
long run. This conclusion is in contrast with traditional social learning,
whose asymptotic behavior is instead independent of the initial beliefs.

Example 11.3 (Memory-aware strategy: Convergence behavior). In this example we
consider the same setting used in Example 11.2.

In Table 11.2 we report the cardinality of the indistinguishable sets for each agent
according to the likelihoods in Table 11.1. From Table 11.2 we can compute the network
average of cardinalities according to (11.84), resulting in J = 0.
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Table 11.2: Cardinality of the indistinguishable set Ik for each k = 1, 2, . . . , 12 according to
the likelihoods in Table 11.1.

Agent k 1 2 3 4 5 6 7 8 9 10 11 12
Jk 0 1 2 3 4 5 6 7 8 9 8 7

Let us examine first the truth sharing scenario (ϑ• = ϑo = 1). Observe from the
table that the indistinguishable set of agent 1 is empty, i.e., the problem is locally
identifiable for agent 1. In this case (see the discussion that led to (11.96)), it follows
from Theorem 11.3 that all agents achieve traditional truth learning. This is confirmed by
the experiments (obtained by running the algorithm in (11.11) with the memory-aware
approach in (11.10)) shown in Figure 11.5, where we focus on the beliefs of agents 1, 4,
and 10.
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Figure 11.5: Truth sharing. Belief evolution over time for agents 1, 4, and 10 in Example 11.3.

Note that agents 1, 4, and 10 have different characteristics: For agent 1 the decision
problem is locally identifiable; agent 4 is able to distinguish some hypotheses from ϑo,
but not all of them, so that the problem is locally unidentifiable for it; for agent 10 all
hypotheses θ ≠ ϑo are indistinguishable from ϑo, i.e., agent 10 has totally uninformative
data. Despite these differences, under truth sharing they all achieve traditional truth
learning.

We will now see that the situation changes under false-hypothesis sharing (ϑ• ̸= ϑo).
More specifically, Eqs. (11.87) and (11.93) reveal that the hypothesis of interest and
the distinguishable hypotheses are all discarded. The asymptotic behavior of the beliefs
about the remaining hypotheses (i.e., about θ ∈ Iok) is instead governed by (11.90).
Since this behavior depends in general on the particular agent k, it is convenient to
examine agents 1, 4, and 10 separately. Moreover, since the behavior is also dependent on
the particular value chosen for ϑ•, we will examine two cases, namely, ϑ• = 4 and ϑ• = 7.

Agent 1. As already observed, the indistinguishable set of agent 1 is empty. Then, from
(11.86) we have Io1 = {1}, and from (11.90) we conclude that, whatever the choice of
ϑ• ̸= ϑo,

µ1,t(ϑ
o) a.s.−−−→

t→∞
1. (11.97)

This is confirmed by the evolution of the beliefs of agent 1, for ϑ• = 4 and ϑ• = 7, shown
in Figure 11.5. We conclude that, thanks to local identifiability, agent 1 is able to learn



11.5. Memory in Partial Information 263

0 20 40 60 80

t

0.00

0.25

0.50

0.75

1.00

µ
1
,t
(θ

)

agent 1

ϑ• = 4

0 20 40 60 80

t

0.00

0.25

0.50

0.75

1.00

µ
1,
t(
θ)

ϑ• = 7

0 10 20 30 40

t

0.0

0.1

0.2

0.3

0.4

µ
4
,t
(θ

)

agent 4

ϑ• = 4

θ = ϑo θ = ϑ• θ ∈ I•k θ ∈ D•k

0 10 20 30 40

t

0.0

0.1

0.2

0.3

0.4

µ
4,
t(
θ)

ϑ• = 7

θ = ϑo θ = ϑ• θ ∈ I•k θ ∈ D•k

0 10 20 30 40

t

0.00

0.05

0.10

0.15

0.20

µ
10
,t
(θ

)

agent 10

ϑ• = 4

0 10 20 30 40

t

0.00

0.05

0.10

0.15

0.20

µ
10
,t
(θ

)

ϑ• = 7

Figure 11.6: False-hypothesis sharing. Belief evolution over time for agents 1, 4, and 10 in
Example 11.3. We consider two cases for the hypothesis of interest ϑ•: The top panels refer to
ϑ• = 4, whereas the bottom panels refer to ϑ• = 7.

properly even under false-hypothesis sharing.

Agent 4. Let us consider the case ϑ• = 4. Recalling that ϑo = 1, from Table 11.1 we see
that I4 = {2, 3, 4}, and thus we have

I•4 = I4\{4} = {2, 3}, Io4 = I•4 ∪ {1} = {1, 2, 3}. (11.98)

Using (11.90), and since in the experiments we considered uniform initial beliefs for all
agents, we can write

µ4,t(θ)
a.s.−−−→
t→∞

µ4,0(θ)
µ4,0(Io4 ) = 1

|Io4 | = 1
3 ∀θ ∈ Io4 = {1, 2, 3}. (11.99)

Examining Figure 11.6 (top center), we see that the black dashed curve, which corre-
sponds to hypothesis 1, converges to 1/3. Moreover, there are also some pink curves
that converge to 1/3. We have verified that these curves correspond to hypotheses 2 and
3. Thus, the numerical experiments confirm the behavior predicted by (11.99). We see
that, differently from agent 1, agent 4 is not able to place full belief mass on the true
hypothesis. Due to the lack of local identifiability, the belief mass is instead uniformly
distributed over the true hypothesis and the indistinguishable hypotheses different from
ϑ•.

Consider next the choice ϑ• = 7. Since this hypothesis is distinguishable for agent 4,
we have

I•4 = I4\{7} = I4 = {2, 3, 4}, Io4 = I•4 ∪ {1} = {1, 2, 3, 4}, (11.100)
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yielding

µ4,t(θ)
a.s.−−−→
t→∞

µ4,0(θ)
µ4,0(Io4 ) = 1

|Io4 | = 1
4 ∀θ ∈ Io4 = {1, 2, 3, 4}. (11.101)

This convergence result matches the experiments in Figure 11.6 (bottom center), where
the black dashed curve (hypothesis 1) and some other pink curves (hypotheses 2, 3, and
4) all converge to 1/4.

Agent 10. Consider again the case ϑ• = 4. From Table 11.1 we see that I10 =
{2, 3, . . . , 10}, and thus we have

I•10 = I10\{4} = {2, 3, 5, 6, . . . , 10}, Io10 = I•10 ∪ {1} = {1, 2, 3, 5, 6, . . . , 10}, (11.102)

and using (11.90) we obtain

µ10,t(θ)
a.s.−−−→
t→∞

µ10,0(θ)
µ10,0(Io10) = 1

|Io10| = 1
9 ∀θ ∈ Io10 = {1, 2, 3, 5, 6, . . . , 10}. (11.103)

This convergence result is confirmed by the pertinent experiment in Figure 11.6 (top
right), where we see that the beliefs of agent 10 pertaining to all hypotheses different
from ϑ• = 4 converge to 1/9. In comparison with agent 4, we see that agent 10 has a
higher degree of uncertainty. In fact, the belief mass is uniformly distributed on more
hypotheses. This happens because the indistinguishable set of agent 10 is larger than
the indistinguishable set of agent 4. However, note that agent 10 is initially in a state of
complete ignorance, since all hypotheses are indistinguishable from the true hypothesis.
Thanks to social learning, agent 10 is able to understand that ϑ• = 4 is false, and
then it distributes the residual mass evenly across the remaining hypotheses. Similar
consideration apply to the experiment referring to ϑ• = 7 in Figure 11.6 (bottom right).

We will discuss next the case where the agents initialize their beliefs
in a uniform manner, from which we can derive interesting conclusions
regarding the learning mechanism of the memory-aware approach.

11.5.2 Unbiased Initialization

An interesting scenario that captures the learning mechanism of the
memory-aware strategy is the unbiased case, i.e., when the initial be-
liefs are all uniform. It is useful to summarize the results for this case in
the following corollary.

Corollary 11.2 (Memory-aware strategy: Uniform initial beliefs). Let the same
assumptions used in Theorem 11.2 be satisfied and consider, for each agent
k = 1, 2, . . . ,K, the uniform prior assignment

µk,0(θ) = 1
H

∀θ ∈ Θ. (11.104)
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When ϑ• ̸= ϑo, Eqs. (11.87) and (11.88) hold as they are, whereas in Eqs. (11.89)
and (11.90) we must set, for k = 1, 2, . . . ,K,

µk,0(θ)
µk,0(Iok) = 1

|Iok | . (11.105)

In particular, Eq. (11.90) becomes

µk,t(θ)
a.s.−−−→
t→∞

1
|Iok | , (11.106)

which means that the mass is asymptotically equipartitioned over the set com-
prising ϑo and the indistinguishable hypotheses different from ϑ•.
When ϑ• = ϑo, we have the following three behaviors depending on the particular
hypothesis:

i) Hypothesis of interest ϑ•:

µk,t(ϑ
o) a.s.−−−→

t→∞

1
1 + J

. (11.107)

ii) Hypotheses θ ∈ Dk:
µk,t(θ)

a.s.−−−→
t→∞

0. (11.108)

iii) Hypotheses θ ∈ Ik:
For all t ∈ N, the conditional belief given that θ ∈ Ik remains equal to the
same conditional belief at t = 0, namely,

µk,t(θ)
µk,t(Ik) = 1

Jk
. (11.109)

Since µk,t(Ik) a.s.−−−→
t→∞

J/(1 + J) in view of (11.107) and (11.108), we also
have

µk,t(θ)
a.s.−−−→
t→∞

(
J

Jk

) 1
1 + J

. (11.110)

Proof. The claims follow from Theorems 11.2 and 11.3 by setting µk,0(θ) = 1/H for
k = 1, 2, . . . ,K and for all θ ∈ Θ.

■

Under false-hypothesis sharing, Eq. (11.106) shows that the belief mass
is asymptotically equipartitioned over the set Iok , namely, over the true
hypothesis and the indistinguishable hypotheses different from ϑ•. Such
asymptotic equipartition is perfectly coherent with the uniform prior
assignment and the fact that no information about these hypotheses
propagates across the network.

Consider now the truth sharing scenario. The particular case J = 0,
which, in view of (11.82), (11.83), and (11.84), corresponds to Γ = 0, has
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been discussed in the comments on Theorem 11.2. We have seen that in
this case the memory-aware strategy achieves traditional truth learning.
Let us now focus on the case J > 0, where, as we are going to show,
Corollary 11.2 allows us to investigate more closely the role of cooperation
in the memory-aware strategy.

Observe that the geometric average of a set of numbers is bounded by
the minimum and maximum values in the set. Since, in view of (11.84), J
is a geometric average of the individual cardinalities Jk, for each agent k
we have either Jk > J or Jk ≤ J . Consider first the agents with a number
of indistinguishable hypotheses Jk larger than the network average J , i.e.,
with (J/Jk) < 1. In view of (11.108) and (11.110), it follows that, with
probability 1,

Jk > J =⇒ lim
t→∞

µk,t(θ) <
1

1 + J
∀θ ∈ Θ\{ϑo}. (11.111)

Combining this result with (11.107), we conclude that for a sufficiently
large t, with probability 1,

Jk > J =⇒ µk,t(ϑo) > µk,t(θ) ∀θ ∈ Θ\{ϑo}. (11.112)

Conversely, for agents with (J/Jk) > 1, it follows that, with probability 1,

Jk < J =⇒ lim
t→∞

µk,t(θ) >
1

1 + J
∀θ ∈ Ik, (11.113)

which, along with (11.107) and (11.108), implies that for a sufficiently large
t, with probability 1,

Jk < J =⇒
µk,t(ϑo) < µk,t(θ) ∀θ ∈ Ik,
µk,t(ϑo) > µk,t(θ) ∀θ ∈ Dk.

(11.114)

This behavior has an interesting implication for the role of cooperation.
From (11.112) we see that, after cooperation, the agents that were indi-
vidually more confused at time t = 0 (i.e., the agents featuring Jk > J)
truly benefit from cooperation and end up with a belief that is maximized
at the true hypothesis. However, Eq. (11.114) reveals that the situation
is reversed for the agents that were individually less confused (i.e., with
Jk < J); they end up with a belief that is no longer maximized at the true
hypothesis since it is smaller than the belief about any indistinguishable
hypothesis.

In summary, in the memory-aware strategy altruism is not rewarding. In
other words, cooperation is not beneficial for all agents, since agents do not
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necessarily increase their confidence about the true hypothesis. However,
the aforementioned discussion is based on the implicit assumption that
maximization of the beliefs is what one should aim for in order to discover
the true state of nature. Is maximization of the belief necessary to classify
correctly ϑ•? The next section provides an unexpected answer to this
question.

11.5.3 Correct Decision under the Memory-Aware Approach

From Theorems 11.2 and 11.3 we obtain the following corollary, which
reveals a fundamental dichotomy arising between the cases ϑ• ̸= ϑo and
ϑ• = ϑo.

Corollary 11.3 (Memory-aware strategy: Asymptotic classification of ϑ•). Under
the same assumptions used in Theorem 11.3, for k = 1, 2, . . . ,K,

µk,t(ϑ•)
a.s.−−−→
t→∞

0 if ϑ• ̸= ϑo,

µk,t(ϑ•)
a.s.−−−→
t→∞

1
1 + Γ if ϑ• = ϑo.

(11.115)

Proof. The claim follows from (11.87) and (11.92).
■

We see from (11.115) that the belief about ϑ• converges to 0 when
ϑ• ̸= ϑo and to a positive number when ϑ• = ϑo. The gap between these
limiting values suggests that it is possible to devise a decision rule that
makes each agent k capable of classifying ϑ• correctly (with probability 1
as t→∞). More precisely, we need to define a decision rule for each time
t, and examine the online behavior of the resulting decisions as t → ∞.
Note that, when the belief about ϑ• converges to 1 if ϑ• = ϑo and to 0
otherwise, correct classification of the hypothesis of interest is obviously
achieved by the standard rule that selects the hypothesis maximizing the
belief.

However, we have observed that if µk,t(ϑ•) does not converge to 1 when
ϑ• = ϑo, the rule maximizing the belief can fail since the maximum belief
may correspond to one of the indistinguishable hypotheses. To overcome
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this issue, one can employ the following threshold test:µk,t(ϑ•) ≤ η =⇒ reject ϑ•,
µk,t(ϑ•) > η =⇒ accept ϑ•,

0 < η <
1

1 + Γ , (11.116)

which, in view of (11.115), guarantees that the probability of classifying
correctly ϑ• converges to 1 as t→∞.

Note that the decision rule (11.116) requires η < 1/(1 + Γ). From
(11.83) we see that, to compute Γ, each agent needs to know the initial
belief assignments of all agents, as well as the Perron vector. When this
knowledge is available, the threshold can be surely set. However, there are
several situations where this knowledge is not available. We now show that
it is possible to set a threshold η < 1/(1 + Γ) with a much coarser prior
information. To this end, we start by observing from (11.81) that we can
write

Γk = µk,0(Ik)
µk,0(ϑo) ≤

1− µk,0(ϑo)
µk,0(ϑo) = 1

µk,0(ϑo) − 1 ≤ 1
µmin,0

− 1, (11.117)

where
µmin,0 = min

k∈{1,2,...,K}
θ∈Θ

µk,0(θ). (11.118)

The network average of prior confusion ratios Γ is upper bounded by the
maximum prior confusion ratio across the agents, which in view of (11.117)
yields

Γ ≤ 1
µmin,0

− 1, (11.119)

which is equivalent to
µmin,0 ≤

1
1 + Γ , (11.120)

further implying that the choice

η = µmin,0 − ε, with 0 < ε < µmin,0, (11.121)

guarantees that η < 1/(1 + Γ). Accordingly, with (11.121) the hypothesis
of interest is accepted provided that the observed belief exceeds (but for a
small ε) the smallest initial belief across all agents and all hypotheses. In
particular, in the case of unbiased initialization, Eq. (11.121) becomes

η = 1
H
− ε, with 0 < ε <

1
H
, (11.122)

which essentially means that a belief larger than the uniform belief is
sufficient to accept the hypothesis of interest.
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Note that to implement (11.121), the agents must know µmin,0. This
requires, for example, that the agents share their initial beliefs in a prelim-
inary phase of the algorithm, or that the initial beliefs are assigned with a
protocol known to all agents beforehand. Remarkably, from (11.122) we
see that, with an unbiased initialization, the only quantity necessary to set
the threshold is the number of hypotheses, which is obviously known to all
agents.

Before concluding this section, it is useful to contrast the truth-learning
concept employed in traditional social learning with the decision rule
(11.116). In both cases, each agent is able to make the right choice with
probability 1 as t → ∞. However, there is a difference that can emerge
depending on the particular application context. Following traditional
social learning, we might require that the belief µk,t(ϑ•) converges to 1 or
0 if the hypothesis of interest is true or false, respectively. This viewpoint
is important, e.g., in applications where the agents are humans, since it
reflects the natural behavior by which individuals express the strength of
their opinions, and this strength is expected to increase as more evidence
is collected. In particular, the choice of accepting the hypothesis of interest
can be naturally formulated in terms of selecting the maximum belief.

On the other hand, when allowing Γ > 0 in Theorem 11.3, the situation
changes, since the limiting belief about the hypothesis of interest is allowed
to be even smaller than the belief about some indistinguishable hypothesis.
This notwithstanding, we showed that the decision rule (11.116) allows to
achieve correct decisions. This is because to accept ϑ• this rule neither
requires µk,t(ϑ•) to converge to 1, nor that it is the maximum belief! We
showed that it is sufficient to fulfill the milder requirement that µk,t(ϑ•)
exceeds the minimum initial belief. One explanation for this behavior
is as follows. When ϑ• = ϑo, the hypothesis of interest is by definition
not statistically different from the indistinguishable hypotheses. However,
what makes the hypothesis of interest different from the indistinguishable
hypotheses is the way it is treated by the social learning algorithm, since it
is the only hypothesis the agents exchange information about. This induces
the agents to treat ϑ• in a “privileged” way. In other words, by using
the decision rule (11.116) in place of the maximum-belief rule, the agents
introduce a bias in favor of ϑ•, which is used to overcome the limitations of
partial information sharing. This requires that the agents are aware of how
the underlying algorithm works, since to learn correctly they must combine
this additional knowledge with their beliefs. From a practical viewpoint,
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this is definitely possible when the agents are programmable devices.

11.6 Comparing Strategies

In the previous sections we have characterized the learning behavior of
social learning under partial information sharing, for both the memoryless
and the memory-aware filling strategies. In this section we want to exploit
the obtained results to examine two aspects. First, we discuss the role of the
social exchange of information as opposed to a standalone implementation.
Second, we consider the advantages of leveraging the agents’ memory.

Standalone vs. social algorithms. One fundamental aspect is to estab-
lish how social collaboration influences the agents’ beliefs. To this end, we
study next the standalone algorithm, i.e., the sequential Bayesian scheme
presented in Chapter 2, where there is no information exchange and the
agents iteratively update their beliefs as

µk,t(θ) ∝ µk,t−1(θ)ℓk(xk,t|θ). (11.123)

The following theorem characterizing the standalone scheme is proved
by using similar analytical tools to those used in Lemma 2.2. However,
the results in Lemma 2.2 are obtained by assuming that the decision
problem is identifiable, which in the multi-agent setting would correspond
to assuming local identifiability for any agent. In contrast, the following
theorem assumes an arbitrary identifiability setup for each agent k.

Theorem 11.4 (Standalone learning algorithm). Let Assumption 5.3 be satisfied,
and assume initial belief vectors with positive entries for all agents. Then, with
the standalone learning algorithm (11.123), all agents asymptotically discard
the distinguishable hypothesis. Regarding the other hypotheses, for all t ∈ N,
the conditional belief given that θ /∈ Dk remains equal to the same conditional
belief at t = 0, namely, for k = 1, 2, . . . ,K and for all θ ∈ Ik ∪ {ϑo},

µk,t(θ)
µk,t(ϑo) + µk,t(Ik) = µk,0(θ)

µk,0(ϑo) + µk,0(Ik) . (11.124)

Since µk,t(ϑo) + µk,t(Ik) a.s.−−−→
t→∞

1 because the distinguishable hypotheses are
asymptotically discarded, we also have

µk,t(θ)
a.s.−−−→
t→∞

µk,0(θ)
µk,0(ϑo) + µk,0(Ik) ∀θ ∈ Ik ∪ {ϑo}. (11.125)

By using the definition of Γk in (11.81), the above results can be schematically
summarized as follows.
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i) True hypothesis ϑo:

µk,t(ϑ
o) a.s.−−−→

t→∞

1
1 + Γk

. (11.126)

ii) Hypotheses θ ∈ Dk:
µk,t(θ)

a.s.−−−→
t→∞

0. (11.127)

iii) Hypotheses θ ∈ Ik:

µk,t(θ)
a.s.−−−→
t→∞

Γk
1 + Γk

µk,0(θ)
µk,0(Ik) . (11.128)

Proof. Under Assumption 5.3, we can follow the same steps used in the proof of
Lemma 2.2 up to (2.39), obtaining, for all θ ∈ Θ,

1
t

log
µk,t(ϑo)
µk,t(θ)

a.s.−−−→
t→∞

D(ℓk,ϑo ||ℓk,θ). (11.129)

For θ ∈ Dk the RHS of (11.129) is positive. This implies that

log
µk,t(ϑo)
µk,t(θ)

a.s.−−−→
t→∞

∞ ∀θ ∈ Dk, (11.130)

further yielding
µk,t(θ)

a.s.−−−→
t→∞

0 ∀θ ∈ Dk, (11.131)

and condition (11.127) is proved. Now, Eq. (11.127) implies that

µk,t(Ik ∪ {ϑo}) a.s.−−−→
t→∞

1. (11.132)

Taking, for any pair of hypotheses θ, θ′ ∈ Ik ∪ {ϑo}, the ratio between µk,t(θ′) and
µk,t(θ), and using (11.123), we obtain

µk,t(θ′)
µk,t(θ)

=
µk,t−1(θ′)
µk,t−1(θ) = . . . = µk,0(θ′)

µk,0(θ) . (11.133)

Summing over θ′ ∈ Ik ∪ {ϑo}, from the first definition in (11.79) we have

µk,t(Ik ∪ {ϑo})
µk,t(θ)

= µk,0(Ik ∪ {ϑo})
µk,0(θ) , (11.134)

which, in view of (11.132), implies

µk,t(θ)
a.s.−−−→
t→∞

µk,0(θ)
µk,0(Ik ∪ {ϑo}) = µk,0(θ)

µk,0(Ik) + µk,0(ϑo) (11.135)

for all θ ∈ Ik ∪ {ϑo}. From the definition of Γk in (11.81), we can rewrite (11.135) as

µk,t(θ)
a.s.−−−→
t→∞

Γk
1 + Γk

µk,0(θ)
µk,0(Ik) (11.136)

for all θ ∈ Ik ∪ {ϑo}, thus corresponding to (11.128). When θ = ϑo, the result specializes
to (11.126).

■
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We see a nice symmetry between Theorems 11.3 and 11.4, with the
network confusion ratio Γ (in memory-aware social learning) being replaced
by the individual confusion ratio Γk (in standalone learning). Despite
this symmetry, there exist substantial differences between the standalone
algorithm and the social learning algorithms with either the memoryless
or the memory-aware filling strategy, as we now explain.

Theorem 11.4 reveals that, as t → ∞, agent k in isolation can place
full mass on ϑo only if Γk = 0, i.e., if the problem is locally identifiable for
agent k. When there are instead indistinguishable hypotheses, the obser-
vations collected by a standalone agent do not convey useful information
to discriminate between ϑo and the indistinguishable hypotheses. The
only ability given to a standalone agent is to discard the distinguishable
hypotheses. Other than that, the agent can redistribute the belief mass
over the true and the indistinguishable hypotheses according to the only
information it has to discriminate among them, that is, the initial belief
vector. This behavior is summarized by (11.124). In particular, if the initial
beliefs are uniform, from (11.124) we conclude that the belief about ϑo
and the belief about the indistinguishable hypotheses converge to the same
value 1/(1 + Jk), i.e., indistinguishability persists in the long term. No
matter which decision rule is used, the standalone algorithm will be unable
to discern in this case.

The situation is different for the memoryless or memory-aware social
learning algorithms, where, thanks to cooperation, proper learning can
be attained in different circumstances examined in detail in the previous
sections.

Memoryless vs. memory-aware. For the memoryless strategy (11.9),
it was shown in Theorem 11.1 that the belief about the hypothesis of
interest converges either to 0 or 1. The conditions under which any of
the two asymptotic behaviors take place depend on the comparison of the
network KL divergences Dnet(ϑ•) and Dnet(U), whose role was discussed
in Section 11.4.1. The following behavior was established: Under truth
sharing, traditional truth learning is always achieved; under false-hypothesis
sharing, partial truth learning is achieved when Dnet(ϑ•) > Dnet(U), but
an undesirable behavior emerges when Dnet(ϑ•) < Dnet(U), since the belief
about ϑ• converges to 1, i.e., the agents are completely fooled and end up
placing full mass on the wrong hypothesis.

For the memory-aware strategy (11.10), we ascertained that: Under
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false-hypothesis sharing, partial truth learning is always guaranteed; under
truth sharing, traditional truth learning is achieved when there exists
at least one powerful agent in the network that can solve the problem
on its own, i.e., an agent endowed with local identifiability. Moreover, in
Section 11.5.3 we showed that, even if no agent in the network satisfies
local identifiability, there exists a decision rule, namely (11.116), under
which agents are always able to classify correctly the hypothesis of interest.
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11.A Appendix: Preliminary Results

The appendices at the end of this chapter are devoted to the proof of
Theorems 11.2 and 11.3. We start in this section by presenting a series of
auxiliary results.

For ease of reference, we report here the algorithm from listing (11.11),
specialized to the memory-aware approach. In this case, at each instant t,
each agent k performs the following three steps for each θ ∈ Θ:

ψk,t(θ) =
µk,t−1(θ)ℓk(xk,t|θ)∑

θ′∈Θ
µk,t−1(θ′)ℓk(xk,t|θ′)

, (11.137a)

ψ̂
(k)
j,t (θ) =


ψj,t(ϑ•) if θ = ϑ•,

ψk,t(θ)
1−ψk,t(ϑ•)

(
1−ψj,t(ϑ•)

)
if θ ̸= ϑ•,

j ∈ Nk,

(11.137b)

µk,t(θ) =

∏
j∈Nk

[
ψ̂

(k)
j,t (θ)

]ajk
∑
θ′∈Θ

∏
j∈Nk

[
ψ̂

(k)
j,t (θ′)

]ajk . (11.137c)

The first auxiliary result introduces two submartingales related to the
belief vectors.

Lemma 11.1 (Useful submartingales). Let Assumptions 5.1 and 5.3 be satisfied,
and assume that the network graph is connected, with a combination matrix
A having Perron vector v. Let Sk be any nonempty agent-dependent set of
hypotheses satisfying

Sk ⊆
(

Ik ∪ {ϑo}
)
\{ϑ•}, (11.138)

and let S ≜ {S1,S2, . . . ,SK}. Define the random variables, for t = 0, 1, . . .,

mt ≜
K∑
k=1

vk logµk,t(ϑ
o), nt(S) ≜

K∑
k=1

vk logµk,t(Sk), (11.139)

where the notation for beliefs computed over subsets, like µk,t(Sk), was intro-
duced in (11.79). Moreover, recall the definition of dk(q) from (7.7),

dk(q) ≜ E log ℓk(xk,t|ϑo)∑
θ∈Θ

q(θ)ℓk(xk,t|θ)
, (11.140)

where q is a convex combination vector (i.e., it has nonnegative entries that add
up to 1) of dimension H. The following properties hold for any choice of ϑ•:
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i) For t = 1, 2, . . .,

E[mt|Ft−1] ≥ mt−1 +
K∑
k=1

vkdk(µk,t−1), (11.141)

E[nt(S)|Ft−1] ≥ nt−1(S) +
K∑
k=1

vkdk(µk,t−1), (11.142)

where, given the underlying probability space (Ω,F ,P), we introduce the
filtration (see Definition D.5) generated by the belief vectors of all agents,
namely, the sequence of sub-σ-fields

Ft ≜ σ
(

{µk,0}Kk=1, {µk,1}Kk=1, . . . , {µk,t}
K
k=1

)
, t = 0, 1, . . . (11.143)

Note that F0 = σ
(
{µk,0}Kk=1

)
= {∅,Ω} is the trivial σ-field, since we are

modeling the initial beliefs as deterministic.
ii) Both sequences {mt}∞t=0 and {nt(S)}∞t=0 are negative submartingales with

respect to {Ft}∞t=0, and there exist random variables m∞ and n∞(S) such
that

mt
a.s.−−−→
t→∞

m∞, nt(S) a.s.−−−→
t→∞

n∞(S). (11.144)

iii) The sequences of expected values Emt and Ent(S) have finite limits.

Proof. We first prove the claims for mt. Applying the arithmetic/geometric mean
inequality we can write [37]

∑
θ∈Θ

∏
j∈Nk

[
ψ̂

(k)
j,t (θ)

]ajk

≤
∑
θ∈Θ

∑
j∈Nk

ajkψ̂
(k)
j,t (θ) = 1. (11.145)

Grouping (11.137c) and (11.145) we get

µk,t(ϑ
o) =

∏
j∈Nk

[
ψ̂

(k)
j,t (ϑo)

]ajk

∑
θ∈Θ

∏
j∈Nk

[
ψ̂

(k)
j,t (θ)

]ajk
≥
∏
j∈Nk

[
ψ̂

(k)
j,t (ϑo)

]ajk

, (11.146)

which, using the definition of ψ̂
(k)
j,t from (11.137b), yields

µk,t(ϑ
o) ≥



∏
j∈Nk

[
ψj,t(ϑ

o)
]ajk if ϑ• = ϑo,

ψk,t(ϑo)

∏
j∈Nk

[
1 − ψj,t(ϑ

•)
]ajk

1 − ψk,t(ϑ•)
if ϑ• ̸= ϑo.

(11.147)
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Taking the logarithm we get

logµk,t(ϑ
o) ≥


∑
j∈Nk

ajk logψj,t(ϑ
o) if ϑ• = ϑo,

logψk,t(ϑo) +
∑
j∈Nk

ajk log
1 − ψj,t(ϑ•)
1 − ψk,t(ϑ•)

if ϑ• ̸= ϑo,

(11.148)

which, from the definition of neighborhood in (4.1), is equivalently written as

logµk,t(ϑ
o) ≥


K∑
j=1

ajk logψj,t(ϑo) if ϑ• = ϑo,

logψk,t(ϑo) +
K∑
j=1

ajk log
1 − ψj,t(ϑ•)
1 − ψk,t(ϑ•)

if ϑ• ̸= ϑo.

(11.149)

Since the network graph is assumed to be connected, with a left stochastic combination
matrix A, it follows from Definition 4.6 and Lemma 4.3 that A is an irreducible matrix
with spectral radius ρ(A) = 1. From the Perron-Frobenius theorem (Theorem 4.1) it
follows that we can define the Perron vector v, which has positive entries adding up to
1, and satisfies

Av = v. (11.150)

Equation (11.150) can be expanded in terms of the individual entries of Av and v,
yielding the following identities:

K∑
k=1

ajkvk = vj , j = 1, 2, . . . ,K. (11.151)

Let us now focus on the RHS of (11.149). Consider first the term corresponding to
ϑ• = ϑo, namely,

∑K

j=1 ajk logψj,t(ϑo). Multiplying this quantity by vk and summing
over k, we obtain the following expression:

K∑
k=1

vk

K∑
j=1

ajk logψj,t(ϑ
o)

=
K∑
j=1

K∑
k=1

ajkvk︸ ︷︷ ︸
=vj from (11.151)

logψj,t(ϑ
o) =

K∑
k=1

vk logψk,t(ϑ
o). (11.152)

Consider next the term corresponding to ϑ• ̸= ϑo. Multiplying this term by vk and
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summing over k, we get

K∑
k=1

vk logψk,t(ϑ
o) +

K∑
k=1

vk

K∑
j=1

ajk log
1 − ψj,t(ϑ•)
1 − ψk,t(ϑ•)

=
K∑
k=1

vk logψk,t(ϑ
o)

+
K∑
j=1

K∑
k=1

vkajk︸ ︷︷ ︸
= vj from (11.151)

log
(
1 − ψj,t(ϑ

•)
)

−
K∑
j=1

ajk︸ ︷︷ ︸
=1

K∑
k=1

vk log
(
1 − ψk,t(ϑ

•)
)

=
K∑
k=1

vk logψk,t(ϑ
o) +

K∑
j=1

vj log
(
1 − ψj,t(ϑ

•)
)

−
K∑
k=1

vk log
(
1 − ψk,t(ϑ

•)
)

=
K∑
k=1

vk logψk,t(ϑ
o). (11.153)

Multiplying both sides of (11.149) by vk and summing over k, from (11.152) and (11.153)
we obtain the following inequality:

mt =
K∑
k=1

vk logµk,t(ϑ
o) ≥

K∑
k=1

vk logψk,t(ϑ
o), (11.154)

where we used the definition of mt from (11.139). Furthermore, substituting (11.137a)
into (11.154) yields

mt ≥ mt−1 +
K∑
k=1

vk log ℓk(xk,t|ϑo)∑
θ∈Θ

µk,t−1(θ)ℓk(xk,t|θ)
. (11.155)

Now, taking the conditional expectation E [ · |Ft−1] of both sides of (11.155), we obtain,
for t = 1, 2, . . . ,

E [mt|Ft−1] ≥ mt−1 +
K∑
k=1

vkdk(µk,t−1), (11.156)

where dk(q), for a convex combination vector q of dimension H, is defined in (11.140).
This proves part i) for mt. Observe from (11.140) that dk(q) corresponds to the KL
divergence between the true model ℓk,ϑo and the mixture model

∑
θ∈Θ q(θ)ℓk,θ. From

the nonnegativity of the KL divergence it follows that dk(µk,t−1) ≥ 0, which, in view of
(11.156), implies

E [mt|Ft−1] ≥ mt−1. (11.157)
Observe that mt is a negative random variable since the entries of the Perron vector are
positive and all the beliefs are almost surely strictly less than 1 — see the discussion at
the end of Section 11.2. Taking the expectation of both sides of (11.157), we can further
write

0 > Emt ≥ Emt−1 ≥ · · · ≥ m0, (11.158)
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which shows that mt has finite mean for t = 0, 1, . . . (note that m0 is finite since the
initial beliefs are nonzero in view of point ii) in Assumption 5.1). In view of (11.157),
we see that the sequence {mt}∞t=0 is a negative submartingale. Thus, we can call upon
the martingale convergence theorem (in particular, Corollary D.1) to conclude that mt

converges almost surely. This proves part ii) for mt. Finally, part iii) for mt follows
from (11.158), which implies that the sequence of expectations converges (since it is
nondecreasing and bounded from above).

Now we focus on nt(S). In view of (11.137c), (11.79), and (11.145),

µk,t(Sk) =
∑
θ∈Sk

∏
j∈Nk

[
ψ̂

(k)
j,t (θ)

]ajk

∑
θ′∈Θ

∏
j∈Nk

[
ψ̂

(k)
j,t (θ′)

]ajk
≥
∑
θ∈Sk

∏
j∈Nk

[
ψ̂

(k)
j,t (θ)

]ajk

. (11.159)

From the definition of Sk in (11.138) we see that ϑ• /∈ Sk for any agent k. Therefore,
the term ψ̂

(k)
j,t (θ) must be evaluated by applying the expression in (11.137b) that is valid

for the case θ ̸= ϑ•. Substituting this expression into the RHS of (11.159) yields

µk,t(Sk) ≥
∑
θ∈Sk

ψk,t(θ)
1 − ψk,t(ϑ•)

∏
j∈Nk

[
1 − ψj,t(ϑ

•)
]ajk

=
ψk,t(Sk)

1 − ψk,t(ϑ•)

K∏
j=1

[
1 − ψj,t(ϑ

•)
]ajk , (11.160)

where in the equality we apply the definition of ψk,t(Sk) from (11.79) and extend the
product to all j by exploiting the definition of neighborhood from (4.1). Taking the
logarithm in (11.160), multiplying by vk, and summing over k gives

K∑
k=1

vk logµk,t(Sk) ≥
K∑
k=1

vk logψk,t(Sk) +
K∑
k=1

vk

K∑
j=1

ajk log
1 − ψj,t(ϑ•)
1 − ψk,t(ϑ•)

=
K∑
k=1

vk logψk,t(Sk), (11.161)

where the equality follows by applying the same steps used to obtain (11.153). Substi-
tuting the definition of nt(S) from (11.139) into (11.161), we obtain

nt(S) ≥
K∑
k=1

vk logψk,t(Sk)

= nt−1(S) +
K∑
k=1

vk log ℓk(xk,t|ϑo)∑
θ∈Θ

µk,t−1(θ)ℓk(xk,t|θ)
, (11.162)

where the equality follows from (11.137a) and the fact that for θ ∈ Sk we have ℓk,θ = ℓk,ϑo .
The proof can be completed by repeating the same steps used to prove (11.156)–(11.158)
starting from (11.155), replacing mt with the submartingale nt(S) defined in (11.139).

■
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From Lemma 11.1 we can derive the following corollary, which provides
bounds on the expectation of the logarithm of the intermediate beliefs.

Corollary 11.4 (Expectation of log beliefs). Consider the same assumptions used
in Lemma 11.1. Then, for k = 1, 2, . . . ,K and for all t ∈ N,

E log 1
ψk,t(ϑo)

<
|m0|
vk

, (11.163)

E log 1
ψk,t(Sk) <

|n0(S)|
vk

. (11.164)

Proof. Let us first prove (11.163). Using (11.137a) and (11.140), we have that

E log 1
ψk,t(ϑo)

= E log 1
µk,t−1(ϑo) − Edk(µk,t−1)

≤ E log 1
µk,t−1(ϑo) , (11.165)

where the inequality follows from the fact that dk(µk,t−1) ≥ 0 in view of the nonnegativity
of the KL divergence. Moreover, from the explanation at the end of Section 11.2, we
know that logµk,t−1(ϑo) is a negative random variable. On the other hand, since vk > 0,
it follows that

vk logµk,t−1(ϑo) >
K∑
k=1

vk logµk,t−1(ϑo), (11.166)

which, from definition (11.139), is equivalent to

logµk,t−1(ϑo) > mt−1

vk
. (11.167)

Then, taking expectations and using (11.158), we obtain

E logµk,t−1(ϑo) > Emt−1

vk
≥ m0

vk
, (11.168)

or
E log 1

µk,t−1(ϑo) < −m0

vk
= |m0|

vk
, (11.169)

where in the last step we use the fact that m0 < 0. Using (11.169) in (11.165) we get
(11.163). It remains to prove (11.164).

To this end, observe that ℓk,θ = ℓk,ϑo for θ ∈ Sk. As a result, from (11.137a) and
(11.79) we have

E log 1
ψk,t(Sk) = E log 1

µk,t−1(Sk) − Edk(µk,t−1). (11.170)

Then, Eq. (11.164) is obtained by repeating the same steps used to get (11.169) from
(11.165), replacing mt with the submartingale nt(S) defined in (11.139).

■
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Lemma 11.1 is also useful to prove the following intermediate result,
where we show that all agents in the network discard the distinguishable
hypotheses in probability.

Lemma 11.2 (All agents discard the distinguishable hypotheses). Let Assump-
tions 5.1, 5.3, and 7.1 be satisfied, and assume that the network graph is
connected, with a combination matrix A having Perron vector v. Then, for
k = 1, 2, . . . ,K and for all θ ∈ Dk,

µk,t(θ)
p−−−→

t→∞
0. (11.171)

Proof. Taking expectations in (11.141), we can write

0 ≤
K∑
k=1

vkEdk(µk,t−1) ≤ Emt − Emt−1. (11.172)

Then, in view of part iii) of Lemma 11.1, and using the squeeze theorem [144, Thm. 3.19],
we have

lim
t→∞

K∑
k=1

vkEdk(µk,t−1) = 0. (11.173)

From Theorem 4.1, which can be invoked since the network graph is connected (hence,
the associated combination matrix A is irreducible) it follows that the entries of the
Perron vector are positive, i.e., vk > 0 for k = 1, 2, . . .K. Since dk(µk,t−1) is nonnegative,
the positivity of vk implies that each individual summand in (11.173) must converge
to 0. This means that, for each k, dk(µk,t−1) converges to 0 in the 1st mean — see
Definition D.3. In view of (D.17), convergence in the 1st mean implies convergence in
probability. Therefore, for all agents we have

dk(µk,t−1) p−−−→
t→∞

0. (11.174)

We will use the above result to conclude that (11.171) holds. Applying Pinsker’s inequality
(Theorem C.7), we can lower bound the KL divergence dk(µk,t−1) as follows:

dk(µk,t−1) ≥ 1
2D

2
TV

(
ℓk,ϑo ,

∑
θ∈Θ

µk,t−1(θ)ℓk,θ

)
, (11.175)

where the symbol DTV denotes the total variation distance, whose expression is provided
in Definition C.1.
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Consider now an agent k for which |Dk| > 0. We can write

ℓk(x|ϑo) −
∑
θ∈Θ

µk,t−1(θ)ℓk(x|θ)

= ℓk(x|ϑo) −
∑

θ∈Ik∪{ϑo}

µk,t−1(θ)ℓk(x|θ) −
∑
θ∈Dk

µk,t−1(θ)ℓk(x|θ)

=

(
1 −

∑
θ∈Ik∪{ϑo}

µk,t−1(θ)︸ ︷︷ ︸
=
∑

θ∈Dk

µk,t−1(θ)

)
ℓk(x|ϑo) −

∑
θ∈Dk

µk,t−1(θ)ℓk(x|θ)

=

(
ℓk(x|ϑo) −

∑
θ∈Dk

q(θ)ℓk(x|θ)

) ∑
θ′∈Dk

µk,t−1(θ′), (11.176)

where in the second equality we used the fact that within the indistinguishable set we
have ℓk(x|θ) = ℓk(x|ϑo), whereas in the last equality we introduced the notation

q(θ) =
µk,t−1(θ)∑

θ′∈Dk

µk,t−1(θ′)
. (11.177)

Then, in view of the formulas for the total variation distance in Definition C.1, Eq.
(11.176) implies that

DTV

(
ℓk,ϑo ,

∑
θ∈Θ

µk,t−1(θ)ℓk,θ

)

=

∣∣∣∣∣ ∑
θ∈Dk

µk,t−1(θ)

∣∣∣∣∣×DTV

(
ℓk,ϑo ,

∑
θ∈Dk

q(θ)ℓk,θ

)
. (11.178)

By repeating the same arguments used in the proof of Lemma 7.2 (see the discussion
following (7.30)), we arrive at the inequality

DTV

(
ℓk,ϑo ,

∑
θ∈Θ

µk,t−1(θ)ℓk,θ

)
≥ dmin

∣∣∣∣∣ ∑
θ∈Dk

µk,t−1(θ)

∣∣∣∣∣, (11.179)

for a certain dmin > 0. Using this result in (11.175) yields

dk(µk,t−1) ≥ d2
min
2

(∑
θ∈Dk

µk,t−1(θ)

)2

. (11.180)

In view of (11.174), the above result implies (11.171).
■

Using Eqs. (11.137a)–(11.137c), we can establish the following addi-
tional result, which provides a condition under which an agent is able to
discard the distinguishable unshared hypotheses almost surely.
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Lemma 11.3 (Belief convergence for the distinguishable unshared hypotheses).
Let Assumptions 5.1 and 5.3 be satisfied. If ϑ• ̸= ϑo or I•k ̸= ∅, then

µk,t(θ)
a.s.−−−→
t→∞

0 ∀θ ∈ D•k. (11.181)

Proof. By assumption, ϑo is unshared or there exists at least one indistinguishable
unshared hypothesis. Let θ′ be equal to ϑo if ϑo is unshared, or to an indistinguishable
unshared hypothesis. Let θ be distinguishable and unshared. Using (11.137a)–(11.137c),
we can write

µk,t(θ′)
µk,t(θ)

(11.137c)=

∏
j∈Nk

[
ψ̂

(k)
j,t (θ′)

]ajk

∏
j∈Nk

[
ψ̂

(k)
j,t (θ)

]ajk

(11.137b)=

∏
j∈Nk

[
ψk,t(θ′)

1 − ψk,t(ϑ•)

(
1 − ψj,t(ϑ

•)
)]ajk

∏
j∈Nk

[
ψk,t(θ)

1 − ψk,t(ϑ•)

(
1 − ψj,t(ϑ

•)
)]ajk

=
ψk,t(θ′)
ψk,t(θ)

(11.137a)=
µk,t−1(θ′)
µk,t−1(θ)

ℓk(xk,t|θ′)
ℓk(xk,t|θ)

=
µk,t−1(θ′)
µk,t−1(θ)

ℓk(xk,t|ϑo)
ℓk(xk,t|θ)

, (11.182)

where in the step that applies (11.137b) we use the fact that both θ′ and θ are unshared
hypotheses, while in the last equality we replace ℓk(xk,t|θ′) with ℓk(xk,t|ϑo) since θ′ is
equal to ϑo or is indistinguishable from ϑo. Taking the logarithm of the LHS and the
RHS of (11.182), we obtain the recursion

log
µk,t(θ′)
µk,t(θ)

= log
µk,t−1(θ′)
µk,t−1(θ) + log ℓk(xk,t|ϑo)

ℓk(xk,t|θ)
, (11.183)

and unfolding it we get

log
µk,t(θ′)
µk,t(θ)

= log µk,0(θ′)
µk,0(θ) +

t∑
τ=1

log ℓk(xk,τ |ϑo)
ℓk(xk,τ |θ) . (11.184)

Under Assumption 5.3, the random variables ℓk(xk,τ |ϑo)/ℓk(xk,τ |θ) are iid, and their
expectation is given by the KL divergence D(ℓk,ϑo ||ℓk,θ) < ∞. Therefore, after dividing
(11.184) by t we can call upon the strong law of large numbers (Theorem D.7) to conclude
that

1
t

log
µk,t(θ′)
µk,t(θ)

a.s.−−−→
t→∞

E log ℓk(xk,τ |ϑo)
ℓk(xk,τ |θ) = D(ℓk,ϑo ||ℓk,θ) ∀θ ∈ D•k. (11.185)

Note that D(ℓk,ϑo ||ℓk,θ) is positive because θ is a distinguishable hypothesis. Therefore,
Eq. (11.185) implies

log
µk,t(θ′)
µk,t(θ)

a.s.−−−→
t→∞

∞ ∀θ ∈ D•k, (11.186)
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from which we conclude that

µk,t(θ)
a.s.−−−→
t→∞

0 ∀θ ∈ D•k, (11.187)

since the entries of the belief vector are bounded. Thus, we have established the claim
of the lemma.

■

It is worth commenting on the differences between Lemmas 11.2 and 11.3.
Lemma 11.2 allows us to conclude that all agents discard the distinguishable
hypotheses in probability, irrespective of the choice of ϑ•. Meanwhile,
Lemma 11.3 ensures that an agent k can discard the distinguishable
unshared hypotheses almost-surely, under the additional assumption that
ϑ• ̸= ϑo or I•k ̸= ∅. In order to prove almost-sure convergence of the beliefs
according to Theorems 11.2 and 11.3, we will resort to a combination of
both results.

Before we present the proofs of Theorems 11.2 and 11.3, we characterize
in the following lemma the ratios between intermediate beliefs correspond-
ing to distinguishable and indistinguishable hypotheses.

Lemma 11.4 (Intermediate belief ratios between distinguishable and indis-
tinguishable hypotheses). Let Assumptions 5.1, 5.3, and 7.1 be satisfied. Let
ϑ• = ϑo, Dk ̸= ∅, and Ik ̸= ∅, and assume that the network graph is connected,
with a combination matrix A having Perron vector v. Then, for k = 1, 2, . . . ,K:

i) The sequence defined, for t ∈ N, by the intermediate belief ratios

ψk,t(Dk)
ψk,t(Ik) (11.188)

is a positive martingale with respect to the filtration (see Definition D.5)
formed by the sub-σ-fields

Ft ≜ σ
(
{µk,0}Kk=1, {µk,1}Kk=1, . . . , {µk,t}

K
k=1
)
, t ∈ N. (11.189)

ii) This martingale vanishes almost surely.

Proof. To begin with, observe that ψk,t(Dk) and ψk,t(Ik) are positive random variables,
since the sets Dk and Ik are nonempty and the intermediate beliefs are almost surely
positive — see the discussion at the end of Section 11.2.
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We first establish property i). The following chain of identities holds:

ψk,t(Dk)
ψk,t(Ik)

(a)=

∑
θ∈Dk

ψk,t(θ)∑
θ∈Ik

ψk,t(θ)

(b)=

∑
θ∈Dk

µk,t−1(θ)ℓk(xk,t|θ)∑
θ∈Ik

µk,t−1(θ)ℓk(xk,t|θ)

(c)=

∑
θ∈Dk

µk,t−1(θ)ℓk(xk,t|θ)

ℓk(xk,t|ϑo)
∑
θ∈Ik

µk,t−1(θ)

(d)= 1
µk,t−1(Ik)

∑
θ∈Dk

µk,t−1(θ) ℓk(xk,t|θ)
ℓk(xk,t|ϑo)

, (11.190)

where in (a) and (d) we apply definitions (11.79) for beliefs computed over subsets;
(b) follows from (11.137a); and (c) holds since, within the indistinguishable set Ik, all
likelihood models are equal to ℓk,ϑo . Since E[ℓk(xk,t|θ)/ℓk(xk,t|ϑo)] = 1 for each θ ∈ Θ,
from (11.190) we can write, for t = 2, 3, . . . ,

E
[
ψk,t(Dk)
ψk,t(Ik)

∣∣∣∣Ft−1

]
= 1
µk,t−1(Ik)

∑
θ∈Dk

µk,t−1(θ)E
[
ℓk(xk,t|θ)
ℓk(xk,t|ϑo)

]
(11.79)=

µk,t−1(Dk)
µk,t−1(Ik)

(11.137c)=

∑
θ∈Dk

∏
j∈Nk

[
ψ̂

(k)
j,t−1(θ)

]ajk

∑
θ∈Ik

∏
j∈Nk

[
ψ̂

(k)
j,t−1(θ)

]ajk

(11.137b)=

∑
θ∈Dk

∏
j∈Nk

[
ψk,t−1(θ)

1 − ψk,t−1(ϑ•)

(
1 − ψj,t−1(ϑ•)

)]ajk

∑
θ∈Ik

∏
j∈Nk

[
ψk,t−1(θ)

1 − ψk,t−1(ϑ•)

(
1 − ψj,t−1(ϑ•)

)]ajk

=

∑
θ∈Dk

∏
j∈Nk

[
ψk,t−1(θ)

]ajk

∑
θ∈Ik

∏
j∈Nk

[
ψk,t−1(θ)

]ajk
=

∑
θ∈Dk

[
ψk,t−1(θ)

] ∑
j∈Nk

ajk

∑
θ∈Ik

[
ψk,t−1(θ)

] ∑
j∈Nk

ajk

=

∑
θ∈Dk

ψk,t−1(θ)∑
θ∈Ik

ψk,t−1(θ)

(11.79)=
ψk,t−1(Dk)
ψk,t−1(Ik) . (11.191)
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Note that since Dk and Ik do not contain ϑo, and since ϑ• = ϑo, the hypotheses belonging
to Dk or Ik are all unshared hypotheses. Accordingly, in (11.191), the reconstructed
beliefs ψ̂

(k)
j,t (θ) have been computed from (11.137b) using the formula corresponding to

θ ̸= ϑ•. In summary, we have shown that

E
[
ψk,t(Dk)
ψk,t(Ik)

∣∣∣∣Ft−1

]
=
ψk,t−1(Dk)
ψk,t−1(Ik) . (11.192)

Moreover, specializing (11.190) to the case t = 1 we get

E
[
ψk,1(Dk)
ψk,1(Ik)

]
= 1
µk,0(Ik)

∑
θ∈Dk

µk,0(θ)E
[
ℓk(xk,t|θ)
ℓk(xk,t|ϑo)

]
︸ ︷︷ ︸

=1

= µk,0(Dk)
µk,0(Ik) < ∞, (11.193)

where the last inequality holds because µk,0(Ik) > 0 in view of point ii) in Assumption 5.1.
Taking the expectation of both sides of (11.192), we obtain

E
[
ψk,t(Dk)
ψk,t(Ik)

]
= E

[
ψk,t−1(Dk)
ψk,t−1(Ik)

]
= · · · = E

[
ψk,1(Dk)
ψk,1(Ik)

]
= µk,0(Dk)
µk,0(Ik) , (11.194)

which shows that ψk,t(Dk)/ψk,t(Ik) has finite mean for all t ∈ N. We conclude from
(11.192) that the sequence {ψk,t(Dk)/ψk,t(Ik)}t∈N is a nonnegative martingale. We can
therefore call upon the martingale convergence theorem (in particular, Corollary D.1),
to establish that ψk,t(Dk)/ψk,t(Ik) converges almost surely. This means that, to prove
property ii) in the lemma, it suffices to show the following convergence in probability:

ψk,t(Dk)
ψk,t(Ik)

p−−−→
t→∞

0. (11.195)

The convergence in (11.195) results from Lemma D.2, applied with the choices

wt = ψk,t(Dk), yt = 1
ψk,t(Ik) . (11.196)

We now verify that with these choices the conditions of Lemma D.2 are satisfied.
Specifically, condition (D.27) holds because wt = ψk,t(Dk) converges to 0 in prob-

ability in view of Lemma 11.2 (actually, the lemma refers to beliefs µk,t(θ), but the
claim of the lemma can be readily extended to the intermediate beliefs ψk,t(θ) by using
(11.137a)).

Conditions (D.28) and (D.29) are satisfied since, by using Markov’s inequality
(Theorem C.1), we have the following upper bounds holding for any y > 1:

P
[

1
ψk,t(Ik) > y

]
= P

[
log 1

ψk,t(Ik) > log y
]

≤ 1
log y E log 1

ψk,t(Ik)

<
1

log y
|n0(I)|
vk

y→∞−→ 0, (11.197)
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where I = {I1, I2, . . . , IK}, and the last inequality follows from Corollary 11.4 applied
with the choice Sk = Ik for all k (note that this choice satisfies condition (11.138) since,
for ϑ• = ϑo, (Ik ∪ {ϑo})\ϑ• = Ik). Thus, Lemma D.2 allows us to claim (11.195), which
in turn implies that the martingale {ψk,t(Dk)/ψk,t(Ik)}t∈N vanishes almost surely.

■

11.B Appendix: Proof of Theorem 11.2

Proof. We need to establish (11.87), (11.88), and (11.89).
Equation (11.88) follows directly from Lemma 11.3, once we observe that ϑ• ̸= ϑo.
Let us focus on (11.89). Observe that, in the considered case ϑ• ̸= ϑo, the set Iok

defined by (11.86) contains only unshared hypotheses. If Ik = ∅, then Iok contains only
ϑo, and Eq. (11.89) trivially yields the identity 1 = 1. Consider then the case Ik ̸= ∅, and
let θ, θ′ ∈ Iok . Note that these hypotheses are the true hypothesis or indistinguishable
hypotheses. We have the following chain of identities:

µk,t(θ′)
µk,t(θ)

(a)=
∏
j∈Nk

[
ψ̂

(k)
j,t (θ′)

ψ̂
(k)
j,t (θ)

]ajk

(b)=
∏
j∈Nk

[
ψk,t(θ′)
ψk,t(θ)

]ajk
(c)=
ψk,t(θ′)
ψk,t(θ)

(d)=
µk,t−1(θ′)ℓk(xk,t|θ′)
µk,t−1(θ)ℓk(xk,t|θ)

(e)=
µk,t−1(θ′)ℓk(xk,t|ϑo)
µk,t−1(θ)ℓk(xk,t|ϑo)

=
µk,t−1(θ′)
µk,t−1(θ) , (11.198)

where (a) follows from (11.137c); in (b) we use the expression for the reconstructed
beliefs from (11.137b) holding for unshared hypotheses; (c) follows from the fact that A
is left stochastic; (d) from (11.137a); and (e) holds because θ and θ′ are indistinguishable.
From (11.198) we see that

µk,t(θ′)
µk,t(θ)

=
µk,t−1(θ′)
µk,t−1(θ) = · · · = µk,0(θ′)

µk,0(θ) . (11.199)

Summing over θ′ ∈ Iok , from the first definition in (11.79) we obtain, for any θ ∈ Iok ,

µk,t(Iok)
µk,t(θ)

= µk,0(Iok)
µk,0(θ) , (11.200)

which is equivalent to (11.89).
It remains to prove (11.87). To this end, we first establish that µk,t(ϑ•) vanishes

in probability, and then use this result to show that it vanishes almost surely. Under
global identifiability (Assumption 5.4) we have ϑ• ∈ Dh for some agent h, and since the
network is assumed to be connected, we can use Lemma 11.2 to conclude that

µh,t(ϑ
•) p−−−→

t→∞
0. (11.201)

We want to show that the same result holds for all agents in the network. To this end,
we start by showing that Eq. (11.201) implies that the intermediate belief ψh,t(ϑ•)
converges to 0 in probability.
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From (11.137a) we can write (note that, as usual, the likelihood ratios are well
defined with probability 1 due to Assumption 5.3)

ψh,t(ϑ
•) =

µh,t−1(ϑ•)∑
θ∈Θ

µh,t−1(θ) ℓh(xh,t|θ)
ℓh(xh,t|ϑo)

ℓh(xh,t|ϑ•)
ℓh(xh,t|ϑo)

=
µh,t−1(ϑ•)∑

θ∈Dh

µh,t−1(θ) ℓh(xh,t|θ)
ℓh(xh,t|ϑo)

+
∑

θ∈Ih∪{ϑo}

µh,t−1(θ)︸ ︷︷ ︸
=1−µh,t−1(Dh)

ℓh(xh,t|ϑ•)
ℓh(xh,t|ϑo)

=
µh,t−1(ϑ•)

1 +
∑
θ∈Dh

µh,t−1(θ)
(
ℓh(xh,t|θ)
ℓh(xh,t|ϑo)

− 1
) ℓh(xh,t|ϑ•)

ℓh(xh,t|ϑo)
, (11.202)

where in the second equality we used the fact that ℓh,θ = ℓh,ϑo for all θ ∈ Ih ∪ {ϑo}. By
introducing the definitions

s′t =
µh,t−1(ϑ•)

1 +
∑
θ∈Dh

µh,t−1(θ)
(
ℓh(xh,t|θ)
ℓh(xh,t|ϑo)

− 1
) , (11.203)

s′′t = ℓh(xh,t|ϑ•)
ℓh(xh,t|ϑo)

, (11.204)

we see from (11.202) that we have the identity

ψh,t(ϑ
•) = s′t s

′′
t . (11.205)

We want to show that ψh,t(ϑ•) vanishes in probability and, for this purpose, we start
by examining the first term in the denominator of s′t, namely,∑

θ∈Dh

µh,t−1(θ)
(
ℓh(xh,t|θ)
ℓh(xh,t|ϑo)

− 1
)
. (11.206)

Observe that (11.88) and (11.201) imply that µh,t−1(θ) vanishes almost surely (hence,
in probability) for all θ ∈ Dh. Moreover, the term ℓh(xh,t|θ)/ℓh(xh,t|ϑo) has constant
distribution over time. Calling upon Slutsky’s theorem (in particular, Eq. (D.38) in
Theorem D.4), we obtain the following convergence holding for all summands in (11.206):

µh,t−1(θ)
(
ℓh(xh,t|θ)
ℓh(xh,t|ϑo)

− 1
)

p−−−→
t→∞

0, (11.207)

which implies that the denominator of s′t converges to 1 in probability. Since the
numerator of s′t vanishes in probability in view of (11.201), s′t vanishes in probability.3

3When we have two random sequences converging in probability, Theorem D.3 implies that
their ratio converges in probability to the ratio between the limiting variables, provided that
the limiting variable in the denominator is zero with zero probability.
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From this convergence result and from the fact that the term s′′t in (11.204) has constant
distribution over time, by invoking again Slutsky’s theorem we obtain

ψh,t(ϑ
•) = s′t s

′′
t

p−−−→
t→∞

0. (11.208)

We now proceed to show that, if agent h is a neighbor of agent k, then the condition
ψh,t(ϑ•)

p−−−→
t→∞

0 implies that µk,t(ϑ•)
p−−−→

t→∞
0. Consider then an agent k for which

ahk > 0, that is, an agent k such that h ∈ Nk. In view of (11.137c) we can write

µk,t(ϑ
•) =

∏
j∈Nk

[
ψj,t(ϑ

•)
]ajk

∑
θ∈Θ

∏
j∈Nk

[
ψ̂

(k)
j,t (θ)

]ajk
≤

∏
j∈Nk

[
ψj,t(ϑ

•)
]ajk

∑
θ∈U

∏
j∈Nk

[
ψ̂

(k)
j,t (θ)

]ajk
, (11.209)

where we recall that U is the set collecting the unshared hypotheses. Let us examine
the denominator on the RHS of (11.209). Exploiting (11.137b) we obtain the following
equalities:∑

θ∈U

∏
j∈Nk

[
ψ̂

(k)
j,t (θ)

]ajk

=
∑
θ∈U

∏
j∈Nk

[
ψk,t(θ)

1 − ψk,t(ϑ•)

]ajk [
1 − ψj,t(ϑ

•)
]ajk

=
∑
θ∈U

[
ψk,t(θ)

1 − ψk,t(ϑ•)

] ∑
j∈Nk

ajk ∏
j∈Nk

[
1 − ψj,t(ϑ

•)
]ajk

=

∑
θ∈U

ψk,t(θ)

1 − ψk,t(ϑ•)
∏
j∈Nk

[
1 − ψj,t(ϑ

•)
]ajk

=
∏
j∈Nk

[
1 − ψj,t(ϑ

•)
]ajk . (11.210)

Substituting (11.210) into (11.209), we obtain

µk,t(ϑ
•) ≤

∏
j∈Nk

[
ψj,t(ϑ•)

1 − ψj,t(ϑ•)

]ajk

(a)
≤

(∏
j∈Nk

[
ψj,t(ϑ

•)
]ajk

)
×

(∏
j∈Nk

[
1

ψj,t(ϑo)

]ajk

)
(b)
≤
[
ψh,t(ϑ

•)
]ahk

∏
j∈Nk

[
1

ψj,t(ϑo)

]ajk

, (11.211)

where (a) follows because (recall that ϑ• ̸= ϑo, i.e., ϑo ∈ U)

1 − ψj,t(ϑ
•) =

∑
θ∈U

ψj,t(θ) ≥ ψj,t(ϑ
o) (11.212)

and from the fact that the beliefs and combination weights are nonnegative; whereas (b)
holds because the beliefs are bounded by 1 and, hence,∏

j∈Nk
j ̸=h

[
ψj,t(ϑ

•)
]ajk ≤ 1. (11.213)
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Now we apply Lemma D.2 to the RHS of (11.211), where: i) [ψh,t(ϑ•)]ahk plays the
role of wt since it converges in probability to 0 in view of (11.208) (recall that ahk > 0);
and ii)

∏
j∈Nk

[ψj,t(ϑo)]−ajk plays the role of yt since, by exploiting Markov’s inequality
(Theorem C.1) and Corollary 11.4, for any y > 1 we have

P

[ ∏
j∈Nk

[
1

ψj,t(ϑo)

]ajk

> y

]
= P

[∑
j∈Nk

ajk log 1
ψj,t(ϑo)

> log y

]
≤ 1

log y
∑
j∈Nk

ajkE log 1
ψj,t(ϑo)

<
|m0|
log y

∑
j∈Nk

ajk
vj

y→∞−→ 0, (11.214)

which means that conditions (D.28) and (D.29) are satisfied. Thus, from Lemma D.2 we
conclude that the RHS of (11.211) vanishes in probability, implying that µk,t(ϑ•)

p−−−→
t→∞

0
for any agent k such that h ∈ Nk.

In summary, we have shown that µh,t
p−−−→

t→∞
0 implies µk,t

p−−−→
t→∞

0 when h is a
neighbor of k. Since the network is assumed to be connected, we can iterate the reasoning
so as to extend the result to all agents in the network. In other words, we have established
that µk,t(ϑ•)

p−−−→
t→∞

0 for all k. Note that this result does not correspond to (11.87)
since we only established convergence in probability. We now show how to extend the
result to almost-sure convergence.

To this end, observe that the belief vector is a probability vector, and, hence,

µk,t(ϑ
•) + µk,t(I

o
k) + µk,t(D

•
k) = 1, (11.215)

which, combined with (11.88), yields

µk,t(I
o
k) p−−−→

t→∞
1 for k = 1, 2, . . . ,K. (11.216)

Consider now the submartingale nt(S) defined in (11.139). By choosing the set S as
S = {Io1 , Io2 , . . . , IoK}, from (11.216) we get

nt(S) =
K∑
k=1

vk logµk,t(I
o
k) p−−−→

t→∞
0. (11.217)

From (11.217) and part ii) of Lemma 11.1, we conclude that the convergence of nt(S)
must take place almost surely, that is,

K∑
k=1

vk logµk,t(I
o
k) a.s.−−−→

t→∞
0, (11.218)

Since vk > 0 and logµk,t(Iok) < 0 for all k, we conclude that µk,t(Iok) a.s.−−−→
t→∞

1, which,
in view of (11.215), finally implies (11.87), and the proof is complete.

■
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11.C Appendix: Proof of Theorem 11.3

Proof. We start by focusing on point iii). If Ik = ∅, there are no indistinguishable
hypotheses, and this point is not present. We consider then the case Ik ̸= ∅ and prove
that (11.94) holds. If Ik contains only one hypothesis, Eq. (11.94) trivially yields the
identity 1 = 1. It remains to examine the case where Ik contains at least two hypotheses.
Observe that all the hypotheses belonging to Ik are indistinguishable by definition, and
are also unshared since they are distinct from ϑ• (recall that we are considering the case
ϑ• = ϑo). Accordingly, Eq. (11.199) holds for any θ, θ′ ∈ Ik. Summing over θ′ ∈ Ik the
LHS and the RHS of (11.199), and applying the first definition in (11.79), we conclude
that

µk,t(Ik)
µk,t(θ)

= µk,0(Ik)
µk,0(θ) , (11.219)

which is equivalent to (11.94).
Next, we prove (11.93). Since we are considering the case ϑ• = ϑo, from (11.85) we

have
I•k = Ik\{ϑo} = Ik, D•k = Dk\{ϑo} = Dk, (11.220)

which hold because Ik and Dk do not contain ϑo.
Now, if Ik = ∅, then Γ = 0 in view of (11.81) and (11.83). Under this condition, the

limit in (11.92) would be equal to 1, which would in turn imply (11.93). Thus, if Ik = ∅
it would suffice to prove (11.92).

On the other hand, if Ik ̸= ∅, we can invoke Lemma 11.3 (along with the fact that
I•k = Ik and D•k = Dk) to see that (11.93) holds. Also in this case, to complete the
proof we need to establish (11.92). To this end, it is convenient to consider separately
the cases Γ = 0 and Γ > 0.

Case Γ = 0. In view of (11.83), when Γ = 0 we must have an agent h with Γh = 0,
a condition that, from (11.81) and the assumption that the initial beliefs are positive,
is equivalent to Ih = ∅. This means that all hypotheses θ ̸= ϑo are distinguishable,
implying, in view of Lemma 11.2,

µh,t(ϑ
o) p−−−→

t→∞
1. (11.221)

We now want to show that the same convergence result holds for all agents in the
network. To this end, we will first establish that the intermediate belief ψh,t(ϑo) also
converges to 1 in probability. Observe that from (11.137a) we can write

ψh,t(ϑ
o) =

µh,t−1(ϑo)

µh,t−1(ϑo) +
∑
θ ̸=ϑo

µh,t−1(θ) ℓh(xh,t|θ)
ℓh(xh,t|ϑo)

. (11.222)

Since the ratios ℓh(xh,t|θ)/ℓh(xh,t|ϑo) are identically distributed over time, and µh,t−1(θ)
vanishes in probability for θ ̸= ϑo in view of (11.221), from Slutsky’s theorem (see in
particular (D.38) in Theorem D.4) we have∑

θ∈U

µh,t−1(θ) ℓh(xh,t|θ)
ℓh(xh,t|ϑo)

p−−−→
t→∞

0, (11.223)

which, when used in (11.222) along with (11.221), yields

ψh,t(ϑ
o) p−−−→

t→∞
1. (11.224)
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The next step is to show that (11.224) implies that µk,t(ϑo)
p−−−→

t→∞
1 if h is a neighbor of

k, i.e., if ahk > 0. Obviously, we already know that µk,t(ϑo)
p−−−→

t→∞
1 if Γk = 0. Therefore,

it suffices to focus on an agent k with Γk > 0. The following chain of relations holds:

µk,t(Ik) (a)=

∑
θ∈Ik

∏
j∈Nk

[
ψ̂

(k)
j,t (θ)

]ajk

∑
θ′∈Θ

∏
j∈Nk

[
ψ̂

(k)
j,t (θ′)

]ajk

(b)=

∑
θ∈Ik

ψk,t(θ)
1 − ψk,t(ϑ•)

∏
j∈Nk

[
1 − ψj,t(ϑ

•)
]ajk

∑
θ′∈Θ

∏
j∈Nk

[
ψ̂

(k)
j,t (θ′)

]ajk

≤

∑
θ∈Ik

ψk,t(θ)
1 − ψk,t(ϑ•)

∏
j∈Nk

[
1 − ψj,t(ϑ

•)
]ajk

∏
j∈Nk

[
ψ̂

(k)
j,t (ϑo)

]ajk

(c)=

∑
θ∈Ik

ψk,t(θ)
1 − ψk,t(ϑo)

∏
j∈Nk

[
1 − ψj,t(ϑ

o)
]ajk

∏
j∈Nk

[
ψ

(k)
j,t (ϑo)

]ajk

(d)=
ψk,t(Ik)

1 − ψk,t(ϑo)
∏
j∈Nk

(
1 − ψj,t(ϑo)
ψj,t(ϑo)

)ajk

(e)
≤
∏
j∈Nk

(
1 − ψj,t(ϑo)
ψj,t(ϑo)

)ajk

(f)
≤
[
1 − ψh,t(ϑ

o)
]ahk

∏
j∈Nk

[
1

ψj,t(ϑo)

]ajk

, (11.225)

where (a) follows from (11.79) and (11.137c); in (b) we apply (11.137b); (c) holds because
ϑ• = ϑo; (d) follows from (11.79); (e) follows from

ψk,t(Ik)
1 − ψk,t(ϑo)

=
ψk,t(Ik)

ψk,t(Ik) + ψk,t(Dk) ≤ 1, (11.226)

whereas (f) holds since the beliefs are bounded by 1 and, hence,∏
j∈Nk
j ̸=h

[
1 − ψj,t(ϑ

o)
]ajk ≤ 1. (11.227)

Next, we show that the RHS of (11.225) vanishes in probability. This conclusion fol-
lows from Lemma D.2, where the sequence [1 − ψh,t(ϑo)]ahk plays the role of wt,
since it converges in probability to 0 according to (11.224); and where the sequence
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∏
j∈Nk

[ψj,t(ϑo)]−ajk plays the role of yt, since this sequence satisfies (11.214) and,
hence, satisfies conditions (D.28) and (D.29).

Since the RHS of (11.225) converges in probability to 0, we have that µk,t(Ik) p−−−→
t→∞

0.
Recalling that µk,t(ϑo) = 1 −µk,t(Ik) −µk,t(Dk), and that we have already shown that
µk,t(Dk) p−−−→

t→∞
0, we conclude that µk,t(ϑo)

p−−−→
t→∞

1. In summary, we have shown that

µh,t(ϑo)
p−−−→

t→∞
1 implies µk,t(ϑo)

p−−−→
t→∞

1 when h is a neighbor of k. Since the network

is connected, by iterating the above reasoning we conclude that µk,t(ϑo)
p−−−→

t→∞
1 for all

k, which implies

mt =
K∑
k=1

vk logµk,t(ϑ
o) p−−−→

t→∞
0. (11.228)

From part ii) of Lemma 11.1, this convergence must take place almost surely, i.e.,
K∑
k=1

vk logµk,t(ϑ
o) a.s.−−−→

t→∞
0. (11.229)

Since vk > 0 and logµk,t(ϑo) < 0 for all k, we must have µk,t(ϑo)
a.s.−−−→
t→∞

1 for any agent
k, which concludes the proof for the case Γ = 0.

Case Γ > 0. For k = 1, 2, . . . ,K, we have the following chain of equalitites

µk,t(Ik)
µk,t(ϑo)

(11.79)=

∑
θ∈Ik

µk,t(θ)

µk,t(ϑo)
(11.137c)=

∑
θ∈Ik

∏
j∈Nk

[
ψ̂

(k)
j,t (θ)

]ajk

∏
j∈Nk

[
ψ

(k)
j,t (ϑo)

]ajk

(11.137b)=

∑
θ∈Ik

ψk,t(θ)
1 − ψk,t(ϑo)

∏
j∈Nk

[
1 − ψj,t(ϑ

o)
]ajk

∏
j∈Nk

[
ψ

(k)
j,t (ϑo)

]ajk

=
ψk,t(Ik)

1 − ψk,t(ϑo)
∏
j∈Nk

[
1 − ψj,t(ϑo)
ψj,t(ϑo)

]ajk

=
ψk,t(Ik)

1 − ψk,t(ϑo)

(
K∏
j=1

[
ψj,t(Ij)
ψj,t(ϑo)

]ajk

)
×

(
K∏
j=1

[
1 − ψj,t(ϑo)
ψj,t(Ij)

]ajk

)
,

(11.230)

where in the last step we multiplied and divided by
∏K

j=1[ψj,t(Ij)]ajk , and applied the
definition of neighborhood from (4.1). Using (11.137a) and (11.48) we get

ψj,t(Ij)
ψj,t(ϑo)

=
µj,t−1(Ij)ℓj(xj,t|ϑo)
µj,t−1(ϑo)ℓj(xj,t|ϑo)

=
µj,t−1(Ij)
µj,t−1(ϑo) . (11.231)

Likewise, exploiting (11.48) and (11.49) we have
1 − ψj,t(ϑo)
ψj,t(Ij)

=
ψj,t(Ij) + ψj,t(Dj)

ψj,t(Ij)
= 1 +

ψj,t(Dj)
ψj,t(Ij)

. (11.232)
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Subtituting (11.231) and (11.232) into (11.230) and taking the logarithm we obtain

log
µk,t(Ik)
µk,t(ϑo)

=
K∑
j=1

ajk log
µj,t−1(Ij)
µj,t−1(ϑo)

+ log

([
1 +

ψk,t(Dk)
ψk,t(Ik)

]−1 K∏
j=1

[
1 +

ψj,t(Dj)
ψj,t(Ij)

]ajk

)
. (11.233)

It is now convenient to introduce the vectors

zt ≜ col
{

log
µk,t(Ik)
µk,t(ϑo)

}K
k=1

, (11.234)

yt ≜ col

{
log

([
1 +

ψk,t(Dk)
ψk,t(Ik)

]−1 K∏
j=1

[
1 +

ψj,t(Dj)
ψj,t(Ij)

]ajk

)}K
k=1

, (11.235)

where col{xk}Kk=1 denotes the K × 1 vector obtained by stacking into a single column
the entries x1, x2, . . . , xK . Using (11.234) and (11.235), we can recast (11.233) in the
vector form

zt = ATzt−1 + yt. (11.236)

Unfolding the recursion we get

zt = (At)Tz0 +
t−1∑
τ=0

(Aτ )Tyt−τ . (11.237)

Let V be the K × K matrix whose columns are all equal to the Perron vector, i.e.,
V = v1T. We now show that the vectors yt in (11.235) are in the null space of V T:

V Tyt = 0. (11.238)

Since V has equal columns, Eq. (11.238) is equivalent to the relation
∑K

k=1 vkyk,t = 0,
where yk,t corresponds to the kth entry of the vector yt. Exploiting the definition of yt
from (11.235), we have

K∑
k=1

vkyk,t = −
K∑
k=1

vk log
(

1 +
ψk,t(Dk)
ψk,t(Ik)

)

+
K∑
k=1

vk

K∑
j=1

ajk log
(

1 +
ψj,t(Dj)
ψj,t(Ij)

)
= 0, (11.239)

where the final equality follows from the identity
∑K

k=1 ajkvk = vj .
In view of (11.238) we can rewrite (11.237) as

zt = (At)Tz0 +
t−1∑
τ=0

(Aτ − V )T yt−τ +
t−1∑
τ=0

V Tyt−τ︸ ︷︷ ︸
=0

(At)Tz0 +
t−1∑
τ=0

FT
τ yt−τ , (11.240)
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where Fτ ≜ Aτ − V . The next step of the proof is to establish that the vector defined
by the sum on the RHS of (11.240) vanishes almost surely as t → ∞, namely, in terms
of the kth entry of this vector, we want to show that

t−1∑
τ=0

K∑
j=1

[Fτ ]jk yj,t−τ
a.s.−−−→
t→∞

0. (11.241)

To this end, observe that since the graph is primitive, in view of Corollary 4.1 there exist
two constants C > 0 and r ∈ (0, 1) such that, for t = 0, 1, . . ., the following condition is
satisfied:4

max
j,k∈{1,2,...,K}

∣∣∣[At − V ]jk
∣∣∣ ≤ Crt. (11.243)

We can write∣∣∣∣∣
t−1∑
τ=0

K∑
j=1

[Fτ ]jk yj,t−τ

∣∣∣∣∣ ≤
t−1∑
τ=0

∣∣∣[Fτ ]jk
∣∣∣ K∑
j=1

|yj,t−τ | ≤
t−1∑
τ=0

rτwt−τ , (11.244)

where in the last step we used the bound from (11.243) and introduced the definition

wt = C

K∑
j=1

|yj,t|. (11.245)

When Dj = ∅, we see from (11.235) that yj,t = 0. Consider then the agents j for which
Dj ≠ ∅ (there must be at least one such an agent in view of global identifiability). For
these agents, part ii) of Lemma 11.4 implies that yj,t

a.s.−−−→
t→∞

0 for any j, and, hence,

wt
a.s.−−−→
t→∞

0. This implies that, almost surely, for any ε > 0 there exists a (random) value
tε such that for all t > tε we have wt < ε(1 − r). Therefore, for t > tε, the following
relations hold (almost surely):

t−1∑
τ=0

rτwt−τ =
t−tε−1∑
τ=0

rτwt−τ +
t−1∑

τ=t−tε

rτwt−τ

< ε(1 − r)
t−tε−1∑
τ=0

rτ +
t−1∑

τ=t−tε

rτwt−τ

< ε(1 − r)
∞∑
τ=0

rτ +
t−1∑

τ=t−tε

rτwt−τ

= ε+
t−1∑

τ=t−tε

rτwt−τ , (11.246)

4Actually, Corollary 4.1 does not consider the case t = 0. However, including the case t = 0
in (11.243) is possible by defining the constant C as the maximum between the constant valid
for t > 1 and the value

max
j,k∈{1,2,...,K}

∣∣∣[IK − V ]jk
∣∣∣, (11.242)

which corresponds to t = 0.
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where in the final equality we used the fact that
∑∞

τ=0 r
τ = 1/(1 − r). Moreover, since

rτ is decreasing and wt−τ is nonnegative, we get

t−1∑
τ=t−tε

rτwt−τ ≤ rt−tε

t−1∑
τ=t−tε

wt−τ = rt

(
1
rtε

tε∑
τ=1

wτ

)
. (11.247)

We argue now that the quantity within brackets is almost-surely finite. Recalling the
discussion following (11.137a)–(11.137c), we know that, almost surely, ψk,t(θ) is positive
for all k and θ. From the definition of yt in (11.235), it follows that all entries yk,t are
almost-surely finite. This implies that wt defined in (11.245) is almost-surely finite, and
so is the quantity within brackets appearing in (11.247).

Thus, from (11.246) we obtain

lim sup
t→∞

t−1∑
τ=0

rτwt−τ ≤ ε almost surely, (11.248)

which proves (11.241) in view of (11.244) and the arbitrariness of ε.
We have therefore shown that the second term on the RHS of (11.240) vanishes

almost surely as t → ∞. It remains to characterize the first term on the RHS of (11.240).
To this end, observe that (11.243) implies

lim
t→∞

(At)Tz0 = V Tz0. (11.249)

Considering the explicit form of the entries of the vector z0 available from (11.234), we
can write [

V Tz0
]
k

=
K∑
j=1

vj log µj,0(Ij)
µj,0(ϑo) =

K∑
j=1

vj log Γj = log Γ, (11.250)

where, in the last equality, we further apply the definition of Γj and Γ from (11.81) and
(11.83), respectively. Using (11.241), (11.249), and (11.250) in (11.240) and exploiting
the definition of zt from (11.234), we get

µk,t(Ik)
µk,t(ϑo)

a.s.−−−→
t→∞

Γ. (11.251)

On the other hand, from (11.93) we have

µk,t(ϑ
o) + µk,t(Ik) a.s.−−−→

t→∞
1, (11.252)

and since we can write

µk,t(ϑ
o) + µk,t(Ik) = µk,t(ϑ

o)
(

1 +
µk,t(Ik)
µk,t(ϑo)

)
, (11.253)

by using (11.251) and (11.252), we conclude that

µk,t(ϑ
o) a.s.−−−→

t→∞

1
1 + Γ , (11.254)

which corresponds to (11.92), and the proof is complete.
■





Chapter 12

Social Machine Learning

We have seen in the previous chapters that in social learning the agents
employ some locally available statistical models represented by the likeli-
hoods, which are meant to approximate the possible true models. However,
in many cases the likelihoods are not known beforehand, and the analysis
so far in the text has not addressed the problem of how the agents can
select them. We explain in this chapter how the agents can address this
important issue by learning from training data, and carry out a detailed
performance analysis to show that, under reasonable conditions, correct
decision-making continues to be attained. We start with a motivating
example.

Assume a certain classification problem must be solved to distinguish
between some hypotheses or classes. It is useful to describe first a single-
agent setting. To solve the classification problem, the agent would resort to
some standard machine learning strategy, for example, a logistic regression
classifier or a neural network [155]. Under supervised learning, the operation
of these structures would involve two distinct phases. One is the training
phase, where the agent (i.e., the classifier) learns how to construct the
decision statistics necessary to perform the classification task. The agent is
trained over a dataset containing several examples, which provide clues on
the statistical relation between the observation x and the corresponding
hypothesis θ. Borrowing a standard terminology from machine learning,
in the following we refer to the observation x as the feature1 and to the
hypothesis θ as the label. Each clue in the training data therefore consists
of a feature x marked with a label θ that denotes the particular hypothesis
that gave rise to x. At the end of the training phase, the classifier would

1Note that a feature x can be a vector collecting different attributes.
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have learned some decision statistics that allow it to construct a decision
rule, i.e., a mapping from the feature space to the label space. Thus, the
classifier can now switch to the prediction phase, where it uses the learned
decision rule to predict the label θ′ of any new feature x′, i.e., to classify
new (unlabeled) observations.

In the social machine learning (SML) paradigm to be discussed in this
chapter, we will be dealing with a group of agents, rather than with a
single agent. We will have a distributed ensemble of spatially dispersed
datasets. Each dataset will be used to train a local learning machine at the
corresponding agent location. Once training is concluded, the individual
learning machines switch into a social learning mode where they cooperate
with each other over a graph topology. For example, we can have an
ensemble of mobile phones distributed over a certain geographic area.
These phones would have embedded into them some local routines to
learn individual weather forecasting models from training data consisting,
for instance, of air humidity, atmospheric pressure, or temperature data
collected at their respective locations. These routines are fixed, and can be
chosen from among classic machine learning procedures. Subsequently, the
phones would be able to interact with each other by means of a certain
app that allows them to use their individual knowledge to accomplish a
social weather forecasting task with enhanced accuracy.

To avoid confusion, it is important to compare this new setting with
the settings described in the previous chapters. There, the local statistical
models ℓk(x|θ) for each agent k were taken for granted and there was no
need for a training phase. In other words, in the context of social learning,
the term “learning” referred to prediction only, while in social machine
learning we have two learning stages, which are conveniently represented by
the two concentric circles in future Figure 12.1. The outer circle corresponds
to the memory layer, where each agent builds its individual memory by
storing the likelihood2 models learned during training; and the inner circle
corresponds to the processing layer, where the agents cooperatively solve
the classification problem over the graph by using streaming observations
during the prediction phase.

The material presented in this chapter is based on [28, 29]. The study
of social learning under uncertain likelihood models was also addressed
in [87, 88], albeit from a different perspective. The approach in the latter

2Technically, as we will see from Lemma 12.1 further ahead, to construct the beliefs it would
be sufficient to learn likelihood ratios, rather than the likelihoods themselves.
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references requires the selection of suitable families of likelihood models
(e.g., Gaussian, multinomial, or Poisson) that must be amenable to analyt-
ical manipulations, such as the construction of conjugate priors. Moreover,
the chosen family must also match the underlying physics of the observed
phenomenon.

In contrast, in the SML approach we abandon the idea of relying on
analytical models and rely instead on a data-driven approach by using some
arbitrary machine learning architecture at each node. Machine learning
architectures are particularly appropriate when the designer has limited
knowledge about the statistical models that describe the data distributions
and even when these models exhibit a high degree of complexity. For
example, neural networks involving the concatenation of nonlinear functions
with millions of parameters have been proved to learn efficiently from
training data the “shape” of very sophisticated models. This property
is important for several learning applications, e.g., in the distributed
classification of images or videos where it is hard to encode the data
distribution into some classic statistical distributions. We will present
useful instances of this type of problems in Section 12.6.

12.1 Social Machine Learning Model

We now introduce the details of the SML model.
The prediction phase corresponds to the belief formation problem that

the agents want to solve. In other words, it corresponds to the same type of
problem addressed in earlier chapters in the text. We conveniently collect
in the next assumption the details and conditions for the prediction phase
that will be used in this chapter.

Assumption 12.1 (Prediction phase). The feature observed by agent k at instant
t of the prediction phase is denoted by xk,t ∈ Xk. We will work under the
following conditions:

i) During the prediction phase we are under the objective evidence model
considered in Section 5.3, i.e., there exists one true underlying hypothesis
ϑo ∈ Θ that gives rise to the collections of observations {xk,t}Kk=1 across
the K agents, which are iid over time.

ii) We consider a family of likelihood models ℓk,θ, for k = 1, 2, . . . ,K and
θ ∈ Θ. The agents do not know these models and they should learn them
during a training phase, as described next. The feature observed by agent
k at time t, xk,t, is (marginally) distributed according to the model ℓk,ϑo

that corresponds to the true underlying hypothesis ϑo.
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iii) The likelihoods are assumed to satisfy Assumption 5.4, so that the classifi-
cation problem to be solved in the prediction phase is globally identifiable.

iv) The likelihoods are assumed to satisfy

D(ℓk,θ||ℓk,θ′ ) < ∞, (12.1)

for k = 1, 2, . . . ,K and for all θ and θ′ belonging to Θ.
v) Prediction is performed cooperatively by all agents, and cooperation takes

place over a primitive graph — see Definition 4.5.

Since the likelihoods are assumed to be unknown, the agents must be
trained before the prediction phase takes place. The aim of the training
phase is to learn suitable decision models based on a set of available
examples. The next assumption introduces the notation and describes the
conditions relative to the training phase.

Assumption 12.2 (Training phase). During the training phase, each agent k has
access to Ek clues consisting of (feature, label) pairs and forming the training
set

Tk ≜
{
x̂k,n, θ̂k,n

}Ek

n=1
, with x̂k,n ∈ Xk and θ̂k,n ∈ Θ. (12.2)

The pairs from (12.2) are assumed to be iid over n and distributed as follows.
Given a label θ̂k,n = θ, the feature x̂k,n is generated according to some (unknown)
model ℓk(x|θ). We further assume that, during training, the labels θ̂k,n are
uniformly distributed:

P
[
θ̂k,n = θ

]
= 1
H

∀θ ∈ Θ. (12.3)

Training is performed individually by each agent. Furthermore, the mechanisms
governing the training and prediction phases are statistically independent.

Each agent k is trained to approximate the unknown local likelihood
model ℓk(x|θ). More precisely, as explained in the forthcoming sections,
agent k will instead learn some decision statistics, denoted by hk(x; θ), to
approximate log likelihood ratios.

Note that the data samples in the training sets are topped with the
symbol ̂. This is done to avoid confusion between features used in the
training phase and features used in the prediction phase. We also emphasize
that subscripts n and t have a different meaning.
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Figure 12.1: Schematic illustration of the social machine learning problem. The outer layer
corresponds to the memory of the network, where each agent k uses the clues {x̂k,n, θ̂k,n} in
its training set to learn some decision statistics hk(x; θ), as described in Section 12.2. Once
training is completed, the agents enter the inner layer, i.e., the processing stage where they
perform cooperatively the social learning task by applying the learned decision statistics to the
streaming observations {xk,t} during the prediction phase.

Subscript n refers to a training observation x̂k,n that was generated
under hypothesis θ̂k,n. As a result, the observations aggregated over differ-
ent values of n correspond to different hypotheses. In particular, condition
(12.3) means that the hypotheses in the training set are drawn uniformly,
i.e., the training set is balanced so that all classes are sufficiently explored.

In comparison, subscript t is a time index that refers to a prediction
observation xk,t arising from the true hypothesis ϑo. This means that the
observations aggregated over time are generated under one and the same
hypothesis.

Figure 12.1 summarizes the description of the SML paradigm in terms of
the two “concentric” layers of memory and processing. During the training
phase, each individual learning machine k uses the clues, i.e., (feature,
label) pairs, available in its local training set to build its individual memory,
where information about the learned decision statistics is stored. Once
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training is performed, the learning machines enter the processing layer,
where they are fed by the streaming observations collected during the
prediction phase, and apply the learned models to these observations in a
social manner by cooperating over a network.

It is worth pointing out the distinguishing attributes of social machine
learning, as opposed to more traditional machine learning problems. In a
nutshell, the SML architecture is dispersed in both space and time and is
capable of handling heterogeneous data more directly. Regarding dispersion
in space, it results from the simultaneous presence of multiple remotely
dispersed classifiers (i.e., agents). Moreover, the features at these agents can
be of different type, size, or quality, and therefore heterogeneous. Regarding
dispersion in time, it arises from the possibility in the prediction phase
to base the classification decision on observations streaming over time,
which enables increasingly more reliable decisions as time elapses (as would
happen, for instance, in applications involving image or video sequences).

12.2 General Decision Statistics

In order to describe the social machine learning problem, it is necessary to
introduce a framework and some notation to deal with classification under
general decision statistics. For clarity of presentation, in this chapter the
set of hypotheses will be represented as follows:

Θ = {θ1, θ2, . . . , θH}. (12.4)

We start with a useful observation summarized in the next lemma, where we
show that, in general, social learning algorithms do not require knowledge
of the individual likelihood models, but only of likelihood ratios relative to
an arbitrary hypothesis.

Since in the following treatment we will deal with both the nonadaptive
and adaptive social learning updates, it is convenient to treat them in a
unified manner. To this end, recall that the adaptive update strategy in
listing (8.13) is given by, for 0 < δ < 1,

ψk,t(θ) =
µ1−δ
k,t−1(θ)ℓk(xk,t|θ)∑

θ′∈Θ
µ1−δ
k,t−1(θ′)ℓk(xk,t|θ′)

. (12.5)

If we set δ = 0 in (12.5), we recover the classic nonadaptive Bayesian
update in listing (3.16). Accordingly, in the following we will use (12.5)
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with 0 < δ < 1 when we refer to the adaptive strategy, and with δ = 0 for
the nonadaptive strategy.

Lemma 12.1 (Sufficiency of log likelihood ratios). Assume that ℓk(xk,t|θ) > 0
for all θ ∈ Θ and consider the belief update (12.5) for 0 ≤ δ < 1. Then, this
update requires only knowledge of the log likelihood ratios log ℓk(xk,t|θ)

ℓk(xk,t|θH ) . The
choice of θH in the denominator is customary, and the same result continues to
hold if θH is replaced by any other hypothesis belonging to Θ.

Proof. If we divide the numerator and denominator in (12.5) by the term ℓk(xk,t|θH),
we obtain

ψk,t(θ) =
µ1−δ
k,t−1(θ) ℓk(xk,t|θ)

ℓk(xk,t|θH)∑
θ′∈Θ

µ1−δ
k,t−1(θ′) ℓk(xk,t|θ′)

ℓk(xk,t|θH)

=
µ1−δ
k,t−1(θ) exp

{
log ℓk(xk,t|θ)

ℓk(xk,t|θH)

}
∑
θ′∈Θ

µ1−δ
k,t−1(θ′) exp

{
log ℓk(xk,t|θ′)

ℓk(xk,t|θH)

} , (12.6)

implying that the intermediate belief ψk,t(θ) can be computed only from knowledge of
the (log) likelihood ratios appearing in the numerator and denominator.

■

To avoid confusion, observe that in previous chapters (e.g., in (6.3)) we
used likelihood ratios taken with respect to the target hypothesis ϑ⋆. This
hypothesis is obviously unknown at the design stage, so that the social
learning algorithms cannot depend on it in their computations; we only
use it in our analytical developments to carry out performance analysis. In
contrast, in Lemma 12.1 we take likelihood ratios with respect to a reference
hypothesis that has no special meaning; it is set to θH for concreteness,
but can be any arbitrary hypothesis. As a result, these ratios can be used
by the agents during the implementation of the social learning algorithms.
Note also that, under condition iv) from Assumption 12.1, the numerator
or denominator of the likelihood ratios are nonzero with probability 1, and,
hence, the log likelihood ratios are well defined.

The next step to specify the SML procedure is to generalize the social
learning strategy by replacing the exact, unknown log likelihood ratios
with general decision statistics learned during the training phase.
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Accordingly, in place of (12.6), the SML algorithm will compute the
intermediate belief ψk,t(θ) through the following update step:

ψk,t(θ) =
µ1−δ
k,t−1(θ)ehk(xk,t;θ)∑

θ′∈Θ
µ1−δ
k,t−1(θ′)ehk(xk,t;θ′)

, (12.7)

where the exact log likelihood ratio log ℓk(x|θ)
ℓk(x|θH) is replaced by a general

decision statistic denoted by hk(x; θ). As we explain later, the agents
select some optimized decision statistic by learning from training data. For
convenience, we set by definition

hk(x; θH) = 0 ∀x ∈ Xk. (12.8)
Listing (12.11) describes the social learning algorithm that results from us-
ing the general decision statistics hk(x; θ) in place of the true log likelihood
ratios.

For later use, it is convenient to collect the functions hk(x; θ) for all
θ ̸= θH into a vector-valued function

hk : Xk 7→ RH−1, (12.9)
namely,

hk(x) = [hk(x; θ1), hk(x; θ2), . . . , hk(x; θH−1)]. (12.10)
For brevity, sometimes we will simply refer to hk(x) as decision statistic
or function.

Social learning with general decision statistics hk(x; θ)
start from the prior belief vectors µk,0 for k = 1, 2, . . . ,K
choose δ = 0 for a nonadaptive update and 0 < δ < 1 otherwise
for t = 1, 2, . . .∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣

for k = 1, 2, . . . ,K∣∣∣∣∣∣∣∣∣∣

agent k observes xk,t
for θ = θ1, θ2, . . . , θH∣∣∣∣∣ ψk,t(θ) =

µ1−δ
k,t−1(θ)ehk(xk,t;θ)∑

θ′∈Θ µ
1−δ
k,t−1(θ′)ehk(xk,t;θ′)

end

(self-learning)

end

for k = 1, 2, . . . ,K∣∣∣∣∣∣∣∣
for θ = θ1, θ2, . . . , θH∣∣∣∣ µk,t(θ) =

∏
j∈Nk

[ψj,t(θ)]ajk∑
θ′∈Θ

∏
j∈Nk

[ψj,t(θ′)]ajk

end

(cooperation)

end
end

(12.11)



12.2. General Decision Statistics 305

12.2.1 Conditions for Consistent Learning

Recall first that for the nonadaptive implementation (δ = 0), consistency
means that the belief of any agent places unit mass on the true hypothesis
ϑo, almost surely as t→∞; for the adaptive implementation (0 < δ < 1),
consistency refers to the fact that, at any agent, the steady-state belief
about the true hypothesis converges in probability to 1 as the adaptation
parameter δ approaches zero.

In order to examine under which conditions the functions hk(x; θ)
achieve consistent learning, we start with the nonadaptive setting. For
the case where the likelihood models are known, Corollary 5.1 establishes
that the belief about the true hypothesis converges to 1. To establish
this result we assumed finite KL divergences between the true model and
the likelihood models (see Assumption 5.3) and positivity of the network
average of KL divergences (see Assumption 5.4). The former condition can
be written as

Eℓk,ϑo log ℓk(xk,t|ϑ
o)

ℓk(xk,t|θ)
<∞, (12.12)

which is verified in view of Assumption 12.1, point iv).
The latter condition can be written, for all θ ̸= ϑo, as

K∑
k=1

vk Eℓk,ϑo log ℓk(xk,t|ϑ
o)

ℓk(xk,t|θ)
> 0, (12.13)

where vk is the kth entry of the Perron vector associated with the combi-
nation matrix A (the Perron vector exists because the combination matrix
is irreducible in view of Assumption 12.1, point v). Condition (12.13) is
verified since from Assumption 12.1, point iii), we have global identifiability.

We now observe that

log ℓk(xk,t|ϑ
o)

ℓk(xk,t|θ)
= log ℓk(xk,t|ϑo)

ℓk(xk,t|θH) − log ℓk(xk,t|θ)
ℓk(xk,t|θH) (12.14)

and the proof of Theorem 5.1 remains unaltered if we replace the log
likelihood ratios

log ℓk(xk,t|θ)
ℓk(xk,t|θH) (12.15)

with a general decision statistic

hk(xk,t; θ) (12.16)

for all θ ∈ Θ. Along with this replacement, we also need to rephrase
accordingly conditions (12.12) and (12.13). Specifically, it is sufficient to
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substitute condition (12.12) with the assumption that hk(x; θ) has finite
mean under ℓk,ϑo . Likewise, in view of (12.14), condition (12.13) becomes

K∑
k=1

vk Eℓk,ϑo [hk(xk,t;ϑo)− hk(xk,t; θ)] > 0 ∀θ ̸= ϑo. (12.17)

Applying the same argument to Corollary 9.2 and considering the adaptive
social learning strategy with general decision statistics hk(x; θ), we conclude
that under the same condition (12.17), the steady-state belief about the
true hypothesis converges to 1 as the adaptation parameter vanishes. These
results are summarized in the next lemma without proof.

Lemma 12.2 (Consistent learning under general decision statistics). Let As-
sumptions 5.1 and 12.1 be satisfied and let v be the Perron vector associated
with the combination matrix A. Consider, for k = 1, 2, . . . ,K, the vector-valued
decision statistic hk(x) defined by (12.10), along with condition (12.8). Assume
that, for all θ ∈ Θ, the mean of hk(xk,t; θ) is finite. If the following condition is
satisfied:

K∑
k=1

vk Eℓk,ϑo [hk(xk,t;ϑo) − hk(xk,t; θ)] > 0 for all pairs (ϑo, θ), θ ̸= ϑo,

(12.18)
then, whatever the true hypothesis ϑo is, consistent learning is achieved under
both nonadaptive and adaptive social learning, in the following precise sense:

i) The nonadaptive social learning algorithm (δ = 0) learns consistently in
the sense that, for each agent, the belief about ϑo converges almost surely
to 1 as t → ∞.

ii) The adaptive social learning algorithm (0 < δ < 1) learns consistently in
the sense that, for each agent, the steady-state belief about ϑo converges
in probability to 1 as δ → 0.

12.3 Training Phase

We now explain how the decision statistics hk(x; θ) necessary to implement
the social learning algorithm from listing (12.11) are selected by the agents.
Since training is performed individually by each agent, we do not need to
refer to a particular agent k in this section. Therefore, the subscript k will
be omitted for now.

In classification problems, there are two main training paradigms. In
the generative paradigm, the agent first learns a generative model, i.e., an
approximation for the likelihood ℓ(x|θ), and then constructs a posterior
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distribution for θ given x from this learned model. In comparison, in the
discriminative paradigm (which we consider in our treatment), the agent
learns directly posterior probabilities. That is, the agent constructs some
posterior

q(θ|x), θ ∈ Θ = {θ1, θ2, . . . , θH}, (12.19)

to approximate the true (unknown) posterior p(θ|x).
From (12.3) we know that the labels in the training set are uniformly

distributed, which in view of Bayes’ rule implies that the true posterior
satisfies

p(θ|x) ∝ ℓ(x|θ) (12.20)

and, hence,
log p(θ|x)

p(θH |x) = log ℓ(x|θ)
ℓ(x|θH) . (12.21)

Recall now that the social learning algorithm from listing (12.11) was
constructed by replacing the log likelihood ratios with general decision
statistics. Accordingly, if we replace the true (unknown) posterior p(θ|x)
in (12.21) with its approximation q(θ|x), we obtain the following decision
statistic:

h(x; θ) ≜ log q(θ|x)
q(θH |x) . (12.22)

Using (12.22), we can map q(θ|x) and h(x; θ) into each other by using the
softmax expression

q(θ|x) = eh(x;θ)∑
θ′∈Θ

eh(x;θ′) , θ ∈ Θ. (12.23)

Note that, while q(θ|x) is constrained to the interval [0, 1], the function
h(x; θ) plays the role of a decision statistic whose domain can be the entire
real axis.

In practice, the manner in which the decision statistics are learned is as
follows. First, the designer chooses some admissible family of functions for
h(x; θ). Then, an optimal function ĥ(x; θ) is selected from this family in
accordance with suitable criteria that incorporate information contained
in the training data. For example, as we will see later, one could select
the decision statistic that maximizes the similarity between the candidate
posterior q(θ|x) and the true posterior p(θ|x). Two popular families of
decision statistics are illustrated in the next examples.
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Example 12.1 (Logistic multiclass regression). In logistic regression with multiple classes,
we have a feature x ∈ Rd, and the family of admissible functions h(x; θ), with θ ̸= θH , is
chosen to consist of linear regression functions parameterized by some weight vectors
wθ ∈ Rd:

h(x; θ) = wT
θx, θ ̸= θH . (12.24)

An intercept or bias can be added in the regression model by extending the feature
vector x to incorporate an additional unit entry. Using (12.24) in (12.23) allows us to
parameterize the posterior probabilities in the following manner:

q(θ|x) =



ew
T
θ
x

1 +
∑

θ′ ̸=θH

e
wT

θ′x
if θ ̸= θH ,

1
1 +

∑
θ′ ̸=θH

e
wT

θ′x
if θ = θH .

(12.25)

Example 12.2 (Multilayer perceptron). Consider a basic neural network architecture,
that is, a multilayer perceptron (MLP) deployed to solve an H-ary classification problem.
This architecture is illustrated in Figure 12.2. The input feature x ∈ Rd feeds the
cascade of L layers, followed by the last layer that applies the softmax function (12.23)
to compute the posterior probabilities from the decision statistics. Each layer l consists
of nl nodes. At each node m = 1, 2, . . . , nl of layer l = 2, 3, . . . , L, the following function
g

(l)
m (x) is implemented:

g(l)
m (x) =

nl−1∑
i=1

w
(l)
im σa

(
g

(l−1)
i (x)

)
, (12.26)

where σa is an activation function. The parameters w(l)
im correspond to the elements of a

weight matrix Wl of dimension nl−1 × nl. For layer l = 1, the function implemented at
node m is of the form

g(1)
m (x) =

d∑
i=1

w
(1)
im x(i), (12.27)

where x(i) denotes the ith entry of x. Bias variables can be incorporated at one or more
layers by adding one node at the pertinent layer and placing a dummy feature equal to
1 on this node.

The final layer, i.e., layer L, is deployed to produce the decision statistic h(x).
Accordingly, it has nL = H − 1 nodes, with

g(L)
m (x) = h(x; θm), m = 1, 2, . . . , H − 1. (12.28)

The final output of the classifier must be a posterior distribution q(θ|x) over the H
classes, and is accordingly obtained from (12.28) by applying a softmax function, namely,
by applying (12.23), with the usual convention h(x; θH) = 0. This convention motivates
the addition of the dummy input 0 in Figure 12.2.
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w
(1)
11

<latexit sha1_base64="50LJPl8iGzNRc8z+TliklZjvE9Q=">AAAB83icbVBNSwMxEJ31s9avqkcvwSLUS9lUQU9S8OKxgv2Adi3ZNNuGZrNLklXKsn/DiwdFvPpnvPlvTNs9aOuDgcd7M8zM82PBtXHdb2dldW19Y7OwVdze2d3bLx0ctnSUKMqaNBKR6vhEM8ElaxpuBOvEipHQF6ztj2+mfvuRKc0jeW8mMfNCMpQ84JQYK/We+inG2UNawWdZv1R2q+4MaJngnJQhR6Nf+uoNIpqETBoqiNZd7MbGS4kynAqWFXuJZjGhYzJkXUslCZn20tnNGTq1ygAFkbIlDZqpvydSEmo9CX3bGRIz0oveVPzP6yYmuPJSLuPEMEnni4JEIBOhaQBowBWjRkwsIVRxeyuiI6IINTamog0BL768TFq1Kj6v1u4uyvXrPI4CHMMJVADDJdThFhrQBAoxPMMrvDmJ8+K8Ox/z1hUnnzmCP3A+fwD67pD6</latexit>

w
(1)
21

<latexit sha1_base64="Irao2Z1ToH1XvHpebQkoT9a4Mc0=">AAAB83icbVBNSwMxEJ31s9avqkcvwSLUS9lUQU9S8OKxgv2Adi3ZNNuGZrNLklXKsn/DiwdFvPpnvPlvTNs9aOuDgcd7M8zM82PBtXHdb2dldW19Y7OwVdze2d3bLx0ctnSUKMqaNBKR6vhEM8ElaxpuBOvEipHQF6ztj2+mfvuRKc0jeW8mMfNCMpQ84JQYK/We+mkNZw9pBZ9l/VLZrbozoGWCc1KGHI1+6as3iGgSMmmoIFp3sRsbLyXKcCpYVuwlmsWEjsmQdS2VJGTaS2c3Z+jUKgMURMqWNGim/p5ISaj1JPRtZ0jMSC96U/E/r5uY4MpLuYwTwySdLwoSgUyEpgGgAVeMGjGxhFDF7a2Ijogi1NiYijYEvPjyMmnVqvi8Wru7KNev8zgKcAwnUAEMl1CHW2hAEyjE8Ayv8OYkzovz7nzMW1ecfOYI/sD5/AH8epD7</latexit>

w
(1)
d1

<latexit sha1_base64="GCZ3e39Zfa0UKvKxdY2/T/Bi9l8=">AAAB83icbVBNS8NAEJ3Ur1q/qh69LBahXkrSCnqSghePFewHtLFsNpt26WYTdjdKCfkbXjwo4tU/481/47bNQVsfDDzem2FmnhdzprRtf1uFtfWNza3idmlnd2//oHx41FFRIgltk4hHsudhRTkTtK2Z5rQXS4pDj9OuN7mZ+d1HKhWLxL2extQN8UiwgBGsjTR4Gqa+kz2kVec8G5Yrds2eA60SJycVyNEalr8GfkSSkApNOFaq79ixdlMsNSOcZqVBomiMyQSPaN9QgUOq3HR+c4bOjOKjIJKmhEZz9fdEikOlpqFnOkOsx2rZm4n/ef1EB1duykScaCrIYlGQcKQjNAsA+UxSovnUEEwkM7ciMsYSE21iKpkQnOWXV0mnXnMatfrdRaV5ncdRhBM4hSo4cAlNuIUWtIFADM/wCm9WYr1Y79bHorVg5TPH8AfW5w9J4ZEt</latexit>

g
(L)
H�1<latexit sha1_base64="NUcr9Yc84M+KcBGck7rFArtfhac=">AAAB9HicbVBNS8NAEJ34WetX1aOXxSLUgyWpgp6k4KUHDxXsB7SxbLabdulmE3c3hRLyO7x4UMSrP8ab/8Ztm4O2Phh4vDfDzDwv4kxp2/62VlbX1jc2c1v57Z3dvf3CwWFThbEktEFCHsq2hxXlTNCGZprTdiQpDjxOW97oduq3xlQqFooHPYmoG+CBYD4jWBvJHfSS2rmTPialu7O0VyjaZXsGtEycjBQhQ71X+Or2QxIHVGjCsVIdx460m2CpGeE0zXdjRSNMRnhAO4YKHFDlJrOjU3RqlD7yQ2lKaDRTf08kOFBqEnimM8B6qBa9qfif14m1f+0mTESxpoLMF/kxRzpE0wRQn0lKNJ8Ygolk5lZEhlhiok1OeROCs/jyMmlWys5FuXJ/WazeZHHk4BhOoAQOXEEValCHBhB4gmd4hTdrbL1Y79bHvHXFymaO4A+szx+a4pFT</latexit>

h(x; ✓H�1)
<latexit sha1_base64="ug7CXb5bWF4LIKKtJkgaL3XZW14=">AAAB+nicbVBNS8NAEN3Ur1q/Uj16CRahHixJFRQEKXjpsYL9gDaEzXbTLt1swu5ELbE/xYsHRbz6S7z5b9y2OWjrg4HHezPMzPNjzhTY9reRW1ldW9/Ibxa2tnd298zifktFiSS0SSIeyY6PFeVM0CYw4LQTS4pDn9O2P7qZ+u17KhWLxB2MY+qGeCBYwAgGLXlmcVh+vOrBkAL20vqpMznxzJJdsWewlomTkRLK0PDMr14/IklIBRCOleo6dgxuiiUwwumk0EsUjTEZ4QHtaipwSJWbzk6fWMda6VtBJHUJsGbq74kUh0qNQ193hhiGatGbiv953QSCSzdlIk6ACjJfFCTcgsia5mD1maQE+FgTTCTTt1pkiCUmoNMq6BCcxZeXSatacc4q1dvzUu06iyOPDtERKiMHXaAaqqMGaiKCHtAzekVvxpPxYrwbH/PWnJHNHKA/MD5/AAj0kzA=</latexit>

w
(2)
2 n2<latexit sha1_base64="JLZxHEjjFlFQzqzIPyMBENFpSK0=">AAAB+XicbVBNS8NAEJ34WetX1KOXYBEqSEmioCcpePFYwX5AG8Nmu2mXbjZhd1MpIf/EiwdFvPpPvPlv3LY5aOuDgcd7M8zMCxJGpbLtb2NldW19Y7O0Vd7e2d3bNw8OWzJOBSZNHLNYdAIkCaOcNBVVjHQSQVAUMNIORrdTvz0mQtKYP6hJQrwIDTgNKUZKS75pPvmZ2zvnvps/ZlX3LPfNil2zZ7CWiVOQChRo+OZXrx/jNCJcYYak7Dp2orwMCUUxI3m5l0qSIDxCA9LVlKOISC+bXZ5bp1rpW2EsdHFlzdTfExmKpJxEge6MkBrKRW8q/ud1UxVeexnlSaoIx/NFYcosFVvTGKw+FQQrNtEEYUH1rRYeIoGw0mGVdQjO4svLpOXWnIuae39Zqd8UcZTgGE6gCg5cQR3uoAFNwDCGZ3iFNyMzXox342PeumIUM0fwB8bnDyLxkqs=</latexit>

w
(2)
1 n2<latexit sha1_base64="Hw6Uy6gSJY04y2OU8v2/Nwz6kuY=">AAAB+XicbVBNS8NAEJ34WetX1KOXYBEqSEmioCcpePFYwX5AG8Nmu2mXbjZhd1MpIf/EiwdFvPpPvPlv3LY5aOuDgcd7M8zMCxJGpbLtb2NldW19Y7O0Vd7e2d3bNw8OWzJOBSZNHLNYdAIkCaOcNBVVjHQSQVAUMNIORrdTvz0mQtKYP6hJQrwIDTgNKUZKS75pPvmZ0zvnvps/ZlX3LPfNil2zZ7CWiVOQChRo+OZXrx/jNCJcYYak7Dp2orwMCUUxI3m5l0qSIDxCA9LVlKOISC+bXZ5bp1rpW2EsdHFlzdTfExmKpJxEge6MkBrKRW8q/ud1UxVeexnlSaoIx/NFYcosFVvTGKw+FQQrNtEEYUH1rRYeIoGw0mGVdQjO4svLpOXWnIuae39Zqd8UcZTgGE6gCg5cQR3uoAFNwDCGZ3iFNyMzXox342PeumIUM0fwB8bnDyFhkqo=</latexit>

q(✓1|x)
<latexit sha1_base64="LCQBHlpzLsSFP9yjjmbf65Cf3ig=">AAAB9HicbVBNT8JAEN3iF+IX6tFLIzHBC2nRRE+GxItHTOQjgYZslwE2bLdld0okld/hxYPGePXHePPfuEAPCr5kkpf3ZjIzz48E1+g431ZmbX1jcyu7ndvZ3ds/yB8e1XUYKwY1FopQNX2qQXAJNeQooBkpoIEvoOEPb2d+YwxK81A+4CQCL6B9yXucUTSSNyq2cQBIO+7T43knX3BKzhz2KnFTUiApqp38V7sbsjgAiUxQrVuuE6GXUIWcCZjm2rGGiLIh7UPLUEkD0F4yP3pqnxmla/dCZUqiPVd/TyQ00HoS+KYzoDjQy95M/M9rxdi79hIuoxhBssWiXixsDO1ZAnaXK2AoJoZQpri51WYDqihDk1POhOAuv7xK6uWSe1Eq318WKjdpHFlyQk5JkbjkilTIHamSGmFkRJ7JK3mzxtaL9W59LFozVjpzTP7A+vwBL92RtA==</latexit>

q(✓2|x)
<latexit sha1_base64="NkY5RCI0uTGRg5rnLeqrh+bDgUU=">AAAB9HicbVBNT8JAEN3iF+IX6tFLIzHBC2nRRE+GxItHTOQjgYZslwE2bLdld0okld/hxYPGePXHePPfuEAPCr5kkpf3ZjIzz48E1+g431ZmbX1jcyu7ndvZ3ds/yB8e1XUYKwY1FopQNX2qQXAJNeQooBkpoIEvoOEPb2d+YwxK81A+4CQCL6B9yXucUTSSNyq2cQBIO+Wnx/NOvuCUnDnsVeKmpEBSVDv5r3Y3ZHEAEpmgWrdcJ0IvoQo5EzDNtWMNEWVD2oeWoZIGoL1kfvTUPjNK1+6FypREe67+nkhooPUk8E1nQHGgl72Z+J/XirF37SVcRjGCZItFvVjYGNqzBOwuV8BQTAyhTHFzq80GVFGGJqecCcFdfnmV1Msl96JUvr8sVG7SOLLkhJySInHJFamQO1IlNcLIiDyTV/Jmja0X6936WLRmrHTmmPyB9fkDMWSRtQ==</latexit>

q(✓H |x)
<latexit sha1_base64="VUANmmrQNXYaXWXanyYBSUGtnKc=">AAAB9HicbVDJSgNBEK1xjXGLevTSGIR4CTNR0JMEvOQYwSyQDKGn05M06VnSXRMMY77DiwdFvPox3vwbO8tBEx8UPN6roqqeF0uh0ba/rbX1jc2t7cxOdndv/+Awd3Rc11GiGK+xSEaq6VHNpQh5DQVK3owVp4EnecMb3E39xogrLaLwAccxdwPaC4UvGEUjucNCG/scaafy9HjRyeXtoj0DWSXOguRhgWon99XuRiwJeIhMUq1bjh2jm1KFgkk+ybYTzWPKBrTHW4aGNODaTWdHT8i5UbrEj5SpEMlM/T2R0kDrceCZzoBiXy97U/E/r5Wgf+OmIowT5CGbL/ITSTAi0wRIVyjOUI4NoUwJcythfaooQ5NT1oTgLL+8SuqlonNZLN1f5cu3izgycApnUAAHrqEMFahCDRgM4Rle4c0aWS/Wu/Uxb12zFjMn8AfW5w9S/pHL</latexit>

x(2)
<latexit sha1_base64="s2vv26M3BfUh+N0A9ftHJfsx+ss=">AAAB63icbVBNSwMxEJ2tX7V+VT16CRahXspuFfQkBS8eK9gPaJeSTbNtaJJdkqxYlv4FLx4U8eof8ua/MdvuQVsfDDzem2FmXhBzpo3rfjuFtfWNza3idmlnd2//oHx41NZRoghtkYhHqhtgTTmTtGWY4bQbK4pFwGknmNxmfueRKs0i+WCmMfUFHkkWMoJNJj1V6+eDcsWtuXOgVeLlpAI5moPyV38YkURQaQjHWvc8NzZ+ipVhhNNZqZ9oGmMywSPas1RiQbWfzm+doTOrDFEYKVvSoLn6eyLFQuupCGynwGasl71M/M/rJSa89lMm48RQSRaLwoQjE6HscTRkihLDp5Zgopi9FZExVpgYG0/JhuAtv7xK2vWad1Gr319WGjd5HEU4gVOoggdX0IA7aEILCIzhGV7hzRHOi/PufCxaC04+cwx/4Hz+AB2ZjZ0=</latexit>

x(d)
<latexit sha1_base64="rkWu14zYkGf3bXLHrFIWI9UuDbw=">AAAB63icbVBNSwMxEJ2tX7V+VT16CRahXspuFfQkBS8eK9gPaJeSzWbb0CS7JFmxLP0LXjwo4tU/5M1/Y9ruQVsfDDzem2FmXpBwpo3rfjuFtfWNza3idmlnd2//oHx41NZxqghtkZjHqhtgTTmTtGWY4bSbKIpFwGknGN/O/M4jVZrF8sFMEuoLPJQsYgSbmfRUDc8H5Ypbc+dAq8TLSQVyNAflr34Yk1RQaQjHWvc8NzF+hpVhhNNpqZ9qmmAyxkPas1RiQbWfzW+dojOrhCiKlS1p0Fz9PZFhofVEBLZTYDPSy95M/M/rpSa69jMmk9RQSRaLopQjE6PZ4yhkihLDJ5Zgopi9FZERVpgYG0/JhuAtv7xK2vWad1Gr319WGjd5HEU4gVOoggdX0IA7aEILCIzgGV7hzRHOi/PufCxaC04+cwx/4Hz+AGmTjc8=</latexit>

�a
<latexit sha1_base64="OV2ZX1/zb8TUprEPlLhtQe/dBwg=">AAAB73icbVBNS8NAEJ3Ur1q/qh69LBbBU0mqoCcpePFYwX5AG8pku2mX7iZxdyOU0D/hxYMiXv073vw3btsctPXBwOO9GWbmBYng2rjut1NYW9/Y3Cpul3Z29/YPyodHLR2nirImjUWsOgFqJnjEmoYbwTqJYigDwdrB+Hbmt5+Y0jyOHswkYb7EYcRDTtFYqdPTfCixj/1yxa26c5BV4uWkAjka/fJXbxDTVLLIUIFadz03MX6GynAq2LTUSzVLkI5xyLqWRiiZ9rP5vVNyZpUBCWNlKzJkrv6eyFBqPZGB7ZRoRnrZm4n/ed3UhNd+xqMkNSyii0VhKoiJyex5MuCKUSMmliBV3N5K6AgVUmMjKtkQvOWXV0mrVvUuqrX7y0r9Jo+jCCdwCufgwRXU4Q4a0AQKAp7hFd6cR+fFeXc+Fq0FJ585hj9wPn8ADq6P9w==</latexit>

<latexit sha1_base64="88GpS+9f9LrxS23BOTnE9ljRuKk=">AAAB8HicbVBNSwMxEJ2tX7V+VT16CRahXsqulOqx6MVjBfsh7VqyabYNTbJLkhXK0l/hxYMiXv053vw3pu0etPXBwOO9GWbmBTFn2rjut5NbW9/Y3MpvF3Z29/YPiodHLR0litAmiXikOgHWlDNJm4YZTjuxolgEnLaD8c3Mbz9RpVkk780kpr7AQ8lCRrCx0sPwMS1759O+1y+W3Io7B1olXkZKkKHRL371BhFJBJWGcKx113Nj46dYGUY4nRZ6iaYxJmM8pF1LJRZU++n84Ck6s8oAhZGyJQ2aq78nUiy0nojAdgpsRnrZm4n/ed3EhFd+ymScGCrJYlGYcGQiNPseDZiixPCJJZgoZm9FZIQVJsZmVLAheMsvr5LWRcWrVap31VL9OosjDydwCmXw4BLqcAsNaAIBAc/wCm+Ocl6cd+dj0Zpzsplj+APn8weoso+s</latexit>

g
(1)
1

�a
<latexit sha1_base64="OV2ZX1/zb8TUprEPlLhtQe/dBwg=">AAAB73icbVBNS8NAEJ3Ur1q/qh69LBbBU0mqoCcpePFYwX5AG8pku2mX7iZxdyOU0D/hxYMiXv073vw3btsctPXBwOO9GWbmBYng2rjut1NYW9/Y3Cpul3Z29/YPyodHLR2nirImjUWsOgFqJnjEmoYbwTqJYigDwdrB+Hbmt5+Y0jyOHswkYb7EYcRDTtFYqdPTfCixj/1yxa26c5BV4uWkAjka/fJXbxDTVLLIUIFadz03MX6GynAq2LTUSzVLkI5xyLqWRiiZ9rP5vVNyZpUBCWNlKzJkrv6eyFBqPZGB7ZRoRnrZm4n/ed3UhNd+xqMkNSyii0VhKoiJyex5MuCKUSMmliBV3N5K6AgVUmMjKtkQvOWXV0mrVvUuqrX7y0r9Jo+jCCdwCufgwRXU4Q4a0AQKAp7hFd6cR+fFeXc+Fq0FJ585hj9wPn8ADq6P9w==</latexit>

<latexit sha1_base64="shrsqYUvJhwS/BrhxJ1J4kOMZb0=">AAAB8HicbVBNSwMxEJ2tX7V+VT16CRahXspuKeqx6MVjBfsh7VqyabYNTbJLkhXK0l/hxYMiXv053vw3pu0etPXBwOO9GWbmBTFn2rjut5NbW9/Y3MpvF3Z29/YPiodHLR0litAmiXikOgHWlDNJm4YZTjuxolgEnLaD8c3Mbz9RpVkk780kpr7AQ8lCRrCx0sPwMS1759N+tV8suRV3DrRKvIyUIEOjX/zqDSKSCCoN4VjrrufGxk+xMoxwOi30Ek1jTMZ4SLuWSiyo9tP5wVN0ZpUBCiNlSxo0V39PpFhoPRGB7RTYjPSyNxP/87qJCa/8lMk4MVSSxaIw4chEaPY9GjBFieETSzBRzN6KyAgrTIzNqGBD8JZfXiWtasW7qNTuaqX6dRZHHk7gFMrgwSXU4RYa0AQCAp7hFd4c5bw4787HojXnZDPH8AfO5w+qNo+t</latexit>

g
(1)
2

�a
<latexit sha1_base64="OV2ZX1/zb8TUprEPlLhtQe/dBwg=">AAAB73icbVBNS8NAEJ3Ur1q/qh69LBbBU0mqoCcpePFYwX5AG8pku2mX7iZxdyOU0D/hxYMiXv073vw3btsctPXBwOO9GWbmBYng2rjut1NYW9/Y3Cpul3Z29/YPyodHLR2nirImjUWsOgFqJnjEmoYbwTqJYigDwdrB+Hbmt5+Y0jyOHswkYb7EYcRDTtFYqdPTfCixj/1yxa26c5BV4uWkAjka/fJXbxDTVLLIUIFadz03MX6GynAq2LTUSzVLkI5xyLqWRiiZ9rP5vVNyZpUBCWNlKzJkrv6eyFBqPZGB7ZRoRnrZm4n/ed3UhNd+xqMkNSyii0VhKoiJyex5MuCKUSMmliBV3N5K6AgVUmMjKtkQvOWXV0mrVvUuqrX7y0r9Jo+jCCdwCufgwRXU4Q4a0AQKAp7hFd6cR+fFeXc+Fq0FJ585hj9wPn8ADq6P9w==</latexit>

h(x; ✓H) = 0
<latexit sha1_base64="NISIvPBygv4Z6Rl4pnhfaUZF8Uk=">AAAB+HicbVDLSsNAFJ34rPXRqEs3g0Wom5JUQUGUgpsuK9gHtCFMppNm6OTBzI1YQ7/EjQtF3Pop7vwbp20W2nrgwuGce7n3Hi8RXIFlfRsrq2vrG5uFreL2zu5eydw/aKs4lZS1aCxi2fWIYoJHrAUcBOsmkpHQE6zjjW6nfueBScXj6B7GCXNCMoy4zykBLblmKag8XvUhYEDcxum15Zplq2rNgJeJnZMyytF0za/+IKZpyCKggijVs60EnIxI4FSwSbGfKpYQOiJD1tM0IiFTTjY7fIJPtDLAfix1RYBn6u+JjIRKjUNPd4YEArXoTcX/vF4K/qWT8ShJgUV0vshPBYYYT1PAAy4ZBTHWhFDJ9a2YBkQSCjqrog7BXnx5mbRrVfusWrs7L9dv8jgK6Agdowqy0QWqowZqohaiKEXP6BW9GU/Gi/FufMxbV4x85hD9gfH5A1HEkjM=</latexit>

layer 1
<latexit sha1_base64="aJeixfPx63E2JcFZtJmvblpT7Ww=">AAAB8HicbVBNS8NAEJ3Ur1q/qh69LLaCp5LUgx4LInisYFulLWWznbRLd5OwuxFC6K/w4kERr/4cb/4bt20O2vpg4PHeDDPz/FhwbVz32ymsrW9sbhW3Szu7e/sH5cOjto4SxbDFIhGpB59qFDzEluFG4EOskEpfYMefXM/8zhMqzaPw3qQx9iUdhTzgjBorPQqaoiJVrzooV9yaOwdZJV5OKpCjOSh/9YYRSySGhgmqdddzY9PPqDKcCZyWeonGmLIJHWHX0pBK1P1sfvCUnFllSIJI2QoNmau/JzIqtU6lbzslNWO97M3E/7xuYoKrfsbDODEYssWiIBHERGT2PRlyhcyI1BLKFLe3EjamijJjMyrZELzll1dJu17zLmr1u3qlcZPHUYQTOIVz8OASGnALTWgBAwnP8ApvjnJenHfnY9FacPKZY/gD5/MHguCPjw==</latexit>

layer 2
<latexit sha1_base64="9F20ST+xoaLSXZ301ihgFLEsx9k=">AAAB8HicbVBNS8NAEJ3Ur1q/qh69LLaCp5LEgx4LInisYFulDWWz3bRLdzdhdyOE0F/hxYMiXv053vw3btsctPXBwOO9GWbmhQln2rjut1NaW9/Y3CpvV3Z29/YPqodHHR2nitA2iXmsHkKsKWeStg0znD4kimIRctoNJ9czv/tElWaxvDdZQgOBR5JFjGBjpUeOM6pQ3a8PqjW34c6BVolXkBoUaA2qX/1hTFJBpSEca93z3MQEOVaGEU6nlX6qaYLJBI9oz1KJBdVBPj94is6sMkRRrGxJg+bq74kcC60zEdpOgc1YL3sz8T+vl5roKsiZTFJDJVksilKOTIxm36MhU5QYnlmCiWL2VkTGWGFibEYVG4K3/PIq6fgN76Lh3/m15k0RRxlO4BTOwYNLaMIttKANBAQ8wyu8Ocp5cd6dj0VrySlmjuEPnM8fhGWPkA==</latexit>

layer L
<latexit sha1_base64="IVkD1CGil6RMYbz1VGEC8YU23CI=">AAAB8HicbVA9SwNBEN2LXzF+RS1tFhPBKtzFQsuACBYWEcyHJEfY28wlS3b3jt094TjyK2wsFLH159j5b9wkV2jig4HHezPMzAtizrRx3W+nsLa+sblV3C7t7O7tH5QPj9o6ShSFFo14pLoB0cCZhJZhhkM3VkBEwKETTK5nfucJlGaRfDBpDL4gI8lCRomx0iMnKShcvasOyhW35s6BV4mXkwrK0RyUv/rDiCYCpKGcaN3z3Nj4GVGGUQ7TUj/REBM6ISPoWSqJAO1n84On+MwqQxxGypY0eK7+nsiI0DoVge0UxIz1sjcT//N6iQmv/IzJODEg6WJRmHBsIjz7Hg+ZAmp4agmhitlbMR0TRaixGZVsCN7yy6ukXa95F7X6fb3SuMnjKKITdIrOkYcuUQPdoiZqIYoEekav6M1Rzovz7nwsWgtOPnOM/sD5/AGr54+q</latexit>
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Figure 12.2: Illustration of the neural network architecture from Example 12.2.

We see that the MLP architecture is determined by the number of layers L, the
number of nodes nl for each layer l = 1, 2, . . . , L, the activation function σa, and the
number of hypotheses H. Once an architecture is chosen, the space of possible outputs
of the MLP classifier is spanned by varying the matrices {Wl} within some admissible
family. Therefore, learning the final posterior or, equivalently, the final decision statistic
h(x), amounts to learning the matrices {Wl} that minimize a suitable risk function, as
we will see in the forthcoming sections.

Note that, compared with Example 12.1, here the family of functions allows to
explore a variety of models significantly more general than a linear regression model.

The design of the classifier structure (i.e., the choice of its parameters
{wθ} in the logistic regression case or {Wl} in the neural network case) is
guided by the desire to minimize the “distance” between the true posterior
p(θ|x) and the approximate posterior q(θ|x) (which depends on the decision
statistic h(x; θ) via (12.23)). This discrepancy is usually measured by the
KL divergence ∑

θ∈Θ
p(θ|x) log p(θ|x)

q(θ|x) . (12.29)

Averaging this sum over the distribution of the feature data x, we get the
conditional KL divergence (see Definition B.6)

Dθ|x(p||q) = E log p(θ|x)
q(θ|x)

= E log 1
q(θ|x) − E log 1

p(θ|x)
= Hθ|x(p, q)−Hθ|x(p), (12.30)
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where we introduced the conditional cross-entropy Hθ|x(p, q) and the con-
ditional entropy Hθ|x(p) — see Definitions B.5 and B.2, respectively. We
remark that the expectations are relative to all bold quantities, i.e., they
are computed under the true joint distribution of x and θ.

A critical observation here is that the second term in (12.30), namely,
the conditional entropy Hθ|x(p), does not depend on the classifier structure;
it depends only on the true distribution, which cannot be controlled by
the designer. This implies that minimizing the conditional KL divergence
over q amounts to minimizing the conditional cross-entropy

Hθ|x(p, q) = E log 1
q(θ|x) . (12.31)

Substituting (12.23) into (12.31), the conditional cross-entropy can be
expressed as a function of the decision statistic h(x, θ) in the following
form:

Hθ|x(p, q) = E log
∑
θ′∈Θ exp

{
h(x; θ′)

}
exp

{
h(x;θ)

} . (12.32)

Since from now on we return to examining the training of the individual
agents, we restore the subscript k. We recall that the decision statistic of
agent k is denoted by hk(x, θ). Choosing as risk function the conditional
cross-entropy and exploiting (12.32), the risk function of agent k is given
by

Rk(hk) ≜ E log
∑
θ∈Θ exp

{
hk(x̂k,n; θ)

}
exp

{
hk(x̂k,n; θ̂k,n)

} , (12.33)

where the expectation in (12.33) is computed over the distribution of
the (x̂k,n, θ̂k,n) pairs belonging to the training set of agent k.3 Since this
distribution is unknown, the exact risk value is in practice replaced by the
empirical risk function

R̂k(hk) = 1
Ek

Ek∑
n=1

log
∑
θ∈Θ exp

{
hk(x̂k,n; θ)

}
exp

{
hk(x̂k,n; θ̂k,n)

} . (12.34)

That is, the expectation in (12.33) is replaced by an empirical average
computed over the Ek samples available in the training set of agent k.

3Due to the identical distribution across the clues (i.e., across n), the risk does not depend
on n, but only on the agent index k.
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Figure 12.3: The optimized decision statistics learned during the training phase depend on
the particular realization of the training set.

Note that the empirical risk function depends on the training set Tk =
{x̂k,n, θ̂k,n}Ekn=1, which explains the bold notation for R̂k(hk).

Now, during training, each agent k collects a training set Tk and chooses
an admissible family for the vector-valued decision statistic hk in (12.10).
After training, an optimal decision statistic ĥk is selected from this family:

Tk
training−→ ĥk. (12.35)

Note that the learned function ĥk is written in bold since it embodies the
randomness of the training set Tk.

One way to learn a decision statistic is by minimizing the empirical risk
from (12.34):

hok = arg min
hk∈Hk

R̂k(hk), (12.36)

where Hk denotes the function family where the search is performed. We
can use the minimizer hok as the learned decision statistic, i.e., ĥk = hok.
However, this is not the only way in which a decision statistic can be
learned. In some cases it is convenient to replace the risk function R̂k(hk)
with a regularized version thereof, by adding a suitable regularization
term [155]. Another possibility useful for binary classification problems,
which is suggested in [29] and exploited in the next section, is to perform
a de-biasing operation after minimizing the risk.
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The dependence of the learned decision statistics on the training set
has important implications, as illustrated in Figure 12.3. This is because,
depending on the particular realization of the training sets, the learned
functions ĥk may or may not satisfy the conditions for consistent learning
from Lemma 12.2. For instance, the agents may have access to some “good”
realizations T ′k of the training sets (see the top panel of Figure 12.3),
for which the learned functions ĥ′k satisfy condition (12.18). Under this
condition, all agents learn well and place their full belief mass on the
true hypothesis ϑo. However, the agents may also observe some “bad”
realizations T ′′k (see the bottom panel of Figure 12.3), for which the learned
functions ĥ′′k would not satisfy (12.18) and the prediction performance will
not be satisfactory.

As a result, in the social machine learning framework, the occurrence
of consistent learning during the prediction phase depends on the ran-
domness of the agents’ training sets. Therefore, a proper way to assess
the learning guarantees of the system is to evaluate the probability of
consistent learning [62, 155, 167], that is, the probability that the decision
statistics produced at the end of the training phase allow all agents to
classify consistently the underlying hypothesis through the algorithm in
listing (12.11). According to Lemma 12.2, this probability of consistent
learning can be formulated as

Pc ≜ P
[
the functions

{
ĥk
}K
k=1

satisfy (12.18)
]
, (12.37)

where the probability is computed with respect to the randomness in the
training sets.

12.4 Performance Guarantees

In this section we characterize the performance of the social machine
learning strategy for binary classification problems, for which H = 2. Pre-
liminarily, we introduce a convenient representation for the risk functions in
the binary case, and four useful quantities: the target risks, the complexity
of the decision statistics, a descriptor quantifying the role of the training
set sizes, and the de-biased decision statistics.

Risk representation in the binary case. When H = 2, the vector-
valued decision statistic hk(x) becomes a scalar, namely, we have

hk(x) = hk(x; θ1) [binary case, H = 2]. (12.38)



12.4. Performance Guarantees 313

Using (12.22), the relation between the function hk(x) and the posterior
qk(θ|x) of agent k is

hk(x) = log qk(θ1|x)
1− qk(θ1|x) . (12.39)

The function hk(x) written in the form (12.39) is often referred to as the
logit statistic. For convenience, we adopt the convention

θ1 = +1, θ2 = −1, (12.40)

and from (12.39) we conclude that

qk(+1|x) = ehk(x)

ehk(x) + 1
= 1

1 + e−hk(x) , (12.41)

qk(−1|x) = 1− qk(+1|x) = 1
1 + ehk(x) . (12.42)

These two relations can be combined into the following single equation,
for θ ∈ {+1,−1}:

qk(θ|x) = 1
1 + e−θ hk(x) . (12.43)

Using (12.43) in (12.33), we find that the cross-entropy risk of agent k
reduces to

Rk(hk) = E log
(
1 + exp

{
−θ̂k,n hk(x̂k,n)

})
, (12.44)

where the expectation is computed over the distribution characterizing the
iid (feature, label) pairs (x̂k,n, θ̂k,n) in the training set. The corresponding
empirical risk (12.34) becomes

R̂k(hk) = 1
Ek

Ek∑
n=1

log
(
1 + exp

{
−θ̂k,n hk(x̂k,n)

})
. (12.45)

Target risks. As happens in classic statistical learning frameworks (e.g.,
in the Vapnik-Chervonenkis theory), the interplay between empirical and
exact risks is critical to ascertain the learning and prediction ability of the
classifiers [62, 155, 167]. In particular, one summary descriptor is the target
risk, which is defined as the infimum of the exact risk over all possible
decision statistics. However, differently from what is obtained in classic
statistical learning theory, our results will depend on the graph properties.
In particular, a major role will be played by weighted combinations of the



314 Social Machine Learning

individual risks. The combination weights turn out to be the entries of
the Perron vector associated with the combination matrix that governs
the social learning interactions between the agents. This property leads
to phenomena that are not observed in traditional machine learning. For
example, consistent classification can be achieved even if some of the agents
learn bad models, but the plurality of the agents is able to reach a satisfying
aggregate risk value. The next definition introduces the target risks of every
agent k and the aggregate target risk of the entire network.

Definition 12.1 (Target risks). Given a family Hk from which agent k can pick
its decision statistic hk, we introduce the individual target risk

Rok ≜ inf
hk∈Hk

Rk(hk) (12.46)

and the network target risk

Ronet ≜
K∑
k=1

vkRok, (12.47)

where v is the Perron vector associated with the combination matrix A.

We will assume that the network target risk Ronet is strictly smaller than
log 2. This condition is in a sense the counterpart of global identifiability
in terms of risk functions. To understand why, consider the following
uninformative posterior at agent k:

qk(θ|x) = 1
2 ∀x ∈ Xk, ∀θ ∈ Θ. (12.48)

In this case we have Rk(hk) = log 2, since the cross-entropy between any
pmf and a binary uniform pmf is equal to log 2, as can be immediately
verified from Definition B.3. A posterior in the form (12.48) would not
be useful for classification, since it corresponds to randomly assigning
labels +1 and −1 with equal probability. Situations of this type occur in
practice when the features do not carry information about the labels, or
the classifier structure is not complex enough to address the classification
task at hand. Requiring Rok < log 2 rules out the possibility that the risk
is minimized by uninformative decision statistics of this type. Requiring
the network target risk to satisfy Ronet < log 2 is a weaker assumption,
since it imposes this bound on the risk values averaged over the graph. For
example, the global condition Ronet < log 2 can be achieved even if K − 1



12.4. Performance Guarantees 315

uninformed agents have target risks equal to log 2, while one informed
agent k fulfills the inequality Rok < log 2.

Complexity of the decision statistics. The complexity of the deci-
sion structure, namely, of the family Hk of decision statistics hk, will be
seen to play an important role in the performance of the SML strategy.
This complexity will be quantified through a statistical descriptor called
Rademacher complexity, introduced in Definition G.1. Specifically, we will
denote by ρk the Rademacher complexity associated with the kth agent,
and by

ρnet ≜
K∑
k=1

vkρk (12.49)

the network Rademacher complexity obtained as an average of the individ-
ual Rademacher complexities, weighted by the Perron vector entries.

Training set sizes. Assume that all agents have at least one clue in their
training set, i.e., Ek > 0 for all k, and define the ratios

ek ≜
Emax
Ek

, (12.50)

with
Emax ≜ max

k∈{1,2,...,K}
Ek. (12.51)

The individual imbalance penalty ek quantifies the dissimilarity between
the number of training samples of agent k and the maximum number of
training samples.

De-biased decision statistics. To prove our consistency result, we will
construct the decision statistics with a two-step procedure. First, we will
minimize the empirical risk R̂k(hk) to obtain an intermediate function hok.
Then we will obtain a decision statistic h̃k through a de-biasing operation
that subtracts from hok its empirical average computed over the training
set. This operation is useful to favor consistency in the binary case, as we
explain in Appendix 12.A.

Definition 12.2 (De-biased decision statistics). The learned decision statistic is
computed as follows. First, an intermediate decision statistic hok(x) is obtained
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by minimizing the empirical risk:

hok = arg min
hk∈Hk

R̂k(hk). (12.52)

Then, a de-biased decision statistic h̃k(x) is computed by subtracting the empir-
ical average:

h̃k(x) = hok(x) − 1
Ek

Ek∑
n=1

hok(xk,n). (12.53)

The learned decision statistic is then chosen as ĥk(x) = h̃k(x).

12.4.1 Consistency with High Probability

The next theorem characterizes the consistency of the SML strategy in
terms of a lower bound on the probability of consistent learning (12.37).

Theorem 12.1 (SML consistency). Let Assumptions 5.1, 12.1, and 12.2 be
satisfied. For k = 1, 2, . . . ,K, consider a family Hk of bounded functions hk :
Xk 7→ R:

|hk(x)| ≤ hk,max ∀x ∈ Xk, with 0 < hk,max < ∞, (12.54)
and assume that each agent k employs as learned decision statistic ĥk(x) the
de-biased4 decision statistic h̃k(x) introduced in Definition 12.2. Assume that
the network target risk from (12.47) fulfills the inequality Ronet < log 2 and that
the network Rademacher complexity from (12.49) is bounded as

ρnet < E (Ronet), (12.55)

where the function E (Ronet) is computed exactly in Appendix 12.C (see (12.146))
and can be approximated as (see Figure 12.10)

E (Ronet) ≈ 0.1406
(

1 − Ronet
log 2

)
. (12.56)

Then, we have the following lower bound for the probability of consistent learning
defined in (12.37):

Pc ≥ 1 − 2 exp

{
−2Emax

(
E (Ronet) − ρnet

hnet

)2
}
, (12.57)

where the parameter

hnet ≜
K∑
k=1

vk ek hk,max (12.58)

4Note that the de-biased function in (12.53) satisfies the looser constraint
∣∣h̃k(x)

∣∣ ≤ 2hk,max

and, hence, the final family to which the learned functions h̃k(x) belong is different from the
original family Hk over which the risk was minimized.
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globally accounts for the graph structure (through the Perron vector entries
{vk}), the imbalance penalties {ek} from (12.50), and the function families Hk

of the individual agents (through the bounding constants {hk,max}).

Proof. See Appendix 12.C.
■

Theorem 12.1 reveals that, if the network Rademacher complexity
ρnet is smaller than E (Ronet), then the probability of consistent learning
converges to 1 exponentially with the number of training samples, i.e.,
as Emax →∞ (with the proportion between Emax and Ek kept fixed, i.e.,
ek kept constant). The exponent ruling this convergence (actually, the
convergence of the bound in (12.57)) is

2
(

E (Ronet)− ρnet
hnet

)2
. (12.59)

Larger values of this exponent are preferable, since they imply that the
probability of consistent learning converges faster.

We see from (12.59) that three main factors determine how fast the
probability of consistent learning approaches 1, namely, E (Ronet), ρnet, and
hnet. Let us examine their meaning separately.

Term E (Ronet) is a function of the network target risk Ronet — see the
definition in (12.146). A good approximation for this function is given by
(12.56), which reveals that E (Ronet) quantifies the difference between Ronet
and the value log 2. As already discussed, the value log 2 corresponds to a
“blind” decision system that classifies the observed features by randomly
assigning labels +1 and −1 with equal probability. The closer the net-
work target risk is to log 2, the smaller the value of E (Ronet) will be. In
other words, smaller values of E (Ronet) are symptomatic of more difficult
classification problems. In fact, the error exponent in (12.59) decreases
when E (Ronet) decreases. More precisely, what matters is the difference
between E (Ronet) and the network Rademacher complexity ρnet. Therefore,
Eq. (12.59) reveals a remarkable interplay between the inherent difficulty
of the classification problem, quantified inversely by E (Ronet), and the com-
plexity of the decision statistics, quantified by ρnet. Ideally, we would like
to have simple classification problems (i.e., high values of E (Ronet)) and
low classifier complexity (i.e., low values of ρnet). Notably, both indices are
network indices, that is, they embody the graph structure.
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The third parameter appearing in (12.59) is the constant hnet defined
by (12.58), which consists of a weighted average (with weights given by
the Perron vector entries vk) of the product hk,max ek. Constant hk,max is a
bound on the admissible values for the decision statistic of agent k.5 Thus,
this constant reflects the “breadth” of the decision-statistic family employed
by agent k. Constant ek quantifies the relative level of “ignorance” of agent
k, in the sense that agents with a small number of training examples Ek
with respect to the maximum number Emax exhibit large values of ek.
Accordingly, the product hk,max ek is another measure of the complexity of
the classification problem, in terms of the family of decision statistics and
the training set sizes. The role of vk, as usual, is to obtain a network index
where the contribution of the individual agents is weighted according to
their centrality in the network. As a result, the global constant hnet is an
average measure of complexity across the network. Accordingly, we see
from (12.59) that large values of hnet reduce the exponent, i.e., they slow
down the convergence of the probability of consistent learning to 1.

12.5 Sample Complexity

It is useful to evaluate the sample complexity of the SML strategy, namely,
how many training examples are sufficient to achieve a desired value for
the probability of consistent learning. To this end, we can exploit (12.57).
However, it is necessary to account for the fact that the quantity ρnet itself
depends on the number of training examples.

For typical families of decision functions, the Rademacher complexity
ρk is upper bounded by Ck/

√
Ek for some positive constant Ck [137]. One

popular structure satisfying this property is a norm-constrained MLP, as
we show in Lemma G.2.

Now, assuming that ρk ≤ Ck/
√
Ek, the network Rademacher complexity

from (12.49) will be bounded as

ρnet ≤
K∑
k=1

vk
Ck√
Ek

= 1√
Emax

K∑
k=1

vkCk
√
ek︸ ︷︷ ︸

≜Cnet

, (12.60)

5The assumption of bounded decision statistics is met in several relevant cases. For instance,
consider the logistic regression formulation from Example 12.1. In many practical applications,
the values that the feature x can take are bounded. In this case, as seen from (12.24), the
decision statistic is bounded if the weight vectors wθ are bounded. Similarly, with bounded
features, the multilayer perceptron from Example 12.2 meets the condition |hk(x)| ≤ hk,max for
norm-constrained neural networks [137], where the weight matrices Wl are bounded.
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where in the last step we used (12.50). The global constant Cnet mixes
the individual complexity constants Ck, the Perron vector entries vk, and
the imbalance penalties ek. Assuming that (Cnet/

√
Emax ) < E (Ronet) to

guarantee condition (12.55), and substituting (12.60) into (12.57), we
obtain the bound

Pc ≥ 1− 2 exp
{
−2Emax

h2
net

(
E (Ronet)−

Cnet√
Emax

)2}
. (12.61)

which can be used to carry out a sample-complexity analysis of the SML
strategy, as stated in the forthcoming theorem.

Theorem 12.2 (SML sample complexity). Let the same assumptions used in
Theorem 12.1 be satisfied. Assume, for k = 1, 2, . . . ,K, that ρk ≤ Ck/

√
Ek for

some constants Ck > 0 and let

Cnet ≜
K∑
k=1

vkCk
√
ek. (12.62)

If the maximum number of training samples across the agents satisfies the
condition

Emax ≥
(

Cnet
E (Ronet)

)2
(

1 + hnet
Cnet

√
1
2 log

(2
ε

) )2

, (12.63)

then consistent learning takes place with probability at least 1 − ε.

Proof. See Appendix 12.D.
■

We now examine how the relevant system parameters appearing in
(12.63) influence the sample complexity.

Target performance. The desired probability of consistent learning, 1−ε,
influences the bound in (12.63) through the logarithmic term log(2/ε) and,
hence, has a mild effect on the number of training samples.

Imbalance penalties. The imbalance penalty ek appearing in the global
parameter hnet in (12.58) quantifies how far the individual agent k is from
the maximum size Emax. Larger values for ek imply that agent k has less
training data, and thus require that Emax be increased to compensate for
this deficiency.
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Decision statistic bounds. The term hk,max corresponds to the bound on
the output of the decision statistic hk(x) and, hence, other conditions being
equal, increasing hk,max corresponds to increasing the possible functions to
choose from. Accordingly, from (12.63) we see that the larger hk,max is, the
larger the number of training samples must be to guarantee a probability
of consistent learning Pc ≥ 1− ε.

Term Cnet. The constant Cnet quantifies the average complexity of the
decision statistics across the network. The number of training samples
grows quadratically with Cnet.

Term E (Ronet). As explained before, the term E (Ronet) quantifies (inversely)
the difficulty of the classification problem. Smaller values of E (Ronet) are
representative of more difficult classification problems, and accordingly
necessitate the use of more training samples.

Role of the network. Given the networked nature of our inference
problem, it is expected that the network structure plays a significant role
in the results of Theorems 12.1 and 12.2. The network influence is captured
through the terms Ronet, ρnet, and hnet appearing in (12.57). All these terms
contain the Perron vector entries vk.

The Perron vector entries reveal the influence of each agent. For example,
we see from (12.47) that an agent k with higher weight vk has more power
to steer the value of the network target risk Ronet toward its own private
target risk Rok. We recall that vk is an index of the centrality of agent k —
see the discussion following Theorem 4.4. In the previous chapters, we have
already observed how the agent centrality plays a role in social learning.
For example, in traditional social learning (Chapter 5) we encountered the
network average of KL divergences Dnet(θ) defined in Table 6.1. Likewise, to
characterize the performance of both traditional (Chapter 6) and adaptive
(Chapter 9) strategies, we worked with statistical descriptors (e.g., the
covariance matrix or the logarithmic moment generating function) of the
network average of log likelihood ratios λnet,t(θ) — see again Table 6.1.
Notably, the dependence on the graph structure is generally not found
in the literature on statistical bounds for ensembles of classifiers [30, 50],
while we see that in social machine learning the graph (in particular, the
Perron vector) matters.
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12.6 Illustrative Examples

In this section we illustrate the application of social machine learning
to practical classification problems, and compare it against a traditional
learning approach employed to aggregate multiple classifiers.

Example 12.3 (MNIST dataset). We consider the MNIST dataset [108], which contains
several realizations of images representing digits 0, 1, . . . , 9. We focus on the first two
digits, and build a binary classification problem aimed at distinguishing digits 0 and
1. In terms of our notation, we have a hypothesis θ ∈ Θ = {+1,−1}, where we map
digit 1 into hypothesis θ = +1 and digit 0 into θ = −1. We employ a network of K = 9
spatially distributed agents, where each agent observes only a part of the image (see
Figure 12.4). These agents wish to collaborate and discover which digit corresponds to
the image they are collectively observing.
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Figure 12.4: Each fraction of the image is observed by a different agent. Agents 1 and 9,
highlighted in blue and purple, respectively, correspond to the least informed agents.

As we can see in Figure 12.4, different agents will observe data with different levels
of informativeness, e.g., agents 1 and 9 will dispose of little or no information, within
their attributed image patch, to distinguish digits 0 and 1. To overcome this lack of
local information, the agents are allowed to cooperate by interacting over a network.
Specifically, they are linked according to the strong undirected graph in Figure 12.5
(all nodes have a self-loop, not shown in the figure), and equipped with a combination
matrix generated using the uniform-averaging rule — see Table 4.1.

In the training phase, each agent is trained independently over a balanced set of 200
labeled images, using an MLP (see Example 12.2) with activation function σa = tanh
and L = 2 layers. The first layer has n1 = 64 nodes. The second layer has n2 = 1 node,
conforming with the binary classification problem.

To minimize the empirical risk from (12.45), we use a mini-batch stochastic gradient
algorithm over multiple epochs (also called runs) [155]. Specifically, we consider a batch
size equal to 10, a learning rate equal to 0.001, and 30 epochs. At each iteration of the
algorithm, the samples belonging to the batch are randomly selected.
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Figure 12.5: Network topology used in Example 12.3. The graph is undirected and all agents
are assumed to have a self-loop (not shown in the figure).

The evolution over the training epochs of the empirical risk for each agent is shown
in the left panel of Figure 12.6. We repeated the process over 5 training sessions. Each
risk curve shown in the figure is obtained as an average over the training sessions. As
expected, we see that classifiers 1 and 9 exhibit the least reliable training performance;
their empirical risks are indeed higher than the risks of the other agents, and also exhibit
a higher variability across the epochs. This could be problematic if these agents were to
solve the classification problem on their own, but we will see that their individual poor
classification performance is mitigated when collaborating within the network.

At the end of the training phase, each agent k is equipped with a learned decision
statistic, in the de-biased form — see (12.53). Then, in the prediction phase, the agents
observe unlabeled images over time. The nature of the images changes every 1000 time
instants. Specifically, the agents observe images representing digit 0 for t ∈ [1, 1000], and
digit 1 for t ∈ [1001, 2000]. Then, from instant t = 2001 the images switch back to digits
0, and so on.

We implement the social learning strategy (12.11) in its adaptive version, i.e., with
nonzero adaptation parameter δ. Specifically, we set δ = 0.01. In the right panel
of Figure 12.6, we display the evolution over time of the log belief ratio of agent 9,
log µ9,t(+1)

µ9,t(−1) . According to the MAP criterion, each agent k chooses the hypothesis that
maximizes its belief, which is tantamount to saying that agent k opts for θ = +1 (i.e.,
digit 1) or θ = −1 (i.e., digit 0) depending on whether the log belief ratio stays above or
below 0 (the dashed line in the right panel of Figure 12.6). The instantaneous decision
of each agent k at time t can be represented as

θSML
k,t = sign

(
log µk,t(+1)

µk,t(−1)

)
. (12.64)

We see how, despite the limited information available during training, agent 1 is able to
clearly distinguish digits 0 and 1.

Example 12.4 (Comparison with AdaBoost). We compare the performance of the
social machine learning strategy (12.11) with a classic strategy to aggregate multiple
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Figure 12.6: Training and prediction phases of the SML strategy, under the setting described
in Example 12.3. (Left) Evolution over the training epochs of the empirical risk of all agents.
Each curve is obtained by averaging the risk over 5 training sessions. The risks corresponding
to agents 1 and 9 are highlighted in blue and purple, respectively. (Right) Evolution during
the prediction phase of the log belief ratio log µk,t(+1)

µk,t(−1) , for agent k = 9, obtained by running
the SML strategy (12.11) in its adaptive version, with adaptation parameter δ = 0.01. The
observed images represent digit 0 within interval [1, 1000], then the digit changes every 1000
time instants.

classifiers known as AdaBoost [73, 155]. In the AdaBoost strategy, the agents are trained
sequentially in a series. The training of one agent is performed by taking into account the
performance estimated for the previous agents in the series. This is done to motivate the
current agent to pay particular attention to the samples for which the previous agents
perform worse. After training, each agent k is endowed with a decision statistic hboost

k (x)
and a weight wboost

k representing the accuracy of its classification performance over the
training set. Then, during the prediction phase, each agent makes an individual decision
with the learned decision statistic. These local decisions, scaled by the aforementioned
weights, are then aggregated in a centralized manner — see [73, 155] for details on the
implementation of the AdaBoost strategy. In order to perform a fair comparison with
the SML strategy considered in the previous example, we apply the AdaBoost strategy
by considering that the decision structures used by the agents are MLPs with the same
architecture described before.

During the prediction phase, each agent k at time t observes the unlabeled data xk,t
and computes a decision

θboost
k,t = sign

(
hboost
k (xk,t)

)
. (12.65)

The collective decision at time t, denoted by θboost
t , is performed by using the boosting

weights determined during training, according to the fusion rule

θboost
t = sign

(
K∑
k=1

wboost
k θboost

k,t

)
. (12.66)

Note that computing θboost
t requires centralized information, i.e., knowledge of the

instantaneous decisions of all agents. We compare this centralized boosting decision with
the decision of agent 1 from the SML strategy, whose log belief ratio was seen in the
right panel of Figure 12.6.

In Figure 12.7 we compare the SML and Adaboost strategies, under the same
setting used in Example 12.3. We see that the SML strategy makes wrong decisions only
during short periods after state transitions occur, whereas the AdaBoost strategy makes
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Figure 12.7: Comparison between SML and Adaboost as described in Example 12.4. (Top)
Sequence of digits occurring during the prediction phase. The observed images represent digit 0
within interval [1,1000], then the digit changes every 1000 time instants. (Center) Decision of
agent 1 when using the adaptive SML strategy. (Bottom) AdaBoost decision.

mistakes throughout the prediction phase. The improvement achieved with the SML
strategy is examined and explained in the next example.

Example 12.5 (SML performance). In this example we examine the SML performance
under two prediction scenarios: a stationary scenario over 20 time instants, where the
true underlying digit is 0 throughout the prediction horizon; and a nonstationary scenario
over 40 time instants, where the true underlying digit is initially 0 and switches to digit
1 at instant t = 20. For the stationary setting we implement the SML strategy in the
nonadaptive version that corresponds to the algorithm in listing (12.11) with δ = 0. For
the nonstationary setting we consider instead the adaptive version that corresponds to
using 0 < δ < 1 in the same listing (in this example, we set δ = 0.1). In both cases we
also implement the AdaBoost strategy. For all the considered strategies, the preliminary
training phase is implemented as described in the previous examples, with the following
two differences: For each agent, the number of labeled images in its training set is 40,
and the number of first-layer nodes in its MLP is n1 = 10.

In Figure 12.8 we display the error probabilities, estimated from 1000 Monte Carlo
runs, achieved by the AdaBoost strategy and by agent 1 under the SML strategies.
Specifically, the left panel refers to the stationary setting, where we see that the SML
strategy in the nonadaptive version quickly surpasses AdaBoost and attains a significantly
improved accuracy over time. The right panel focuses on the nonstationary setting,
where we see that the SML strategy in the adaptive version successfully adapts its
predictive behavior in view of the change in the underlying class of digits, surpassing
the performance of the AdaBoost strategy after a relatively short adaptation time.

The improved performance attained by the SML strategy can be explained as follows.
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Figure 12.8: Evolution over time of the error probabilities, estimated from 1000 Monte Carlo
runs, for SML (agent 1) and AdaBoost (centralized decision), as described in Example 12.5.
(Left) Nonadaptive case: SML algorithm (12.11) run with δ = 0. Here the true state corresponds
to digit 0. (Right) Adaptive case: SML algorithm (12.11) run with adaptation parameter δ = 0.1.
Here, the true state corresponds to digit 0 until instant t = 19, and to digit 1 afterwards.

As was repeatedly observed, social learning strategies introduce a combination over time,
where streaming data are continually incorporated into the beliefs; and a combination
over the network, where each agent aggregates locally the information received from
its neighbors. In contrast, AdaBoost does not perform any kind of combination over
time (since it does not aggregate information sequentially) or over the network (since
the solution is centralized) and therefore there is no adaptation time associated with
its behavior. Note that the fact that AdaBoost makes instantaneous decisions without
aggregating information over time results in an error probability that does not change
over time if the underlying hypothesis does not change. For this reason, in the stationary
case represented in the left panel of Figure 12.8, the performance is constant over time,
whereas in the nonstationary case represented in the right panel, the error probability
drifts when the true hypothesis changes, i.e., at time 20. Remarkably, in both the
stationary and nonstationary scenarios, AdaBoost is significantly outperformed by the
SML strategy as time elapses. This is because the SML strategy benefits from integrating
information over time. Moreover, we observe that a small delay is present in the SML
strategy, at the beginning of the learning process or right after a change. The delay
at t = 0 is related to belief aggregation over space, i.e., to the time necessary for the
agents to converge to a coordinated solution. The delay after the hypothesis change is
the adaptation time characterized by Corollary 10.1. While also including a transient
related to the network, the adaptation time is mainly determined by the number of
iterations necessary to delete the memory accumulated from the observations before the
change.

As a concluding example, we now show that the SML strategy can
also be employed successfully to solve classification problems with more
than two hypotheses. Referring back to the general classification setting
of Section 12.3, in the H-ary case with H > 2 we assume that the agents
run the social learning algorithm from listing (12.11), with the (H − 1)-
dimensional decision statistic ĥk(x) estimated during the training phase
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by minimizing the empirical risk from (12.34) over a given function family
Hk, namely,

ĥk = hok = arg min
hk∈Hk

R̂k(hk). (12.67)

Example 12.6 (Multiclass MNIST). Let us consider a similar setup to the one presented
in Example 12.3, except that now we take into account all classes contained in the
MNIST dataset, that is, H = 10 classes representing the digits 0, 1, 2, . . . , 9. Specifically,
class θ = 1 corresponds to “digit 0,” class θ = 2 corresponds to “digit 1,” and so on. We
consider the same network shown in Figure 12.5, where each agent sees a patch of the
handwritten image according to Figure 12.4.

In the training phase, each agent is trained independently over a balanced set of 1000
labeled images (100 images per digit), using an MLP (see Example 12.2) with activation
function σa = tanh and L = 2 layers. The first layer has n1 = 64 nodes. The second
layer has n2 = 9 nodes, conforming with a classification problem with 10 hypotheses.

Minimization of the empirical risk from (12.34) is performed with a mini-batch
stochastic gradient algorithm with multiple epochs, and with randomly selected batch
samples [155]. Specifically, the batch size is equal to 10, the learning rate is equal to
0.001, and the algorithm is run over 30 epochs. The top panel of Figure 12.9 shows the
evolution over the training epochs of the empirical training risk of each agent, averaged
over 5 training sessions.

In the prediction phase, the agents observe unlabeled images over time. The nature
of the images changes every 100 samples. The agents observe images representing digit
0 for t ∈ [1, 100], digit 1 for t ∈ [101, 200], and so on. We implement the SML strategy
based on the social learning algorithm from listing (12.11), in its adaptive version with
the choice δ = 0.1. The bottom panel of Figure 12.9 displays the time evolution of the
beliefs of agent 1. We see that the algorithm is able to learn well under the considered
nonstationary scenario, exhibiting remarkable adaptation properties. In fact, all the
belief mass is placed on the true hypothesis that changes dynamically over time.
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Figure 12.9: Adaptive social machine learning strategy (with adaptation parameter δ = 0.1)
operating under the setting in Example 12.6, with digits 0, 1, . . . , 9. (Top) Evolution over the
training epochs of the empirical risk for all agents, averaged over 5 training sessions. The risks
corresponding to agents 1 and 9, the least informed agents, are highlighted in blue and purple,
respectively. (Bottom) Belief evolution over time for agent 1. The bar displayed at the top shows
the evolution of the true state, which changes every 100 time instants. Specifically, the agents
observe images representing digit 0 (corresponding to hypothesis θ = 1) for t ∈ [1, 100], then
digit 1 (corresponding to hypothesis θ = 2) for t ∈ [101, 200], and so on.
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12.A Appendix: Notation for Binary Decision Problems

The appendices at the end of this chapter are devoted to the proof of
Theorems 12.1 and 12.2. We start by focusing on Theorem 12.1, where
we claim the consistency of the social machine learning strategy for the
binary case (H = 2). We recall that in this case the set of hypotheses is
chosen for convenience as Θ = {+1,−1}, and the decision statistic of any
agent k is scalar, with hk(x) = hk(x; +1) — see (12.38).

The first step to prove Theorem 12.1 is to specialize to the case H = 2
the condition for consistency that was formulated in Lemma 12.2 for an
arbitrary number H of hypotheses. It is convenient to introduce some
notation to carry out the analysis.

We stack the individual agent functions hk into a vector-valued function
h, namely,

h ≜ [h1, h2, . . . , hK ] : X1 ×X2 × · · · × XK 7→ RK . (12.68)

Recall that Hk denotes the function family from which hk can be selected.
The function family to which h belongs, resulting from (12.68), will be
denoted by H. In other words, when we write h ∈ H, we mean that hk ∈ Hk
for each k.

In the next definition we introduce a compact notation to describe some
useful averaging operators.

Definition 12.3 (Averaging operators applied to a decision statistic hk). Given
a function hk defined on a space Xk:

hk : Xk 7→ R, (12.69)

the expected values (assumed to be finite) of hk(x) computed under the likelihood
models corresponding to ϑo = +1 and ϑo = −1 are denoted, respectively, by

η+
k (hk) ≜ Eℓk,+1hk(x), η−k (hk) ≜ Eℓk,−1hk(x), (12.70)

where the subscripts on E emphasize that the expectation is computed assuming
that x is distributed according to ℓk,+1 or ℓk,−1.
It is also convenient to introduce the statistical and empirical means computed
over the training set. Since the classes in the training set are balanced in view of
(12.3), the statistical mean of hk(x̂k,n) computed over the training set can be
evaluated as

ηk(hk) ≜ Ehk(x̂k,n) = 1
2

(
η+
k (hk) + η−k (hk)

)
, (12.71)

where the expectation is computed with respect to the random quantity x̂k,n,
i.e., with respect to the distribution of the features in the training set. The
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empirical mean over the training set is instead given by

η̂k(hk) ≜ 1
Ek

Ek∑
n=1

hk(x̂k,n). (12.72)

Finally, we define the network counterparts of the above quantities, namely,

η+(h) ≜
K∑
k=1

vk η
+
k (hk), η−(h) ≜

K∑
k=1

vk η
−
k (hk) (12.73)

and

η(h) ≜
K∑
k=1

vkηk(hk), η̂(h) ≜
K∑
k=1

vk η̂k(hk), (12.74)

where, as usual, vk denotes the kth entry of the Perron vector of the combination
matrix A.

The notation introduced in Definition 12.3 allows us to write the con-
sistency condition (12.18), specialized to the binary case, as

η+(h) > 0, η−(h) < 0. (12.75)

In particular, in Theorem 12.1 we are interested in establishing the con-
sistency of the de-biased decision statistic introduced in Definition 12.2.
Recall that to construct this statistic, we first compute an intermediate
function by minimizing the empirical risk in (12.34):

hok = arg min
hk∈Hk

R̂k(hk), (12.76)

and subsequently shift it by subtracting its empirical average η̂k(hok) (see
definition (12.72)) to produce the final de-biased statistic

h̃k(x) = hok(x)− η̂k(hok). (12.77)

If we now apply the consistency condition (12.75) to the function h̃ =
[h̃1, h̃2, . . . , h̃K ], we obtain

η+
(
h̃
)
> 0, η−

(
h̃
)
< 0, (12.78)

which, using (12.77), corresponds to

η+(ho)− η̂(ho) > 0, η−(ho)− η̂(ho) < 0, (12.79)

resulting in the following alternative expression for the probability of
consistent learning in (12.37):

Pc = P
[
η+(ho) > η̂(ho), η−(ho) < η̂(ho)

]
. (12.80)



330 Social Machine Learning

We note in passing that the averaging operator η is deterministic, while
its argument is random since the function ho results from an optimization
procedure performed over the (random) training set. In comparison, the
averaging operator η̂ is random since it depends on the training set, and
is also applied to the random argument ho.

Before concluding this section, it is useful to examine the rationale
behind the de-biasing operation. Consider first the optimized decision
statistic ho without de-biasing. For this statistic, the consistency conditions
in (12.79) amount to

η+(ho) > 0, η−(ho) < 0. (12.81)

In other words, we require η+(ho) to be positive and η−(ho) to be negative
in order to attain consistent learning. However, it might happen that the
estimated statistics are biased toward one class, for example, we might
have η−(ho) > 0. In this case it would be reasonable to expect that we
could still make reliable decisions provided that η+(ho) > η−(ho). This is
in fact possible by using the de-biased decision statistic from (12.77).

To see why, observe that for sufficiently large training set sizes the
empirical and true means are close to each other, namely,

η̂(ho) ≈ 1
2
(
η+(ho) + η−(ho)

)
. (12.82)

Under this approximation, the two conditions in (12.79) become

η+(ho) > η−(ho). (12.83)

We see from (12.83) that, due to de-biasing, consistent learning is satisfied
by requiring that the expectation under ϑo = +1 is greater than the
expectation under ϑo = −1, regardless of the sign of the individual terms
η+(ho) and η−(ho). Therefore, consistent learning becomes possible even
when the trained decision statistics are biased, for example, when η+(ho) >
η−(ho) > 0.

12.B Appendix: Bounds for Consistent Learning

In the next two sections, we establish two results useful to prove Theo-
rem 12.1. First, in Lemma 12.3 we obtain a lower bound on the probability
of consistent learning, which is composed of the two probability terms
appearing on the RHS of (12.85). The first term depends on the distance
between the empirical and true means, whereas the second term depends
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on the risk function. Both terms can be bounded by using the uniform
laws of large numbers established in Lemma 12.4, which characterize the
discrepancy between the empirical and true means/risks. The combination
of the results from Lemmas 12.3 and 12.4 is exploited in Section 12.C to
prove Theorem 12.1.

12.B.1 Probability of Consistent Learning

Lemma 12.3 (Bound for the probability of consistent learning). Let Assump-
tions 5.1, 12.1, and 12.2 be satisfied. Let Rk(hk) be the exact risk of agent k
associated with the decision statistic hk, as defined in (12.44), and introduce the
network risk associated with the vector-valued function h defined in (12.68):

R(h) ≜
K∑
k=1

vk Rk(hk). (12.84)

Then, for any y > 0, the probability of consistent learning in (12.80) obeys the
following lower bound:

Pc ≥ 1 − P
[∣∣η̂(ho) − η(ho)

∣∣ > y
]

− P
[
R(ho) ≥ log

(
1 + e−y

) ]
. (12.85)

Proof. To begin with, we introduce two events that will be useful in the proof:

A ≜
{∣∣∣η̂(ho) − η(ho)

∣∣∣ ≥ 1
2

(
η+(ho) − η−(ho)

)}
, (12.86)

B ≜
{1

2

(
η+(ho) − η−(ho)

)
> y
}
. (12.87)

The following chain of equalities holds, where the notation Ec denotes the complement
of event E :

1 − Pc
(a)= 1 − P

[
{η+(ho) > η̂(ho)} ∩ {η−(ho) < η̂(ho)}

]
= P
[{

{η+(ho) > η̂(ho)} ∩ {η−(ho) < η̂(ho)}
}c
]

(b)= P
[{

η+(ho) ≤ η̂(ho)
}

∪
{
η−(ho) ≥ η̂(ho)

}]
= P
[
{η+(ho) − η(ho) ≤ η̂(ho) − η(ho)}

∪ {η−(ho) − η(ho) ≥ η̂(ho) − η(ho)}
]

(c)= P
[{
η̂(ho) − η(ho) ≥ 1

2

(
η+(ho) − η−(ho)

)}
∪
{
η̂(ho) − η(ho) ≤ −1

2

(
η+(ho) − η−(ho)

)}]
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(d)= P [A] (e)= P [A ∩ B] + P [A ∩ Bc ] , (12.88)

where (a) follows from (12.80); (b) holds because, in view of De Morgan’s law [21], the
complement of the intersection of two sets is the union of the complements of the sets;
(c) follows from the identities

η+(ho) − η(ho) = 1
2

(
η+(ho) − η−(ho)

)
, (12.89)

η−(ho) − η(ho) = −1
2

(
η+(ho) − η−(ho)

)
, (12.90)

which are obtained by using (12.71), (12.73), and (12.74); in step (d) we apply the
definition of absolute value and the definition of A from (12.86); and in (e) we introduce
the event B defined in (12.87) and apply the law of total probability. We now focus on
the two probabilities obtained after step (e) in (12.88). Regarding the first probability,
from (12.86) and (12.87) we obtain the relation

A ∩ B =⇒
{∣∣∣η(ho) − η̂(ho)

∣∣∣ > y
}
, (12.91)

which implies
P [A ∩ B] ≤ P

[
|η(ho) − η̂(ho)| > y

]
. (12.92)

For the second probability on the RHS of (12.88), recalling that the probability of the
intersection of two events cannot be larger than the probability of any of the individual
events, and using the definition of B from (12.87), we can write

P [A ∩ Bc ] ≤ P [ Bc ] = P
[1

2

(
η+(ho) − η−(ho)

)
≤ y
]
. (12.93)

Using (12.92) and (12.93) in (12.88), we get

1 − Pc ≤ P
[

|η(ho) − η̂(ho)| > y
]

+ P
[1

2

(
η+(ho) − η−(ho)

)
≤ y
]
. (12.94)

To complete the proof of the lemma, we need to focus on the second term on the RHS
of (12.94). Consider the network risk in (12.84), applied to the vector-valued function h
defined by (12.68):

R(h) =
K∑
k=1

vk Rk(hk)

=
K∑
k=1

vk E log

(
1 + exp

{
−θ̂k,n hk(x̂k,n)

})
(a)
≥

K∑
k=1

vk log

(
1 + exp

{
−E
[
θ̂k,n hk(x̂k,n)

]})
(b)
≥ log

(
1 + exp

{
−

K∑
k=1

vk E
[
θ̂k,n hk(x̂k,n)

]})
(c)= log

(
1 + exp

{
−1

2

(
η+(h) − η−(h)

)})
, (12.95)
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where in (a) and (b) we apply Jensen’s inequality (Theorem C.5) to the convex function
log(1 + ex), specifically, with respect to the expectation operator E in inequality (a),
and with respect to the convex combination with weights {vk} in inequality (b) — see
(C.10). In (c), we compute the expectation by using the assumption of uniform priors
during training and the definitions in (12.73) and (12.73).

Exploiting (12.95) we obtain the following implication:

1
2

(
η+(h) − η−(h)

)
≤ y =⇒ R(h) ≥ log

(
1 + e−y

)
, (12.96)

which, when applied to the optimized functions hok, implies the following bound:

P
[1

2

(
η+(ho) − η−(ho)

)
≤ y
]

≤ P
[
R(ho) ≥ log

(
1 + e−y

) ]
. (12.97)

Using (12.97) in (12.94) yields the bound in (12.85), which completes the proof of the
lemma.

■

12.B.2 Uniform Laws of Large Numbers

In this section we establish two concentration bounds to quantify the
proximity between the true and empirical risks, as well as the true and
empirical means. Regarding the risks, we consider the following general
form, which includes the binary cross-entropy as a special case:

Rk(hk) = EQ
(
θ̂k,n hk(x̂k,n)

)
, (12.98a)

R̂k(hk) = 1
Ek

Ek∑
n=1

Q
(
θ̂k,n hk(x̂k,n)

)
, (12.98b)

where Q : R 7→ R is an L -Lipschitz loss function. The network true and
empirical risk functions will be, respectively,

R(h) =
K∑
k=1

vk Rk(hk), (12.99a)

R̂(h) =
K∑
k=1

vk R̂k(hk). (12.99b)

The following theorem characterizes the deviations between the empirical
and true risks, and the deviations between the empirical and true means.
In particular, the theorem provides bounds on the probability that these
deviations exceed some threshold.
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Lemma 12.4 (Uniform laws of large numbers). Let Assumptions 5.1, 12.1,
and 12.2 be satisfied. Assume that the loss function Q : R 7→ R is L −Lipschitz
and that, for k = 1, 2, . . . ,K, the decision statistic hk : Xk 7→ R belongs to a
family Hk of bounded functions:

|hk(x)| ≤ hk,max ∀x ∈ Xk, with 0 < hk,max < ∞. (12.100)

Let ρk be the Rademacher complexity (see Definition G.1) associated with the
family Hk, and let ρnet be the network Rademacher complexity defined in (12.49).
Denote by h the vector-valued function defined in (12.68) and by H the resulting
family to which h belongs. Then, we have the following two results:

P
[

sup
h∈H

∣∣∣R̂(h) −R(h)
∣∣∣ ≥ y

]
≤ exp

{
−Emax (y − 2 L ρnet)2

2h2
netL 2

}
(12.101)

for all y > 2 L ρnet, and

P
[

sup
h∈H

|η̂(h) − η(h)| ≥ y

]
≤ exp

{
−Emax (y − 2ρnet)2

2h2
net

}
(12.102)

for all y > 2ρnet, where
Emax ≜ max

k∈{1,2,...,K}
Ek (12.103)

and hnet is defined in (12.58).

Proof. We develop the proofs of (12.101) and (12.102) separately.

Bound (12.101). Consider the difference between the network empirical and true risks,

R̂(h) −R(h) = χ(h) −
K∑
k=1

vk
Ek

Ek∑
n=1

Q
(
θ̂k,n hk(x̂k,n)

)
, (12.104)

where we introduced the auxiliary functional

χ(h) =
K∑
k=1

vk EQ
(
θ̂k,n hk(x̂k,n)

)
. (12.105)

Our focus is on the supremum of the absolute risk deviation taken over the function
family H, namely, on

sup
h∈H

∣∣∣R̂(h) −R(h)
∣∣∣ = sup

h∈H

∣∣∣∣∣χ(h) −
K∑
k=1

vk
Ek

Ek∑
n=1

Q
(
θ̂k,n hk(x̂k,n)

)∣∣∣∣∣ . (12.106)

In order to bound the probability that this maximum deviation exceeds some threshold,
we will call upon McDiarmid’s inequality — see Theorem C.4. To this end, it is necessary
to choose the random vectors zn and the function g mentioned in Theorem C.4. The
vectors zn are constructed as follows. First, we stack the features x̂k,n and the labels
θ̂k,n from across the agents k = 1, 2, . . . ,K into the vectors

x̂n ≜ col
{
x̂k,n

}K
k=1

, θ̂n ≜ col
{
θ̂k,n

}K
k=1

, (12.107)
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where n = 1, 2, . . . , Emax and where, we recall, col{xk}Kk=1 denotes the K × 1 vector
obtained by stacking into a single column its vector entries. Observe that the agents are
allowed to have training sets with different sizes Ek. Therefore, for a given n, some agents
might have a number of training samples Ek < n. In this case, the vector x̂n appearing
in (12.107) would not contain the features from these agents. The same argument applies
to θ̂n.

To apply McDiarmid’s inequality, we form the vector zn by stacking the vectors x̂n
and θ̂n into a single vector, namely,

zn ≜ col
{
x̂n, θ̂n

}
. (12.108)

Then, we define the function

g(z1, z2, . . . , zEmax ) ≜ sup
h∈H

∣∣∣∣∣χ(h) −
K∑
k=1

vk
Ek

Ek∑
n=1

Q
(
θ̂k,n hk(x̂k,n)

)∣∣∣∣∣ . (12.109)

Note that, in view of (12.106), we have the following identity:

g(z1, z2, . . . , zEmax ) = sup
h∈H

∣∣∣R̂(h) −R(h)
∣∣∣ . (12.110)

Accordingly, if we apply McDiarmid’s inequality to the function g we obtain a bound
on the probability that the empirical risk deviates from the true risk (uniformly for all
functions h in the family H). However, to apply McDiarmid’s inequality we need to
verify that the chosen function g meets the bounded-difference condition (C.5). To this
end, we must consider all sequences

{z1, z2, . . . , zi, . . . , zEmax } and {z1, z2, . . . , qzi, . . . , zEmax } (12.111)

that differ only in their respective ith vectors,

zi = col
{
x̂i, θ̂i

}
and qzi = col

{
qxi, qθi

}
. (12.112)

Applying (12.109) to the second sequence in (12.111) we have

g(z1, z2, . . . , qzi, . . . , zEmax )

= sup
h∈H

∣∣∣∣∣ χ(h) −
K∑
k=1

vk
Ek

[
Q
(
qθk,i hk(qxk,i)

)
+

Ek∑
n=1
n̸=i

Q
(
θ̂k,n hk(x̂k,n)

)] ∣∣∣∣∣
= sup
h∈H

∣∣∣∣∣ χ(h) −
K∑
k=1

vk
Ek

Ek∑
n=1

Q
(
θ̂k,n hk(x̂k,n)

)
+

K∑
k=1

vk
Ek

[
Q
(
θ̂k,i hk(x̂k,i)

)
− Q

(
qθk,i hk(qxk,i)

) ]
I[i ≤ Ek]

∣∣∣∣∣, (12.113)

where I denotes, as usual, the indicator function, which appears since the difference
between (x̂k,i, θ̂k,i) and (qxk,i, qθk,i) is present only if i ≤ Ek, because agent k has Ek
samples in its training set.
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By introducing the functionals

S(h) ≜ χ(h) −
K∑
k=1

vk
Ek

Ek∑
n=1

Q
(
θ̂k,n hk(x̂k,n)

)
, (12.114)

T (h) ≜
K∑
k=1

vk
Ek

[
Q
(
θ̂k,i hk(x̂k,i)

)
− Q

(
qθk,i hk(qxk,i)

) ]
I[i ≤ Ek], (12.115)

we see that (12.109) and (12.113) can be written as

g(z1, z2, . . . , zi, . . . , zEmax ) = sup
h∈H

|S(h)|, (12.116)

g(z1, z2, . . . , qzi, . . . , zEmax ) = sup
h∈H

|S(h) + T (h)|. (12.117)

Applying Lemma 12.5 to the functionals defined in (12.114) and (12.115), from (12.116)
and (12.117) we obtain∣∣∣g(z1, z2, . . . , zi, . . . , zEmax ) − g(z1, z2, . . . , qzi, . . . , zEmax )

∣∣∣ ≤ sup
h∈H

|T (h)|

= sup
h∈H

∣∣∣∣∣
K∑
k=1

vk
Ek

[
Q
(
θ̂k,i hk(x̂k,i)

)
− Q

(
qθk,i hk(qxk,i)

) ]
I[i ≤ Ek]

∣∣∣∣∣
(a)
≤

K∑
k=1

vk
Ek

sup
hk∈Hk

∣∣∣Q (θ̂k,i hk(x̂k,i)
)

− Q
(
qθk,i hk(qxk,i)

)∣∣∣
(b)
≤ L

K∑
k=1

vk
Ek

sup
hk∈Hk

∣∣∣θ̂k,i hk(x̂k,i) − qθk,i hk(qxk,i)
∣∣∣

(c)
≤ 2L

K∑
k=1

vk hk,max
Ek

(d)= 2hnetL

Emax
, (12.118)

where (a) follows from the subadditivity of the supremum and the fact that the indicator
function is bounded by 1; (b) follows from the Lipschitz property of Q; (c) follows from
the boundedness assumption |hk(x)| ≤ hk,max and the fact that the labels are equal to ±1;
and (d) follows from the fact that ek = Emax/Ek and from the definition of hnet in (12.58).
The final bound resulting from (12.118) shows that the function g defined by (12.109)
satisfies the bounded difference condition (C.5) with the choice ci = 2hnetL /Emax. It is
therefore legitimate to apply McDiarmid’s inequality. Specifically, applying (C.8a) and
further recalling (12.106), we get

P
[

sup
h∈H

∣∣∣R̂(h) −R(h)
∣∣∣− E sup

h∈H

∣∣∣R̂(h) −R(h)
∣∣∣ ≥ a

]
≤ exp

{
− a2Emax

2h2
netL 2

}
, (12.119)

holding for any a > 0. On the other hand, Lemma 12.7 allows us to bound the expected
value appearing on the LHS of (12.119) as follows:

E sup
h∈H

∣∣∣R̂(h) −R(h)
∣∣∣ ≤ 2 L ρnet, (12.120)
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with ρnet being the network Rademacher complexity from (12.49). In view of (12.120)
we can write

sup
h∈H

∣∣∣R̂(h) −R(h)
∣∣∣ ≥ y

=⇒ sup
h∈H

∣∣∣R̂(h) −R(h)
∣∣∣− E sup

h∈H

∣∣∣R̂(h) −R(h)
∣∣∣ ≥ y − 2 L ρnet, (12.121)

which implies that

P
[

sup
h∈H

∣∣∣R̂(h) −R(h)
∣∣∣ ≥ y

]
≤ P

[
sup
h∈H

∣∣∣R̂(h) −R(h)
∣∣∣− E sup

h∈H

∣∣∣R̂(h) −R(h)
∣∣∣ ≥ y − 2 L ρnet

]
. (12.122)

Considering a value y > 2 L ρnet and setting a = y − 2 L ρnet in (12.119), from (12.122)
we obtain

P
[

sup
h∈H

∣∣∣R̂(h) −R(h)
∣∣∣ ≥ y

]
≤ exp

{
− (y − 2 L ρnet)2Emax

2h2
netL 2

}
, (12.123)

and the proof of (12.101) is complete.

Bound (12.102). The proof of (12.102) is similar to the proof of (12.101), and will be
presented in a concise manner. We start by using McDiarmid’s inequality (Theorem C.4)
with zn = x̂n and with the following choice of the function g:

g(z1, z2, . . . , zEmax ) = sup
h∈H

∣∣∣∣∣χ(h) −
K∑
k=1

vk
Ek

Ek∑
n=1

hk(x̂k,n)

∣∣∣∣∣ , (12.124)

where the auxiliary functional χ(h) is now defined as

χ(h) =
K∑
k=1

vk Ehk (x̂k,n) . (12.125)

We follow similar steps to those used to prove (12.101), which result in the following
bound:

P
[

sup
h∈H

∣∣η̂(h) − η(h)
∣∣− E sup

h∈H

∣∣η̂(h) − η(h)
∣∣ ≥ a

]
≤ exp

{
−a2Emax

2h2
net

}
, (12.126)

holding for any a > 0. We use again Lemma 12.7 to bound the expected value appearing
on the LHS of (12.126). Specifically, examining the claim of Lemma 12.7, we see that
the function g defined by (12.124) corresponds to the particular setup where the loss
function is the identity function (and, hence, L = 1) and the labels are deterministically
equal to 1; with these choices, Eq. (12.167) gives

E sup
h∈H

∣∣η̂(h) − η(h)
∣∣ ≤ 2ρnet. (12.127)

Using this bound in (12.126) and setting a = y − 2ρnet (for y > 2ρnet) yields (12.102).
■
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12.C Appendix: Proof of Theorem 12.1

Proof. From Lemma 12.3 we obtain the lower bound in (12.85) for the probability of
consistent learning. Next, we need to examine each of the terms on the RHS of (12.85).

Regarding the first term, by taking the supremum over the family of functions and
then applying the uniform bound provided by (12.102) we can write

P
[∣∣η̂(ho) − η(ho)

∣∣ > y
]

≤ P
[

sup
h∈H

∣∣η̂(h) − η(h)
∣∣ ≥ y

]
≤ exp

{
−Emax (y − 2ρnet)2

2h2
net

}
= exp

{
−2Emax (y/2 − ρnet)2

h2
net

}
(12.128)

for any y such that
y

2 > ρnet. (12.129)

Next, we examine the second term on the RHS of (12.85). We call upon Lemma 12.6. In
particular the functionals S(h) and T (h) and the related quantities h⋆S and T ⋆ appearing
in that lemma are chosen as follows. The functional S(h) is chosen as the network risk
R(h), whereas the functional T (h) is chosen as the network empirical risk R̂(h). Since
we have6

ho = arg min
h∈H

R̂(h), Ronet = inf
h∈H

R(h), (12.130)

the minimizer h⋆S becomes ho and T ⋆ becomes the network target risk Ronet. With these
choices, from (12.164) we obtain

R(ho) − Ronet ≤ 2 sup
h∈H

∣∣∣R̂(h) −R(h)
∣∣∣ . (12.131)

Choose now the parameter y > 0 in the range of values that satisfy the following
inequality:

log
(
1 + e−y

)
> Ronet. (12.132)

These values certainly exist since Ronet < log 2 by assumption. In view of (12.131) we can
write

P
[
R(ho) ≥ log

(
1 + e−y

)]
= P

[
R(ho) − Ronet ≥ log

(
1 + e−y

)
− Ronet

]
≤ P

[
sup
h∈H

∣∣∣R̂(h) −R(h)
∣∣∣ ≥

log
(
1 + e−y

)
− Ronet

2

]
. (12.133)

The last probability can be upper bounded by using (12.101). Specifically, the threshold
value y in (12.101) is replaced by the value (log(1 + e−y) − Ronet)/2 and the loss function
is chosen as Q(z) = log(1+ez) (yielding a Lipschitz constant L = 1), which corresponds

6Equation (12.130) follows by observing that i) the network risks in (12.99a) and (12.99b) are
linear combinations, with positive weights, of the individual agent risks; and ii) the vector-valued
function h is composed of the individual agent functions hk.
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to the binary cross-entropy risk adopted in our framework. With these choices, from
(12.101) we get

P
[

sup
h∈H

∣∣∣R̂(h) −R(h)
∣∣∣ ≥ 1

2

(
log
(
1 + e−y

)
− Ronet

)]
≤ exp

{
− Emax

2h2
net

(
log
(
1 + e−y

)
− Ronet

2 − 2ρnet

)2}

= exp

{
−2Emax

h2
net

(
log
(
1 + e−y

)
− Ronet

4 − ρnet

)2}
, (12.134)

where the inequality holds for any y such that

log
(
1 + e−y

)
− Ronet

4 > ρnet. (12.135)

By introducing the auxiliary functions

e1(y) ≜
(
y

2 − ρnet

)2
, e2(y) ≜

(
log(1 + e−y) − Ronet

4 − ρnet

)2

(12.136)

and using (12.128) and (12.134) in (12.85), we obtain the following bound on the
probability of consistent learning:

Pc ≥ 1 − exp
{

−2Emax e1(y)
h2

net

}
− exp

{
−2Emax e2(y)

h2
net

}
≥ 1 − 2 exp

{
−2Emax min{e1(y), e2(y)}

h2
net

}
. (12.137)

To find the tightest bound, we can maximize the quantity min{e1(y), e2(y)} over the
parameter y, under constraints (12.129) and (12.135). To this end, observe that under
these constraints the function e1(y) is an increasing function of y, while e2(y) is a
decreasing function of y. Accordingly, if there exists a value y⋆ that satisfies the equality

e1(y⋆) = e2(y⋆) (12.138)

and meets constraints (12.129) and (12.135), then the maximum of min{e1(y), e2(y)}
computed under these constraints will be equal to e1(y⋆) = e2(y⋆). We now show that
such a solution y⋆ exists.

Since the terms within brackets appearing in both e1(y) and e2(y) from (12.136) are
constrained to be positive, Eq. (12.138) corresponds to the equation

y⋆ = log(1 + e−y
⋆ ) − Ronet

2 (12.139)

solved under constraints (12.129) and (12.135). Equation (12.139) can be written as

eRo
net e3y⋆

− ey
⋆

− 1 = 0. (12.140)

Therefore, if we set ey⋆ = z, we must solve the third-order equation

eRo
netz3 − z − 1 = 0, (12.141)
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Figure 12.10: Comparison between the exact expression in (12.142) and the approximation in
(12.148).

whose unique real-valued solution z⋆ is available in closed form as

z⋆ = 2 × 31/3 + 21/3e−Ro
net [f(Ronet)]2/3

62/3[f(Ronet)]1/3 , (12.142)

where
f(Ronet) = 9e2Ro

net +
√

3e3Ro
net (−4 + 27eRo

net ). (12.143)
Recalling that ey⋆ = z, we have

y⋆ = log 2 × 31/3 + 21/3e−Ro
net [f(Ronet)]2/3

62/3[f(Ronet)]1/3 . (12.144)

It can be verified that y⋆ > 0 within the range Ronet ∈ [0, log 2]. As a result, the inequality

ρnet <
y⋆

2 (12.145)

is meaningful, in the sense that there exists a range of values of the network Rademacher
complexity ρnet that satisfy (12.145). When (12.145) holds, y⋆ meets constraint (12.129).
Moreover, in view of (12.139), constraint (12.135) is also satisfied under (12.145). Finally,
by defining

E (Ronet) ≜
y⋆

2 = 1
2 log 2 × 31/3 + 21/3e−Ro

net [f(Ronet)]2/3

62/3[f(Ronet)]1/3 (12.146)

and evaluating (12.137) with e1(y⋆) = e2(y⋆), we obtain the desired bound:

Pc ≥ 1 − 2 exp
{

−2Emax
h2

net

(
E (Ronet) − ρnet

)2
}
, (12.147)

holding for ρnet < E (Ronet).
■

A good approximation for the function E (Ro) is the linear fit

E (Ronet) ≈ E (0)
(

1− Ronet
log 2

)
, (12.148)
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where
E (0) = 0.1406 (12.149)

is computed from (12.146). Figure 12.10 shows the function E (Ronet) from
(12.146), along with the linear fit from (12.148), for Ronet ∈ [0, log 2]. We
see that the approximation is excellent.

12.D Appendix: Proof of Theorem 12.2

Proof. The proof relies on the bound in (12.57). Recall that this bound was obtained
under the condition ρnet < E (Ronet). Since by assumption we have ρk ≤ Ck/

√
Ek, from

the definition of ρnet in (12.49) we have

ρnet ≤ Cnet√
Emax

, (12.150)

where Cnet was defined in (12.62). Accordingly, the condition ρnet < E (Ronet) is certainly
verified if

Cnet√
Emax

< E (Ronet). (12.151)

If condition (12.151) is satisfied, we can apply (12.57) and write

Pc ≥ 1 − 2 exp

{
−2Emax

(
E (Ronet) − ρnet

hnet

)2
}

≥ 1 − 2 exp

{
−2Emax

h2
net

(
E (Ronet) − Cnet√

Emax

)2
}
, (12.152)

where the last inequality follows from (12.150) and (12.151).
According to the claim of the theorem, we want to guarantee a minimum probability

1 − ε of consistent learning, i.e.,
Pc ≥ 1 − ε. (12.153)

This condition is guaranteed if we impose that the last lower bound in (12.152) is not
smaller than 1 − ε, which amounts to requiring

2 exp

{
−2Emax

h2
net

(
E (Ronet) − Cnet√

Emax

)2
}

≤ ε, (12.154)

or (√
Emax E (Ronet) − Cnet

)2 ≥ h2
net
2 log

(2
ε

)
. (12.155)

In the range prescribed by constraint (12.151), the last inequality is satisfied when

√
Emax E (Ronet) ≥ Cnet +

√
h2

net
2 log

(2
ε

)
, (12.156)

and the final result of the theorem is established by squaring both sides of (12.156).
■
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12.E Appendix: Auxiliary Results

The next three lemmas are used in the proofs of Theorem 12.1 and
Lemma 12.4.

Lemma 12.5 (Difference of suprema). Assume that S(h) and T (h) are func-
tionals of a function h belonging to a family H, and consider the following
quantities:

s1 = sup
h∈H

|S(h)| , s2 = sup
h∈H

|S(h) + T (h)| . (12.157)

Then
|s1 − s2| ≤ sup

h∈H
|T (h)| (12.158)

Proof. The proof is split into two cases.

Case s2 ≥ s1.

|s1 − s2| = s2 − s1

= sup
h∈H

|S(h) + T (h)| − sup
h∈H

|S(h)|

≤ sup
h∈H

|S(h)| + sup
h∈H

|T (h)| − sup
h∈H

|S(h)|

= sup
h∈H

|T (h)| , (12.159)

where the inequality follows from the triangle inequality and the subadditivity of the
supremum.

Case s2 < s1.

|s1 − s2| = s1 − s2

= sup
h∈H

|S(h)| − sup
h∈H

|S(h) + T (h)|

= sup
h∈H

(|S(h)| − s2)

(a)
≤ sup

h∈H
(|S(h)| − |S(h) + T (h)|)

≤ sup
h∈H

∣∣∣ |S(h)| − |S(h) + T (h)|
∣∣∣

(b)
≤ sup

h∈H
|S(h) − S(h) − T (h)|

= sup
h∈H

|T (h)| , (12.160)

where (a) follows because, from the definition of s2, we have −s2 ≤ −|S(h) + T (h)| for
all h, and (b) follows from the reverse triangle inequality, i.e.,

|a− b| ≥
∣∣∣ |a| − |b|

∣∣∣. (12.161)
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Grouping (12.159) and (12.160), we obtain the desired result in (12.158).
■

Lemma 12.6 (Useful bound for wrong minimizers). Assume that S(h) and T (h)
are functionals of a function h belonging to a family H. Let

h⋆S = arg min
h∈H

S(h) (12.162)

be the minimizer of S(h) and let

T ⋆ = inf
h∈H

T (h) (12.163)

be the infimum of T (h). Then, the error T (h⋆S) − T ⋆, between the functional T
evaluated at the minimizer of S and the infimum T ⋆, can be related to the error
between S(h) and T (h) through the following upper bound:

T (h⋆S) − T ⋆ ≤ 2 sup
h∈H

|S(h) − T (h)| . (12.164)

Proof. We have the following chain of equalities and inequalities:

T (h⋆S) − T ⋆ = T (h⋆S) − inf
h∈H

T (h)

= T (h⋆S) − S(h⋆S) + S(h⋆S) − inf
h∈H

T (h)

= T (h⋆S) − S(h⋆S) + sup
h∈H

(
S(h⋆S) − T (h)

)
(a)
≤ T (h⋆S) − S(h⋆S) + sup

h∈H

(
S(h) − T (h)

)
≤ 2 sup

h∈H
|S(h) − T (h)| , (12.165)

where (a) follows from the fact that S(h⋆S) ≤ S(h) for all h ∈ H in view of (12.162), and
the proof is complete.

■

Lemma 12.7 (Useful bound for Lipschitz-continuous loss functions). Let As-
sumptions 5.1, 12.1, and 12.2 be satisfied. Let hk : Xk 7→ R be a function
belonging to a family Hk. Denote by h the vector-valued function defined in
(12.68) and by H the resulting family to which h belongs. Let also Q : R 7→ R
be an L −Lipschitz function, and introduce the functional

χk(hk) ≜ EQ
(
θ̂k,n hk(x̂k,n)

)
. (12.166)
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Then

E sup
h∈H

∣∣∣∣∣
K∑
k=1

vk

[
χk(hk) − 1

Ek

Ek∑
n=1

Q
(
θ̂k,n hk(x̂k,n)

)]∣∣∣∣∣ ≤ 2 L ρnet, (12.167)

where vk is the kth entry of the Perron vector and ρnet is the network Rademacher
complexity defined by (12.49).

Proof. From the triangle inequality and the subadditivity of the supremum we can write

E sup
h∈H

∣∣∣∣∣
K∑
k=1

vk

[
χk(hk) − 1

Ek

Ek∑
n=1

Q
(
θ̂k,n hk(x̂k,n)

)]∣∣∣∣∣
≤

K∑
k=1

vk E sup
hk∈Hk

∣∣∣∣∣χk(hk) − 1
Ek

Ek∑
n=1

Q
(
θ̂k,n hk(x̂k,n)

)∣∣∣∣∣ . (12.168)

Let us focus on the expected values appearing in the summation on the RHS of (12.168).
From definition (12.166), owing to the identical distribution across n, we have the
equality

χk(hk) = 1
Ek

Ek∑
n=1

EQ
(
θ̂k,n hk(x̂k,n)

)
, (12.169)

which allows us to write

E sup
hk∈Hk

∣∣∣∣∣χk(hk) − 1
Ek

Ek∑
n=1

Q
(
θ̂k,n hk(x̂k,n)

)∣∣∣∣∣
= Ex,θ sup

hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

Ex′,θ′Q
(
θ̂
′
k,n hk(x̂ ′k,n)

)
− 1
Ek

Ek∑
n=1

Q
(
θ̂k,n hk(x̂k,n)

) ∣∣∣∣∣,
(12.170)

where we introduced a fictitious training set

T ′k ≜
{
x̂
′
k,n, θ̂

′
k,n

}Ek

n=1

d= Tk, (12.171)

with the equality meaning that T ′k shares the same distribution as the original training set
Tk defined by (12.2). Moreover, we assume that Tk and T ′k are statistically independent.

From (12.170) we can also write

E sup
hk∈Hk

∣∣∣∣∣χk(hk) − 1
Ek

Ek∑
n=1

Q
(
θ̂k,n hk(x̂k,n)

)∣∣∣∣∣
= Ex,θ sup

hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

Ex′,θ′

[
Q
(
θ̂
′
k,n hk(x̂ ′k,n)

)
− Q

(
θ̂k,n hk(x̂k,n)

)]∣∣∣∣∣
≤ E sup

hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

[
Q
(
θ̂
′
k,n hk(x̂ ′k,n)

)
− Q

(
θ̂k,n hk(x̂k,n)

)]∣∣∣∣∣ . (12.172)
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Note that, when necessary, we have used the subscripts x, θ and x′, θ′ to distinguish
which random quantities the expectation is taken over. The inequality in (12.172) holds
since the absolute value of the expectation is upper bounded by the expectation of
the absolute value, and the supremum of the expectation is upper bounded by the
expectation of the supremum.

To complete the proof, inspired by the arguments used in [13, 30], we develop the
following symmetrization procedure. Let us focus on the last term in (12.172). We have
the identity

E sup
hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

(+1) ×
[
Q
(
θ̂
′
k,n hk(x̂ ′k,n)

)
− Q

(
θ̂k,n hk(x̂k,n)

)]∣∣∣∣∣
= E sup

hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

(−1) ×
[
Q
(
θ̂
′
k,n hk(x̂ ′k,n)

)
− Q

(
θ̂k,n hk(x̂k,n)

)]∣∣∣∣∣ , (12.173)

which follows from the fact that the training sets Tk and T ′k are iid and, hence, exchanging
them is immaterial. Consider now a sequence of iid Rademacher random variables rn
(i.e., binary variables taking on values ±1 with equal probability). Furthermore, assume
that the sequences {rn}Ek

n=1, Tk, and T ′k are mutually independent. In view of (12.173),
the last term in (12.172) can also be written as

E sup
hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

rn

[
Q
(
θ̂
′
k,n hk(x̂ ′k,n)

)
− Q

(
θ̂k,n hk(x̂k,n)

)]∣∣∣∣∣ , (12.174)

where the expectation is taken over all involved random variables, including the
Rademacher variables rn.

The quantity appearing in (12.174) can be bounded as follows:

E sup
hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

rn

[
Q
(
θ̂
′
k,n hk(x̂ ′k,n)

)
− Q

(
θ̂k,n hk(x̂k,n)

)]∣∣∣∣∣
(a)= E sup

hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

rn

[
Q̃
(
θ̂
′
k,n hk(x̂ ′k,n)

)
− Q̃

(
θ̂k,n hk(x̂k,n)

)]∣∣∣∣∣
(b)
≤ E sup

hk∈Hk

{∣∣∣∣∣ 1
Ek

Ek∑
n=1

rnQ̃
(
θ̂
′
k,n hk(x̂ ′k,n)

)∣∣∣∣∣+

∣∣∣∣∣ 1
Ek

Ek∑
n=1

rnQ̃
(
θ̂k,n hk(x̂k,n)

)∣∣∣∣∣
}

(c)= 2E sup
hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

rnQ̃
(
θ̂k,n hk(x̂k,n)

)∣∣∣∣∣ . (12.175)

In (a) we introduced the shifted function

Q̃(z) ≜ Q(z) − Q(0). (12.176)

We note that Q̃(0) = 0 and that Q̃(z) is L -Lipschitz since so is Q(z) and since Lipschitz
continuity is shift-invariant — see (G.5). Step (b) applies the triangle inequality, while
(c) follows from the subadditivity of the supremum and the fact that Tk and T ′k are
identically distributed.
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We now want to upper bound the last term in (12.175) by exploiting the Lipschitz
property of Q̃(z) associated with the contraction principle of the Rademacher complexity
(Lemma G.1). Specifically, for n = 1, 2, . . . , Ek, we consider the samples

ξn ≜ col
{
x̂k,n, θ̂k,n

}
(12.177)

and the function family G composed of the functions

g(ξn) = θ̂k,n hk(x̂k,n), (12.178)

where hk spans the family Hk. Applying Lemma G.1 with these choices, we obtain

E sup
hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

rnQ̃
(
θ̂k,n hk(x̂k,n)

)∣∣∣∣∣ = E sup
hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

rnQ̃ (g(ξn))

∣∣∣∣∣
≤ L E sup

hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

rn g(ξn)

∣∣∣∣∣ = L E sup
hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

rn θ̂k,n hk(x̂k,n)

∣∣∣∣∣ . (12.179)

It can be readily verified that the random variables rnθ̂k,n hk(x̂k,n) and rn hk(x̂k,n)
share the same distribution since θ̂k,n assumes values ±1 with equal probability and rn
and −rn are equally distributed and independent of the pairs (x̂k,n, θ̂k,n). Since we also
have independence across n, the equality in distribution holding for the individual n
extends to the whole sequences. Therefore, we can write

2 L E sup
hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

rn θ̂k,n hk(x̂k,n)

∣∣∣∣∣
= 2 L E sup

hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

rn hk(x̂k,n)

∣∣∣∣∣ = 2 L ρk, (12.180)

where the last equality follows from the definition of the Rademacher complexity
(Definition G.1). Substituting (12.180) into (12.179) and using the resulting bound in
(12.175) yields

E sup
hk∈Hk

∣∣∣∣∣ 1
Ek

Ek∑
n=1

rn

[
Q
(
θ̂
′
k,n hk(x̂ ′k,n)

)
− Q

(
θ̂k,n hk(x̂k,n)

)]∣∣∣∣∣ ≤ 2 L ρk. (12.181)

Recalling that the LHS of (12.181) is equal to the RHS of (12.172), we conclude that

E sup
hk∈Hk

∣∣∣∣∣χk(hk) − 1
Ek

Ek∑
n=1

Q
(
θ̂k,n hk(x̂k,n)

)∣∣∣∣∣ ≤ 2 L ρk. (12.182)

Combining this result with (12.168) and recalling the definition of ρnet from (12.49), we
obtain (12.167), which is the claim of the lemma.

■



Chapter 13

Extensions and Conclusions

In this concluding chapter we give an overview of some recent advances on
social learning, which are the subject of ongoing investigations.

13.1 Non-Bayesian Updates

As explained in Chapter 3, in non-Bayesian social learning the agents form
their beliefs by iterating the following procedure. During the self-learning
step, each agent performs an individual Bayesian update and then shares
it with its neighbors. During the combination step, each agent blends the
received beliefs according to some pooling rule. Even if the local updates
are Bayesian, the overall learning scheme is non-Bayesian, since it does
not amount to computing the overall posterior distribution given the data
from all agents.

Let us focus on the objective evidence model described in Section 5.3,
where a true underlying hypothesis ϑo exists for all agents. In Chapters 5
and 7 we showed that, despite being non-Bayesian, traditional social learn-
ing schemes learn well, in the sense that the full belief mass is placed on
the true hypothesis as the number of observations grows. This implies
in particular that the probability of choosing the true hypothesis, e.g.,
by selecting the maximum entry of the belief vector, converges to 1 or,
equivalently, that the error probability vanishes as t→∞. However, we
do not know whether traditional social learning schemes reach the best
attainable performance, or how they compare with benchmark schemes.
One benchmark scheme to assess the goodness of a social learning strat-
egy is a centralized Bayesian construction that has access to all agents’
data and computes the Bayesian posterior over them. Some fundamental
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questions arise. How much does non-Bayesian learning lose with respect to
the centralized Bayesian scheme? Can we modify traditional non-Bayesian
schemes to attain improved performance?

One meaningful performance index to compare decision-making schemes
is the error probability, which is unfortunately too difficult to compute
for general statistical models. However, in Chapter 6 we characterized the
decay rate to 0 of the error probability for social learning with geometric
averaging. In particular, we proved that, under suitable conditions, the
error probabilities of all agents vanish exponentially fast and we illustrated
a procedure to evaluate the error exponent that rules this decay. In this
section we will use the error exponent as a performance index to compare
different schemes.

The analysis presented in this section stems from the work started
in [23], where the NB2 (non-Bayesian learning with non-Bayesian updates)
strategy is introduced. This strategy uses the following update (recall
(2.90)):

ψk,t(θ) ∝ µk,t−1(θ)ℓ γkk (xk,t|θ), γk > 0, (13.1)
which departs from the Bayesian update used in traditional social learning
(except for γk = 1). We will discuss the relevance of this modified update in
the rest of this section. In particular, we will examine the performance of
the centralized Bayesian scheme for the case where the data are independent
across the agents, and for the case where the agents are partitioned into
clusters with data highly dependent within the same cluster. Then, we
will compare the centralized Bayesian scheme against traditional social
learning and the NB2 strategy.

13.1.1 Performance Results

In the following analysis, we assume that the conditions used in Theo-
rem 6.3 are verified. Moreover, we stick to the objective evidence model
in Section 5.3, where the observations collected by each agent k are dis-
tributed according to ℓk(x|ϑo), for a true underlying hypothesis ϑo ∈ Θ
common to all agents.

Centralized Bayesian scheme. Let

xcen,t ≜ col{x1,t,x2,t, . . . ,xK,t} (13.2)

be the vector collecting all agents’ data at time t. Let us further denote
by µcen,t the belief vector of the centralized system at time t, and by
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ℓ(x|θ) (no subscript k here) the likelihood for the global data xcen,t. Given
the true hypothesis ϑo, the data are assumed to be drawn from the joint
statistical model ℓ(x|ϑo). Note that the specific form of ℓ(x|θ) depends on
the statistical dependence across the agents. We will write this likelihood
explicitly for some cases examined next. However, for the results in this
section to hold, we do not need to assume any specific form for it.

Since for the centralized scheme we consider the joint model ℓθ rather
than the marginal models ℓk,θ, the finiteness of the KL divergences assumed
in (5.37) must be rephrased in terms of this joint model. In other words,
we assume that for all pairs (θ, θ′),

D(ℓθ||ℓθ′) <∞. (13.3)

By exploiting independence and identical distribution over time, we have
that the Bayesian posterior at time t is given by

µcen,t(θ) ∝ µcen,0(θ)
t∏

τ=1
ℓ(xcen,τ |θ). (13.4)

where we assume that µcen,0(θ) > 0 for all θ ∈ Θ. From (13.4) we compute
the centralized log belief ratio

βcen,t(θ) ≜ log
µcen,t(ϑo)
µcen,t(θ)

= log µcen,0(ϑo)
µcen,0(θ) +

t∑
τ=1

λcen,τ (θ), (13.5)

where
λcen,τ (θ) ≜ log ℓ(xcen,τ |ϑo)

ℓ(xcen,τ |θ)
. (13.6)

To quantify the performance, we focus on the large deviation analysis and
evaluate the pertinent error exponent. We know from Chapter 6 that we
need to examine the asymptotic behavior of the log belief ratio divided by
t,

β̄cen,t(θ) ≜
1
t
βcen,t(θ) = 1

t
log µcen,0(ϑo)

µcen,0(θ) + 1
t

t∑
τ=1

λcen,τ (θ). (13.7)

It can be verified that the vanishing term that depends on the initial state is
immaterial to the evaluation of the error exponent.1 Therefore, neglecting
this term, the RHS of (13.7) is an empirical average of iid variables, which is
the traditional case addressed by Theorem E.1. Applying this theorem, we

1One easy way to show that the term depending on the initial state is immaterial is to call
upon Theorem E.2.
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conclude in particular that the error probability P[βcen,t(θ) ≤ 0] vanishes
exponentially fast as t → ∞, and that the error exponent ruling this
convergence is computed as follows. First, we introduce the LMGF of
λcen,t(θ),

Λcen(s; θ) ≜ logE exp
{
sλcen,t(θ)

}
. (13.8)

Then, we introduce the Fenchel-Legendre transform of Λcen(s; θ),

Λ∗cen(y; θ) = sup
s∈R

(
sy − Λcen(s; θ)

)
. (13.9)

Finally, the error exponent corresponds to this Fenchel-Legendre transform
evaluated at the decision threshold y = 0:

Ecen(θ, ϑo) ≜ Λ∗cen(0; θ) = − inf
s∈R

Λcen(s; θ). (13.10)

Note that in these calculations there is an implicit dependence on the
true hypothesis ϑo (since expectations are computed relative to the true
distribution defined by ϑo). This dependence is now made explicit by the
notation Ecen(θ, ϑo).

Using (13.6) in (13.8), we can further represent the LMGF of the log
likelihood ratio as

Λcen(s; θ) = logE
[(

ℓ(xcen,t|ϑo)
ℓ(xcen,t|θ)

)s]
, (13.11)

where we recall that the expectation is computed under the true hypothesis
ϑo. Substituting (13.11) into (13.10), the error exponent can be rewritten
as

Ecen(θ, ϑo) = Λ∗cen(0; θ) = − inf
s∈R

logE
[(

ℓ(xcen,t|ϑo)
ℓ(xcen,t|θ)

)s]
, (13.12)

which, as was seen in Example 6.4, is referred to as the Chernoff information
between ℓ(x|ϑo) and ℓ(x|θ) [59, 60]. The exponent Ecen(θ, ϑo) characterizes
the decay rate, as t→∞, of the probability of choosing θ in place of ϑo:

P[βcen,t(θ) ≤ 0] ·= e−Ecen(θ,ϑo) t. (13.13)

The probability of error given ϑo is dominated by the worst-case (i.e.,
minimum) Chernoff information across the hypotheses θ ̸= ϑo:

P
[
ϑo ̸= arg max

θ∈Θ
µcen,t(θ)

]
·= e
− min
θ ̸=ϑo

Ecen(θ,ϑo) t
. (13.14)
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Finally, the total error probability, (i.e., the probability averaged over all
true hypotheses ϑo by using the prior µcen,0), is ruled by the minimum
Chernoff information across all pairs of hypotheses:

∑
ϑo∈Θ

µcen,0(ϑo)P
[
ϑo ̸= arg max

θ∈Θ
µcen,t(θ)

]
·= e
−min

ϑo
min
θ ̸=ϑo

Ecen(θ,ϑo) t
. (13.15)

It is well known that the MAP rule (which in this case amounts to choosing
the hypothesis that maximizes the centralized Bayesian posterior) attains
the best (i.e., the smallest) total error probability. In view of (13.15), this
implies that the best (i.e., the largest) attainable error exponent for the
total error probability is given by the minimum Chernoff information, and
is also attained with the centralized Bayesian posterior [107].

Traditional social learning. We have seen in Chapter 6 that the per-
formance of traditional social learning with geometric averaging can be
characterized, for large t, in terms of the network random variables

λnet,t(θ) =
K∑
k=1

vkλk,t(θ). (13.16)

More specifically, the large deviation performance obtained in Theorem 6.3
reveals that the error exponent is given by

Enet(θ, ϑo) ≜ − inf
s∈R

Λnet(s; θ), (13.17)

where
Λnet(s; θ) = logE exp

{
sλnet,t(θ)

}
(13.18)

is the LMGF of λnet,t. Therefore, the random variable λnet,t(θ) is all we
need to evaluate the error exponent Enet(θ, ϑo). Likewise, for the centralized
Bayesian scheme we need the random variable λcen,t(θ) defined by (13.6).
The variable λcen,t(θ) is a log likelihood ratio pertaining to the optimal
centralized Bayesian scheme. Therefore, its specific form depends on the
joint distribution of the data across the agents. In comparison, we see
from (13.16) that λnet,t(θ) is a linear combination of the log likelihood
ratios of the individual agents. This is a direct consequence of the fact
that the combination step in listing (3.16) is a geometric-averaging rule,
amounting to a linear combination in the log domain. Furthermore, the
linear combination in (13.16) is weighted by the entries of the Perron
vector. In other words, the network topology plays a role in the learning
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behavior. In contrast, the optimal Bayesian scheme being centralized, there
is no topology influence on it.

It is now legitimate to ask what is the performance loss introduced by
the constrained structure of λnet,t(θ), and if there are alternative schemes
to suitably modify this structure. To answer, we start by introducing the
NB2 strategy from [23].

NB2 strategy. In the context of distributed Bayesian filtering, it has been
observed that modifying the Bayesian update by raising the likelihoods to
some constant power (equal for all agents) can reduce the error in tracking
the centralized Bayesian posterior [92, 99]. Starting from this observation,
in [23] a social learning scheme with non-Bayesian updates is introduced.
This non-Bayesian learning scheme with non-Bayesian updates (NB2) is
summarized in listing (13.19). The combination step is the geometric-
averaging rule. The fundamental modification lies in the update step,
where the likelihood of each agent k is raised to some positive constant γk.
Differently from what was proposed in [92, 99], the constant γk is allowed
to be agent-dependent, a property that will be shown to be critical in the
sequel.

NB2: Social learning with non-Bayesian updates
start from the prior belief vectors µk,0 for k = 1, 2, . . . ,K
choose the update parameters γk > 0 for k = 1, 2, . . . ,K
for t = 1, 2, . . .∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣

for k = 1, 2, . . . ,K∣∣∣∣∣∣∣∣∣
agent k observes xk,t
for θ = 1, 2, . . . , H∣∣∣∣ ψk,t(θ) = µk,t−1(θ)ℓγk

k (xk,t|θ)∑
θ′∈Θ µk,t−1(θ′)ℓγk

k (xk,t|θ′)
end

(self-learning)

end

for k = 1, 2, . . . ,K∣∣∣∣∣∣∣∣
for θ = 1, 2, . . . , H∣∣∣∣ µk,t(θ) =

∏
j∈Nk

[ψj,t(θ)]ajk∑
θ′∈Θ

∏
j∈Nk

[ψj,t(θ′)]ajk

end

(cooperation)

end
end

(13.19)

Unfolding the recursion arising from the algorithm described in listing
(13.19), it is readily seen that the only modification with respect to the
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recursion obtained from traditional social learning is that the log likelihood
ratios λj,t in (6.27) are now multiplied by the update constants γj . This
implies that in the NB2 case the relevant network variable is

λNB2,t(θ) ≜
K∑
k=1

vkγkλk,t(θ) (13.20)

and that the error exponents can be evaluated by computing the LMGF

ΛNB2(s; θ) ≜ logE exp
{
sλNB2,t(θ)

}
(13.21)

and then, for the NB2 strategy, the error exponent relative to hypotheses
θ and ϑo is

ENB2(θ, ϑo) ≜ − inf
s∈R

ΛNB2(s; θ). (13.22)

13.1.2 Independent Agents

In this section we examine the case where the data are independent across
the agents. Accordingly, the log likelihood ratio of the optimal centralized
Bayesian scheme becomes

λcen,t(θ) =
K∑
k=1

λk,t(θ). (13.23)

We start by comparing traditional social learning against the centralized
Bayesian scheme.

Consider first what happens when the combination matrix is doubly
stochastic, which implies that vk = 1/K, yielding, in view of (13.20),

λnet,t(θ) = 1
K

K∑
k=1

λk,t(θ). (13.24)

Comparing (13.24) against (13.23), we see that, for doubly stochastic
matrices, λnet,t(θ) and λcen,t(θ) differ by a scaling constant K, which
suggests that in this case the decentralized and centralized schemes should
behave similarly in terms of decision performance. We now show that
this is the case by examining the error exponents. In view of (13.24) and
(13.23), the LMGFs of λnet,t(θ) and λcen,t(θ) are related as follows:

Λnet(s; θ) = logE exp
{
sλnet,t(θ)

}
= logE exp

{
sλcen,t(θ)/K

}
= Λcen(s/K; θ). (13.25)
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Using (13.25) along with (13.17) and (13.10), we have

Enet(θ, ϑo) = − inf
s∈R

Λnet(s; θ) = − inf
s∈R

Λcen(s/K; θ)

= − inf
s∈R

Λcen(s; θ) = Ecen(θ, ϑo), (13.26)

which shows that, when the data are statistically independent across the
agents, traditional social learning with a doubly stochastic combination
matrix achieves the same error exponents, for all pairs (θ, ϑo) with θ ≠ ϑo,
as the centralized Bayesian scheme.

Consider next the setting where the combination matrix is not doubly
stochastic (recall that it must be left stochastic). This setting plays an
important role in several applications, especially over directed graphs, where
it can be difficult to construct a doubly stochastic combination matrix.
When the matrix is not doubly stochastic, the Perron vector v cannot
have uniform entries.2 Therefore, the equivalence between λnet,t(θ) and
λcen,t(θ) is lost, and, hence, the equivalence between the distributed and
centralized scheme is lost. This happens because an agent with a higher
Perron vector entry gives more credit to its own likelihood with respect to
agents with lower entries. However, giving uneven degree of importance
to the likelihoods is not supported from a statistical viewpoint, since the
optimal Bayesian scheme would assign equal weights to the likelihoods —
see (13.23). Notably, this lack of optimality was already proved for the
case of adaptive social learning [94, 95].

We now show how the NB2 strategy from listing (13.19) can overcome
the limitations of traditional social learning thanks to the insertion of
non-Bayesian updates into the social learning loop. In fact, the update
parameters {γk} can be used to compensate for the unequal assignment of
importance across the agents’ likelihoods. Specifically, the choice

γk = 1
vk

(13.28)

leads to λNB2,t(θ) = λcen,t(θ), and, hence, the NB2 strategy achieves the
same error exponent as the centralized Bayesian scheme, even with left
stochastic combination matrices. Note that the Perron vector need not

2The columns of A add up to 1 since A is left stochastic by assumption. If vk = 1/K for all
k, from (4.5) we have

A
1

K
= 1

K
⇐⇒ A1 = 1, (13.27)

which implies that the rows of A also add up to 1. Therefore, if v has uniform entries, A must
be doubly stochastic.
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be known beforehand by the agents. It can be estimated by means of a
standard distributed consensus protocol [58], as explained in [23].

Example 13.1 (Independent agents). Consider the following social learning problem
with statistically independent data across the agents. The network topology is displayed
in the left panel of Figure 13.1. It is a strong undirected graph (all nodes have a self-loop,
not shown in the figure). On top of it, we construct a left stochastic combination matrix
through the uniform-averaging rule — see Table 4.1. Regarding the agents’ data, consider
the following family of Laplace probability density functions with three different means
and unit scale parameter, namely,

gn(x) = 1
2e
−|x−0.1n|, n = 1, 2, 3. (13.29)

The distributions of the agents are chosen from among these Laplace densities, in the
specific way reported in Table 13.1. We observe that this assignment results in a globally
identifiable problem for any choice of ϑo.

Table 13.1: Identifiability setup for the learning problem in Example 13.1.

Likelihood model: ℓk(x|θ)
Agent k

θ = 1 θ = 2 θ = 3
1 − 3 g1(x) g1(x) g3(x)
4 − 6 g1(x) g3(x) g3(x)
7 − 10 g1(x) g2(x) g1(x)

We run all algorithms by assuming that the initial beliefs are uniform. Accordingly,
the overall error probability (13.15), corresponding to the centralized system, becomes

p̄t = 1
H

∑
ϑo∈Θ

Pϑo

[
ϑo ̸= arg max

θ∈Θ
µcen,t(θ)

]
. (13.30)

Likewise, for the distributed strategies (i.e., the NB2 strategy and traditional social
learning), to obtain a compact performance descriptor we further average the error
probabilities of all agents. The overall error probability p̄t in this case is defined as

p̄t = 1
KH

K∑
k=1

∑
ϑo∈Θ

Pϑo

[
ϑo ̸= arg max

θ∈Θ
µk,t(θ)

]
. (13.31)

Figure 13.1 shows the evolution over time of this average error probability for: i) the
NB2 strategy from listing (13.19) with the update parameters {γk} chosen according
to (13.28); ii) traditional social learning (SL) from listing (3.16); and iii) the central-
ized Bayesian posterior in (13.4). We see that the NB2 strategy outperforms traditional
social learning, and attains the same error exponent as the centralized Bayesian posterior.
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Figure 13.1: (Left) Network topology used in Example 13.1. The graph is undirected and
all agents are assumed to have a self-loop (not shown in the figure). (Right) Average error
probability (Eqs. (13.30) and (13.31)) as a function of time, for the independent data case and
a left stochastic matrix. We compare: i) the NB2 strategy from listing (13.19) with the update
parameters {γk} chosen according to (13.28); ii) traditional social learning (SL) from listing
(3.16); and iii) the centralized Bayesian posterior in (13.4).

13.1.3 Clusters of Highly Dependent Agents

Interestingly, the NB2 strategy can achieve the optimal Bayesian exponent
and outperform traditional social learning even in some scenarios with
high statistical dependence across the agents. This is shown in [23] for the
limiting case where the network is divided into clusters wherein agents
have the same data (i.e., they have maximal statistical dependence). Let
us now examine this case in greater detail.

Specifically, the network is partitioned into M clusters or groups, de-
noted by G1,G2, . . . ,GM . The cluster to which agent k belongs will be
denoted by Ck. For example, if we have 3 agents and M = 2 clusters, with

G1 = {1, 2}, G2 = {3}, (13.32)

then the clusters to which the individual agents belong are

C1 = G1, C2 = G1, C3 = G2. (13.33)

We assume that the agents within the same cluster observe the same data,
i.e., if j and k belong to the same cluster,

xj,t = xk,t. (13.34)

In this scenario, traditional non-Bayesian social learning ends up counting
multiple times the same data arising from agents belonging to the same
cluster. In contrast, a centralized Bayesian posterior taking into account
the statistical dependence would discard all redundant data and compute
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the product only between the remaining likelihoods. In other words, the
centralized problem can be reformulated as an equivalent problem with
only M independent data samples at each time t. Assume that, given the
mth cluster, the centralized system picks from this cluster only the data
from a single agent in the cluster, denoted by jm. Accordingly, the optimal
log likelihood ratio would be the sum of the log likelihood ratios for these
independent data samples, namely,

λcen,t =
M∑
m=1

λjm,t. (13.35)

Note that we can also represent the log likelihood ratio in (13.35) by
including the log likelihood ratios from all agents, by writing

λcen,t =
K∑
k=1

1
|Ck|

λk,t. (13.36)

In fact, in (13.36) the log likelihood ratio of each agent k is divided by the
cardinality of the cluster to which agent k belongs. Since the log likelihood
ratios corresponding to the same cluster are identical, the representation in
(13.36) is equivalent to including a single log likelihood ratio per cluster.

Consider now the NB2 strategy. In order to achieve the same exponent
as the centralized Bayesian scheme, we need to match (13.20) with (13.36).
This is easily obtained by setting

γk = 1
vk|Ck|

. (13.37)

For example, if one cluster is made of 2 agents, say j and k, we have
|Cj | = |Ck| = 2, and rule (13.37) (apart from compensating for the Perron
vector entries, as explained in the previous section) discounts the log
likelihood by a factor 1/2 to split its contribution equally between the two
agents in the cluster. In contrast, traditional non-Bayesian social learning
neglects the dependence and simply treats the data in the cluster as if they
were independent. As a consequence, in traditional non-Bayesian social
learning the data in the cluster are given more relevance than what they
would deserve according to the optimal Bayesian processing.

Example 13.2 (Clusters of highly dependent agents). Consider the same network
topology used in Example 13.1. To explore the potential benefits of the NB2 strategy
with dependent data, for the experiments in Figure 13.2 we consider the following setup.
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Figure 13.2: (Left) Network topology used in Example 13.2. The shaded areas represent the
clusters of agents. The graph is undirected and all agents are assumed to have a self-loop (not
shown in the figure). (Right) Average error probability (Eqs. (13.30) and (13.31)) as a function
of time, for the highly dependent data case and a doubly stochastic matrix. We compare: i) the
NB2 strategy from listing (13.19) with the update parameters {γk} chosen according to (13.37);
ii) traditional social learning (SL) from listing (3.16); and iii) the centralized Bayesian posterior
in (13.4), computed by assuming perfect correlation among the data within the same cluster.

The data samples of agent 1 originate from a unit-scale Laplace distribution with mean
equal to 0.1; the data samples of all other agents originate from a unit-scale Laplace
distribution with mean equal to 0.05, and these agents (i.e., from 2 to 10) form a cluster
with dependent data. The two groups of agents, G1 = {1} and G2 = {2, 3, . . . , 10}, are
highlighted in the network topology depicted in the left panel of Figure 13.2. For the
dependence enforced within G2, we consider the following scenarios: the limiting case
where all data within the cluster are the same (corresponding to a Pearson correlation
coefficient equal to 1); the more practical case where we first generate the same data
samples for all the agents within G2, and then add to these samples independent Gaussian
variables with zero mean and unit variance. In this way, the observations of agents
2, 3, . . . , 10 are highly correlated but not equal (specifically, they feature a Pearson
correlation coefficient equal to 2/3).

In this example we want to emphasize the role of the dependence among the agents,
rather than of the asymmetries arising from unequal Perron vector entries. Therefore,
we choose a doubly stochastic combination matrix (specifically, a Metropolis matrix —
see Table 4.1), which implies that the Perron vector has uniform entries, i.e., vk = 1/K
for k = 1, 2, . . . ,K. According to (13.37), the update constants for the NB2 strategy are
set as

γk = K

|Ck| . (13.38)

We remember that this design choice has been obtained for a model where the data
within the same cluster are exactly the same. Observe that this model holds for the
considered case with Pearson correlation coefficient equal to 1, while it does not hold for
the case with Pearson correlation coefficient equal to 2/3. Remarkably, in Figure 13.2
we see that the NB2 strategy significantly outperforms traditional social learning for
both the considered values of the correlation coefficient, i.e., also in the more practical
case where the data within the same cluster are different.

In Figure 13.2 we also show the performance of the centralized Bayesian posterior
that assumes perfect correlation among the data within the same cluster. Remarkably,
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the error exponent attained by the NB2 strategy, for both the considered values of the
correlation coefficient, is close to the error exponent attained by this Bayesian posterior.

13.1.4 More General Update Rules

The update rule (13.1) was already obtained in Chapter 2 — see (2.90). In
particular, we showed there that, from an information-theoretic viewpoint,
this modified rule arises when one modifies the free energy by weighting the
KL divergence term by 1/γk. From a stochastic-optimization viewpoint, the
parameter γk plays the role of the step-size of a stochastic mirror descent
algorithm. Rule (13.1) is not the only possibility for deriving posterior
beliefs based on specific constraints [174]. As also discussed in the last
paragraph of Chapter 2, different update rules would arise by considering
variations of the cost functions in (2.61), (2.70), or (2.72), by scaling the
individual terms with different weights, so as to unbalance the relative
importance of past information (encoded in the prior) and fresh data
(encoded in the likelihood). We have seen other instances of this general
approach in Chapter 8 when we introduced the adaptive update rule

ψk,t(θ) ∝ µ1−δ
k,t−1(θ)ℓk(xk,t|θ). (13.39)

Comparing (13.39) with (13.1) we see that in the adaptive rule (13.39) the
belief, rather than the likelihood, is raised to some power. Note also that
in the adaptive case we did not consider an agent-dependent parameter
δk, even if this choice is possible. The reason why an agent-independent
parameter δ works is that, to infuse adaptation, we do not need to differ-
entiate among the agents. What we need to do is to reduce the importance
of past data in comparison with new data. To this end, we reduced the
importance of the previous-lag belief with respect to the likelihood. In
contrast, as we explained in the previous section, in the NB2 update (13.1)
what matters is to assign different degrees of importance to the likelihoods
of different agents, for example, to compensate for different Perron entries
or to avoid redundancy in the case of dependent data. That is why in
(13.1) we consider an agent-dependent parameter γk.

Another interesting aspect concerns the intrinsic non-Bayesian nature
of the update in (13.1). As we showed in Section 8.2.3, Eq. (13.39) can
be interpreted as a Bayesian update with respect to a flattened belief
µ̂k,t−1(θ) ∝ µ1−δ

k,t−1(θ). In contrast, Eq. (13.1) cannot be interpreted as a
Bayesian update, since if we try to normalize ℓγkk (xk,t|θ) to get a probability
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(mass or density) function, we get a normalization constant that depends
on θ, and we lose the Bayesian-update structure.

The above discussion suggests that we can also consider a more general
update rule in the form

ψk,t(θ) ∝ µ1−δ
k,t−1(θ)ℓγkk (xk,t|θ), (13.40)

where we raise to suitable powers both the belief and the likelihood. In this
way, we can design social learning algorithms that are at the same time
adaptive (thanks to the adaptation parameter δ) and able to control the
discrepancies among the agents so as to optimize the performance (thanks
to the update constants {γk}).

13.1.5 Bayesian or Non-Bayesian?

The local Bayesian update employed in traditional social learning is moti-
vated by observing that, when given a prior µk,t−1 and a new observation
xk,t, an agent k acting rationally would build the updated belief µk,t via
Bayes’ rule. Since agent k has all the necessary knowledge to perform such
update locally, then it makes sense to assume that the local update step is
Bayesian. Then, traditional social learning becomes globally non-Bayesian
due to the combination step, which aggregates the marginal agents’ like-
lihoods without implementing Bayes’ rule globally, i.e., at the network
level.

We have shown that in some useful cases the NB2 strategy attains the
same asymptotic performance as the optimal centralized Bayesian scheme,
while traditional social learning does not. Intriguingly, the NB2 strategy
achieves this improvement by adding a further non-Bayesian layer, since
the update step is no longer Bayesian. Therefore, we obtain a curious
result: Two non-Bayesian steps lead to a Bayesian behavior! This might be
regarded as an instance of the double-negation case where two negatives
cancel each other out.

One explanation for this behavior is that the local Bayesian update is a
greedy choice, since it is optimal only locally. In making this greedy choice,
the agent is not considering that this local step is one part of a global
learning process, which involves cooperation with other agents. Therefore,
it is legitimate that a rational agent modifies its local behavior to reach
improved global performance.

In practice, establishing whether in a social learning algorithm the
local updates must be Bayesian or non-Bayesian is an open question.
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From a behavioral viewpoint, social learning models attempt to mimic the
behavior of real-world social groups. Useful theories developed in social
and cognitive sciences support the thesis that agents act individually
in a Bayesian manner. It would be interesting to explore whether these
behavioral theories can incorporate models that depart from the assumption
of local Bayesian updates. In this perspective, a non-Bayesian update
scheme like the one implemented by the NB2 strategy can be interpreted
as a more powerful notion of rationality. The agents are cognizant of
belonging to a social system and accordingly modify their updates (from
Bayesian to non-Bayesian) to optimize the social, rather than the individual,
performance. However, from an experimental viewpoint, it is not known
whether the non-Bayesian updates would match well the effective cognitive
mechanism observed in real-world groups.

From an engineering design perspective, we have shown that a social
learning algorithm using the non-Bayesian update rule (13.1) can lead to
superior performance in some scenarios. For this to be true, each agent
k should incorporate (through the parameter γk) into its own update
some information regarding the social aspects. For example, the Perron
vector that is related to the graph of social interactions, or the statistical
dependence across the agents. However, when this knowledge regarding
the distributed network features is not available, or in scenarios different
from the ones considered in [23], the NB2 strategy could be outperformed
by a scheme with Bayesian updates.

We could sum up by saying that a local Bayesian update is a more
general-purpose rule motivated by assuming local rationality of the agents,
which does not need any information regarding the distributed network
setting. In comparison, the NB2 strategy is a more focused strategy that
can outperform traditional social learning in some cases, by incorporating
ad-hoc information regarding the distributed scenario.

13.2 Censored Beliefs

The ASL strategy introduced in Chapter 8 enables adaptation in social
learning by modifying the Bayesian update rule (3.10a) into the adap-
tive update rule (8.6). We next illustrate another possibility to enable
adaptation in social learning. Referring back to the social learning scheme
(3.10a)–(3.10b), as done for the ASL strategy, we continue to use geomet-
ric averaging for the cooperation step (3.10b) and focus instead on the
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modification of the self-learning step (3.10a), namely, on the computation
of the intermediate belief vector ψk,t.

The basic idea is to avoid that the agents become too “extreme” in
their convictions. To this end, we should avoid that the beliefs about the
discarded hypotheses become too small. Therefore, while we want i) an
intermediate belief vector ψk,t close to the Bayesian update µBu

k,t, we also
want ii) that the entries of ψk,t do not fall below some minimum value
ψmin > 0. In this way, these entries will remain bounded away from 0.
These two requirements can be translated into the following optimization
problem:

ψk,t = arg min
p∈∆H

D
(
p||µBu

k,t

)
, subject to p(θ) ≥ ψmin > 0 ∀θ ∈ Θ.

(13.41)
Note that the minimum admissible belief must fulfill the condition

ψmin ≤
1
H
, (13.42)

otherwise the vector p would have all entries larger than 1/H. Then
the sum of its entries will exceed 1, and p could not be a probability
vector. Preliminarily, we observe that problem (8.1) is feasible under
(13.42) because there exists at least one feasible point, namely, the uniform
solution p(θ) = 1/H for all θ ∈ Θ.

We now show how to solve (13.41) by using the Karush-Kuhn-Tucker
(KKT) conditions [33, 155]. In order to state these conditions, it is first
necessary to rewrite (13.41) as a convex problem in standard form. To this
end, we introduce the following notation:

J(p) ≜ D(p||µBu
k,t), p ∈ RH+ , (13.43)

f(p) ≜
∑
θ∈Θ

p(θ)− 1, (13.44)

gθ(p) ≜ ψmin − p(θ), θ ∈ Θ, (13.45)

which allows us to rewrite the problem in (13.41) as

ψk,t = arg min
p∈RH+

J(p), subject to f(p) = 0 and gθ(p) ≤ 0 ∀θ ∈ Θ,

(13.46)
where R+ is the set of positive real numbers. Note that the cost function is
strictly convex in its argument p, the equality constraint is affine, and the
inequality constraints are convex. Therefore, we have a convex optimization
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problem, which is feasible since we showed that there exists at least one
feasible point.

We continue by introducing the Lagrangian
L(p, ζ, ν) ≜ J(p) + ν f(p) +

∑
θ∈Θ

ζθ gθ(p), (13.47)

where ν ∈ R is the Lagrange multiplier associated with the equality
constraint, and ζ = [ζθ] is the vector collecting the nonnegative Lagrange
multipliers associated with the inequality constraints.

Under differentiability and convexity, it is known that a point p is a
solution to (13.41) if, and only if, it fulfills the KKT conditions, which are
the following [33, 155]:

f(p) = 0, (13.48)
gθ(p) ≤ 0, (13.49)
ζθ ≥ 0, (13.50)
ζθ gθ(p) = 0, (13.51)
∇pL(p, ζ, ν) = 0, (13.52)

where the conditions relative to θ are intended to hold for all θ ∈ Θ, and
where ∇p denotes the gradient computed with respect to p.

Let us start by evaluating the θth entry of the gradient in (13.52),
which, by exploiting (13.43)–(13.45), can be evaluated as

∂L(p, ζ, ν)
∂p(θ) = ∂J(p)

∂p(θ) + ν
∂f(p)
∂p(θ) + ζθ

∂gθ(p)
∂p(θ)

= 1 + ν + log p(θ)
µBu
k,t(θ)

− ζθ. (13.53)

Imposing condition (13.52), we find that the sought-after solution ψk,t(θ) =
p(θ) must satisfy

ψk,t(θ) = χµBu
k,t(θ) eζθ , (13.54)

where we introduced the scaling constant χ = e−(1+ν). Accounting for
(13.51), we conclude that

ψk,t(θ) =

ψmin if ζθ > 0,
χ µBu

k,t(θ) if ζθ = 0,
(13.55)

which, defining the set S ≜ {θ : ζθ > 0}, can be rewritten as

ψk,t(θ) =

ψmin if θ ∈ S,
χ µBu

k,t(θ) if θ ∈ Sc,
(13.56)
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where Sc denotes the complement of S. Imposing the equality constraint
(13.48), we have

1 =
∑
θ∈Θ

ψk,t(θ) = |S|ψmin + χ
∑
θ∈Sc

µBu
k,t(θ) =⇒ χ = 1− |S|ψmin∑

θ∈Sc
µBu
k,t(θ)

. (13.57)

The solution in (13.56) is not yet determined since we have not specified
how to determine the set S. Moreover, since we must guarantee that
ψk,t(θ) ≥ ψmin for all θ, in view of (13.56), when θ ∈ Sc we must impose
the condition

χµBu
k,t(θ) ≥ ψmin, (13.58)

which depends on the constant χ and, hence, is also affected by S.
The set S can be obtained by implementing the straightforward algo-

rithmic procedure shown in listing (13.59).

Adaptive update with censored beliefs

initialize ψk,t = µBu
k,t, S = {θ : ψk,t(θ) ≤ ψmin}

while ψk,t(θ) < ψmin for some θ∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣∣

for each θ ∈ Θ∣∣∣∣∣∣∣∣∣∣∣

χ = 1 − |S|ψmin∑
θ∈Sc

µBu
k,t(θ)

ψk,t(θ) =
{
ψmin if θ ∈ S
χµBu

k,t(θ) if θ ∈ Sc

end

S = S
⋃

{θ ∈ Sc : ψk,t(θ) ≤ ψmin}

end

(13.59)

In the algorithm (see also Figure 13.3 for a graphical illustration), we
start by collecting into a set S the hypotheses θ for which the initial beliefs
µBu
k,t(θ) are smaller than or equal to ψmin. Then we replace with ψmin all

the entries that are smaller than ψmin. The additional mass necessary
to fill the gap between these entries and ψmin is taken from the beliefs
µBu
k,t(θ) that exceed ψmin, which correspond to θ ∈ Sc. Specifically, this

mass is redistributed by applying (13.57) and setting ψk,t(θ) = χµBu
k,t(θ)

for θ ∈ Sc. If the resulting vector ψk,t continues to violate the inequality
constraints, we update the set S, saturate the entries smaller than ψmin,
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Figure 13.3: An example illustrating the algorithm in listing (13.59). (Left) Bayesian update
µBu
k,t. (Center/Right) Beliefs computed by the algorithm in the two iterations necessary to

converge.

and apply again (13.57). The procedure is repeated until the vector ψk,t
is feasible, i.e., until it fulfills the constraints ψk,t(θ) ≥ ψmin for all θ ∈ Θ.
Note that the algorithm can perform at most H − 1 iterations and that
it must necessarily find an admissible solution. To see why, observe that
at each iteration the algorithm adds at least one new entry equal to ψmin.
Accordingly, if the algorithm has run for H − 1 iterations, the current
belief has H − 1 entries equal to ψmin. However, since at each iteration the
algorithm produces a valid pmf by construction, and since ψmin ≤ 1/H,
we have two cases. If ψmin = 1/H, to obtain a pmf the remaining entry
must be equal to 1/H. This means that the updated Sc is empty, and
the algorithm terminates with a uniform belief. If instead ψmin < 1/H,
the remaining entry cannot be smaller than ψmin (otherwise we would not
have a pmf) and, hence, the algorithm terminates. We conclude that the
algorithm finds always an admissible solution in at most H − 1 iterations.

In summary, we arrive at an algorithmic procedure that implements a
belief update with censored beliefs. As a result of keeping the belief-vector
entries away from zero, we infuse the resulting social learning algorithm
with adaptation capabilities. To understand why, it is useful to consider the
simplified setting with a single agent (we accordingly drop the subscript k
in the following). Consider the sequential Bayesian updates seen in (2.21):

µt(θ) ∝ µt−1(θ)ℓ(xt|θ), (13.60)
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which lead to the relation

log µt(θ)
µt(θ′)

= log µt−1(θ)
µt−1(θ′) + log ℓ(xt|θ)

ℓ(xt|θ′)

= log µ0(θ)
µ0(θ′) +

t∑
τ=1

log ℓ(xτ |θ)
ℓ(xτ |θ′)

. (13.61)

As shown in Lemma 2.2, under correct likelihood models, the belief about
the true hypothesis tends to 1 as time elapses. This result follows from
the fact that the log belief ratio between the true and a wrong hypothesis
diverges asymptotically (as shown in (2.42)). For instance, if the true state
is θ, the log belief ratio in (13.61) diverges to ∞.

Assume now that the true state is θ until a given time instant T ≫ 1,
and then the true state changes from θ to θ′. To examine the learning
behavior under this new condition, it is useful to write the following relation
for t > T :

log µt(θ)
µt(θ′)

= log µT (θ)
µT (θ′) +

t∑
τ=T+1

log ℓ(xτ |θ)
ℓ(xτ |θ′)

. (13.62)

If T is large, we have µT (θ) ≈ 1 (hence, µT (θ′) ≈ 0). Thus, the first term
on the RHS of (13.62) is large. As observed, this is a desired behavior to
learn the hypothesis θ that is in force until T . On the other hand, under the
new true hypothesis θ′, the log belief ratio in (13.62) should invert its trend
and diverge to −∞, thus resulting in a belief that is correctly maximized
at θ′. However, it is virtually impossible to achieve correct learning within
a short time period, due to the almost infinite initial condition at t = T .
To mitigate this effect, we can censor the beliefs in such a way that they
remain sufficiently away from zero, which would guarantee the boundedness
of the first term on the RHS of (13.62).

The shape of the resulting intermediate beliefs in (13.56) has an inter-
esting interpretation. Depending on the values of the traditional Bayesian
update µBu

k,t, some entries of ψk,t are censored and set to the minimum
admissible credibility ψmin. The other entries of ψk,t are a scaled version of
the traditional Bayesian update. In a nutshell, we could say that ψk,t follows
as much as possible the shape of the Bayesian update, while remaining
compatible with the minimum credibility constraint. It is useful to make
some analogies and distinctions with respect to the adaptive social learning
(ASL) strategy introduced in Chapter 8.
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• We have already seen that the ASL strategy leads to a linear com-
bination of log likelihood ratios — see, e.g., (9.1). In contrast, when
applied in a social learning context, the censored-belief approach
entails repeated nonlinear steps related to the censoring operation.
While it is still true that, with the geometric combination rule, the log
ratios log ψj,t(ϑ⋆)

ψj,t(θ) are linearly combined, this combination takes place
after a censoring operation that destroys the overall linear structure
of the recursion.

• The censoring strategy implemented by (13.56) is reminiscent of
the philosophy underlying traditional change detection or quickest
detection procedures, such as Page’s CUSUM test [14, 141, 163, 176].
For a single-agent, binary change-detection problem, it is well known
that censoring the decision statistic is beneficial from the quickest
detection viewpoint. In particular, in the single-agent binary detection
case with true distribution corresponding either to ℓ(x|1) or ℓ(x|2),
and with data generated from a hypothesis that suddenly varies at
some instant, Page’s rule optimizes in a suitable mathematical sense
the trade-off between false alarms and time to detect the change [133,
142]. It would be interesting to explore whether this trade-off is
also optimized by the belief-censoring strategy adopted in the social
learning setting. It would also be interesting to compare the ASL
strategy against the strategy with censored beliefs. This type of
comparison is akin to the classic comparison existing in the literature
between EWMA and CUSUM control charts [114] for single-agent
binary detection problems.

• Another aspect is the impact of censoring on the value itself of the
belief, rather than on the decision made by the agents. The belief
value plays an important role in opinion formation and contains more
information than the decision. It provides the degree of confidence
assigned by the agents to each hypothesis, and, in particular, reveals
how confident an agent is about a particular decision. For example,
consider the case where sufficient evidence has been collected in
support of the target hypothesis, so that the belief corresponding
to the wrong hypotheses has reached the minimum value ψmin. This
means that the belief corresponding to the target hypothesis has
reached the maximum value tolerated by the censored strategy, which
is ψmax = 1− (H − 1)ψmin. Assume now that the data distribution
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changes by providing more evidence in support of the currently chosen
hypothesis. The censored strategy is not able to translate this increase
of evidence into an increase of belief, since the maximum value ψmax
has already been reached. In contrast, the ASL strategy will reflect
the change by fluctuating around a higher belief. This is because the
ASL strategy inherently tracks an analog decision statistic, whereas
the censored strategy can track only until censoring takes place.

• We observed in Chapter 5 that traditional social learning allows the
belief about the target hypothesis to reach values astronomically
close to 1, making the agents reluctant to change their mind in the
presence of drifting conditions. One might ask whether such an endless
improvement makes sense in practice and which mechanisms can be
implemented to contrast it. In this connection, both the ASL and
the censored strategies prevent the belief about the target hypothesis
to approach indefinitely the value 1, albeit in two very different
manners. For the ASL strategy, the belief “collapse” is avoided by
preserving some degree of uncertainty in the beliefs, which keep on
fluctuating randomly as time elapses. The censored strategy operates
more “abruptly”; it forces the beliefs to stay always above a minimum
credibility, which implies that the belief about the target hypothesis
stays bounded away from 1.

• The comparison of different adaptation mechanisms is particularly
interesting from a behavioral perspective, where numerous questions
arise. For example, which adaptation mechanism would represent more
faithfully the behavior observed in a certain distributed cognitive
process? Are different categories of individuals represented by different
adaptation mechanisms?

13.3 Learning the Social Graph

We have explained in the previous chapters that the network graph plays
a critical role in the social learning performance. For example, we saw
in Chapter 5 how diverse learning modes are observed over connected
or weak graphs. In social learning applications, there is however another
important learning problem that we should consider, namely, the inverse
problem of learning the underlying graph structure from the observation
of the beliefs. In other words, instead of focusing on what the agents learn
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through their social learning algorithm (which is the goal of the direct
learning problem), we can focus on the dual problem that deals with how
the nodes learn (i.e., on discovering the hidden interconnections that drive
the social learning process). Figure 13.4 summarizes this scenario. In the
direct problem, we start from a topology, run the social learning algorithm,
and examine its performance (e.g., the convergence of the agents’ beliefs or
the probability of misclassifying the target hypothesis) and the dependence
of this performance on the graph. Conversely, in the dual problem we
collect the streams of beliefs ψk,t publicly exchanged by the agents, and
focus on discovering the underlying graph.

k
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Figure 13.4: Illustration of the social graph learning problem. The agents of a network run a
social learning algorithm to construct their beliefs about some hypotheses of interest (the direct
learning problem). The network graph influences the way each agent shares its opinions with
its neighbors. An inferential engine can probe the subset of agents {j, k, l,m} and collect the
pertinent beliefs shared over the network. Based on these beliefs, the goal of the dual learning
problem is to estimate the subgraph of connections between nodes j, k, l,m.

The general problem of learning a graph topology from measurements
collected at the nodes arises across several disciplines. It is therefore not
surprising that this problem is referred to in multiple ways, including: graph
learning, topology inference, network tomography, graph reconstruction,
graph estimation. The graph learning problem can provide answers to
many interesting questions. For example, by observing the evolution of
the nodes’ signals, can one establish which nodes are sharing information
with each other? How is privacy reflected in these interactions? Can one
discover which nodes have a magnified influence on the overall network
behavior? Numerous applications would benefit from such answers: tracing
the relationships between the users in a social network to capture the
opinion formation mechanism or to locate the source of fake news [115, 118,
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140, 160]; discovering clandestine information flows over the Internet [116,
168]; learning the synchronized cognitive behavior of a school of fish evading
predators [51, 138]; investigating the interaction between structural and
functional connectivity in the brain [112]; characterizing the evolution of
urban traffic [61]; discovering hidden relationships in financial data [86];
estimating gene regulatory networks from gene expression data [75].

Owing to several forms of physical limitations, the difficulty in address-
ing the graph learning problem is compounded by the fact that usually
only a limited fraction of the nodes can be probed. This is especially true
over large-scale networks. A second important question arises: Despite
the presence of latent, unobserved nodes, can partial observations still be
sufficient to discover the graph linking the probed nodes? For example,
in probing signals from the brain, only certain regions of the brain are
examined. Likewise, in probing signal flows over a social network with
millions of members, only a limited number of observations may be avail-
able. Under this regime, which is referred to as the partial observability
regime, graph learning becomes more complicated than usual, since the
signals collected at the probed nodes are subject to the influence (through
information diffusion) of the unobserved nodes. Interestingly, recent works
show that, despite the influence of the latent nodes, the graph linking the
probed nodes can be estimated faithfully under suitable conditions [47,
121, 122, 124, 150].

There exist some useful survey articles related to the topic of graph
learning [63, 81, 117, 121]. Since the focus of this book is on social learning,
it is useful to mention two recent works that deal with the graph learning
problem in the context of the social learning models that we have introduced
and examined in the previous chapters.

The first work is [118], which addresses the topology inference problem
for a social learning algorithm ruled by a weak graph — see Section 4.5.
Specifically, given the beliefs collected by probing a node belonging to a
receiving network, the goal is to discover the global influence that any
sending network might have exerted on that node. This problem is also
referred to as macroscopic topology learning in [118]. This global influence
is measured by the sum of the limiting combination weights from all nodes
in a given sending network to the node under consideration. The limiting
combination weights automatically embody the effect of multi-hop paths
from the agents in the sending networks to the agents in the receiving
networks — see (4.55). The following strong interplay between social
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and topology learning is discovered in [118]: Given H hypotheses and S

sending networks, for macroscopic topology learning to be feasible it is
necessary that the number of sending networks is smaller than or equal
to the number of hypotheses, i.e., that S ≤ H. This is only a necessary
condition. For example, by exploiting the theory of Euclidean distance
matrices, it is shown in [118] that if the data within the sending networks
follow a very structured Gaussian model (see details in [118]), macroscopic
topology inference is feasible only for S = 2. However, and remarkably,
one fundamental result from [118] is that macroscopic topology inference
becomes feasible whenever S ≤ H (that is, the condition S ≤ H becomes
also sufficient) provided that a certain degree of diversity exists in the
statistical models of the sending networks.

The second work that we would like to mention is [160], which addresses
the problem of estimating, from the beliefs publicly exchanged by the agents,
the entire combination matrix underlying the social learning algorithm. A
graph learning algorithm is proposed, whose analytical characterization
reveals that it is possible: i) to estimate faithfully the combination matrix,
which allows to learn the underlying topology and quantify the pairwise
influences between agents; ii) to identify the influence that each individual
agent has on the objective of truth learning and accordingly quantify its
degree of informativeness, further allowing to identify the influencers and
the influenced agents. The proposed algorithm works under nonstationary
environments where either the true state of nature or the graph topology
are allowed to drift over time. The operation of the algorithm is illustrated
by applying it to different subnetworks of Twitter users to identify the
most influential users by using the text contained in their public tweets.
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Appendix A

Convex Functions

In this book we use some properties of convex functions. For this reason, we
collect in this appendix minimal elements about convex functions that are
directly applied in our proofs. For a broader treatment see, e.g., [33, 155].
Here and in the forthcoming appendices, most classic results are stated
without proof; for these results, we provide references where the interested
reader can find the necessary technical background and derivations.

We start with the definition of convex sets.

Definition A.1 (Convex sets). A set S ⊆ Rd is convex when, for all pairs of
distinct points x, y ∈ S and all p ∈ (0, 1), the point z = px+ (1 − p)y belongs to
S.

Geometrically, a convex function is ∪-shaped: Given two points x and
y, the line segment (chord) connecting f(x) to f(y) lies above or on the
function evaluated along the line segment that connects x to y.

Definition A.2 (Convex functions). A function f : Rd 7→ R is convex when its
domain dom(f) is convex and

f(px+ (1 − p)y) ≤ pf(x) + (1 − p)f(y) ∀x, y ∈ dom(f), ∀p ∈ [0, 1]. (A.1)

The function is called strictly convex if the inequality is strict whenever x ̸= y
and 0 < p < 1.

When the function is differentiable, convexity can be defined in terms
of the gradient.
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Lemma A.1 (First-order condition for convexity [33]). Let f : Rd 7→ R be
defined in an open domain dom(f) and differentiable on it. Then, convexity is
equivalent to the condition

f(y) − f(x) ≥ [∇f(x)]T (y − x) ∀x, y ∈ dom(f), (A.2)

and strict convexity holds when the inequality is strict for all x ̸= y.

In particular, when 0 ∈ dom(f) and f(0) = 0, we have the following
two relations that are useful in some of our proofs:

f(y) ≥ [∇f(0)]T y ∀y ∈ dom(f), (A.3a)
[∇f(x)]T x ≥ f(x) ∀x ∈ dom(f). (A.3b)

Equation (A.3a) is obtained by setting x = 0 in (A.2), whereas Eq. (A.3b)
is obtained by setting y = 0.

When the function is twice differentiable, convexity can be directly
expressed in terms of the Hessian matrix.

Lemma A.2 (Second-order condition for convexity [33]). Let f : Rd 7→ R be
defined in an open domain dom(f) and twice differentiable on it. Then, f is
convex if, and only if, the Hessian matrix ∇2f(x) is positive semidefinite (i.e.,
all its eigenvalues are nonnegative) for all x ∈ dom(f). Strict convexity holds
when the matrix is positive definite (i.e., all its eigenvalues are positive).

Convexity is especially useful in optimization problems, because it
provides information about the existence and/or uniqueness of minima.
Consider an open domain dom(f). Recall that, regardless of convexity, if
xo is a minimum (even local) of a differentiable function f , then we must
have ∇f(xo) = 0. Convexity implies that annihilation of the gradient is
also a sufficient condition for a minimum to exist. Moreover, for convex
functions this minimum is always a global minimum, but there might be
multiple global minima. For strictly convex functions, this is not possible,
and when a minimum exists, it is the unique global minimum.



Appendix B

Entropy and KL Divergence

This appendix collects some information-theoretic quantities that are useful
in our treatment. For more details see, for example, [52].

In the forthcoming definitions we adopt the following conventions (based
on continuity arguments):

0 log 1
0 = 0 log 0 = 0 log 0

0 = 0, log a0 =∞, log 0
a

= −∞, (B.1)

for a > 0. We start by presenting the definition of Shannon’s entropy for
discrete random variables, which quantifies the uncertainty associated with
a probability mass function.

Definition B.1 (Shannon’s entropy). Let y be a discrete random variable defined
on a set Y and having pmf p(y). The entropy of y or, equivalently, the entropy
of the pmf p(y), is

H(p) ≜
∑
y∈Y

p(y) log 1
p(y) = E log 1

p(y) . (B.2)

Next, we define the conditional entropy of a random variable z given
another random variable y, which quantifies the residual uncertainty con-
tained in z once y is observed.

Definition B.2 (Conditional entropy). Let y and z be two discrete random
variables defined on sets Y and Z, respectively, and having joint pmf p(y, z).
The entropy of z given an observed value y is the entropy of the conditional pmf
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p(z|y), ∑
z∈Z

p(z|y) log 1
p(z|y) . (B.3)

The conditional entropy of z given y is the expectation of the above quantity
taken over the distribution of y,

Hz|y(p) ≜
∑
y∈Y

∑
z∈Z

p(y, z) log 1
p(z|y) = E log 1

p(z|y) . (B.4)

In the following definition we introduce the cross-entropy between a
reference pmf p(y) (which is assumed to be the actual pmf of the random
variable y) and another pmf q(y).

Definition B.3 (Cross-entropy). Let y be a discrete random variable defined on
a set Y and having pmf p(y). Let q(y) be another pmf defined on the same set.
The cross-entropy between p(y) and q(y) is

H(p, q) ≜
∑
y∈Y

p(y) log 1
q(y) = E log 1

q(y) . (B.5)

We continue by defining a quantity related to the cross-entropy, called
Kullback-Leibler (KL) divergence or relative entropy, which is useful to
measure the dissimilarity between a reference pmf p(y) and another pmf
q(y).

Definition B.4 (KL divergence). Let y be a discrete random variable defined on
a set Y and having pmf p(y). Let q(y) be another pmf defined on the same set.
The KL divergence between p(y) and q(y) is

D(p||q) ≜
∑
y∈Y

p(y) log p(y)
q(y) = E log p(y)

q(y) . (B.6)

Since log( p(y)/q(y) ) = log p(y) − log q(y), by using Definitions B.1 and B.3 we
get the following representation:

D(p||q) = H(p, q) −H(p). (B.7)

Moreover, the KL divergence is always nonnegative, and is equal to 0 if, and
only if, p = q.
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The KL divergence can also be introduced for two pdfs p(y) and q(y)
defined on Rd:

D(p||q) = E log p(y)
q(y) =

∫
Rd
p(y) log p(y)

q(y)dy, (B.8)

and it can be extended to more general probability measures by appealing
to the concept of the Radon-Nikodym derivative [54].

Similarly to what was done in Definition B.2, we can introduce the
conditional cross-entropy as follows.

Definition B.5 (Conditional cross-entropy). Let y and z be two discrete random
variables defined on sets Y and Z, respectively, and having joint pmf p(y, z). Let
q(z|y) be a conditional pmf defined for y ∈ Y and z ∈ Z. Given an observed
value y, the cross-entropy between the conditional pmfs p(z|y) and q(z|y) is∑

z∈Z

p(z|y) log 1
q(z|y) . (B.9)

The conditional cross-entropy Hz|y(p, q) is the expectation of the above quantity
taken over the distribution of y,

Hz|y(p, q) ≜
∑
y∈Y

∑
z∈Z

p(y, z) log 1
q(z|y) = E log 1

q(z|y) . (B.10)

Likewise, we define the conditional KL divergence as follows.

Definition B.6 (Conditional KL divergence). Let y and z be two discrete random
variables defined on sets Y and Z, respectively, and having joint pmf p(y, z). Let
q(z|y) be a conditional pmf defined for y ∈ Y and z ∈ Z. Given an observed
value y, the KL divergence between the conditional pmfs p(z|y) and q(z|y) is∑

z∈Z

p(z|y) log p(z|y)
q(z|y) . (B.11)

The conditional KL divergence Dz|y(p||q) is the expectation of the above quantity
taken over the distribution of y,

Dz|y(p||q) ≜
∑
y∈Y

∑
z∈Z

p(y, z) log p(z|y)
q(z|y) = E log p(z|y)

q(z|y) . (B.12)

Since log( p(z|y)/q(z|y) ) = log p(z|y) − log q(z|y), by using Definitions B.2
and B.5 we get the following representation:

Dz|y(p||q) = Hz|y(p, q) −Hz|y(p). (B.13)





Appendix C

Probabilistic Inequalities

We start by introducing three famous inequalities that are employed to
obtain concentration bounds. These bounds are useful to estimate the
probability that a random variable exceeds some threshold or deviates
from expected behavior.

The first inequality relates the probability that a nonnegative random
variable exceeds a threshold to the expectation of the random variable.

Theorem C.1 (Markov’s inequality [21, 85]). If z is a nonnegative random
variable and a > 0, then

P [z ≥ a] ≤ Ez
a
. (C.1)

The second inequality can be obtained as a corollary of Markov’s
inequality, and establishes a connection between the variance of a random
variable and the probability that the random variable deviates from its
expectation.

Theorem C.2 (Chebyshev’s inequality [85]). If z is a random variable and a > 0,
then

P [|z − Ez| ≥ a] ≤
E
[
(z − Ez)2]
a2 . (C.2)

The third inequality can also be obtained from Markov’s inequality, and
provides an exponential bound on the probability that a random variable
exceeds a threshold.
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Theorem C.3 (Chernoff’s bound [31]). If z is a random variable, a ∈ R, and
s ≥ 0, then

P [z ≥ a] ≤ Eesz

esa
. (C.3)

Another concentration bound that is useful in our treatment is the inde-
pendent bounded differences inequality, which is also known as McDiarmid’s
inequality [125, 155].

Theorem C.4 (McDiarmid’s inequality [125, 155]). Consider N independent
random vectors

z1 ∈ Z1, z2 ∈ Z2, . . . , zN ∈ ZN , (C.4)
and a function g : Z1 × Z2 × · · · × ZN 7→ R that satisfies, for i = 1, 2, . . . , N , the
condition

|g(z1, z2, . . . , zi, . . . , zN ) − g(z1, z2, . . . , qzi, . . . , zN )| ≤ ci (C.5)

for some constants ci and for all sequences

{z1, z2, . . . , zi, . . . , zN} and {z1, z2, . . . , qzi, . . . , zN} (C.6)

that differ only in their respective ith vectors. Then, letting

c =
N∑
i=1

c2
i , (C.7)

for all a > 0 we have the following concentration bounds:

P
[
g(z1, z2, . . . , zN ) − Eg(z1, z2, . . . , zN ) ≥ a

]
≤ e−2a2/c, (C.8a)

P
[
g(z1, z2, . . . , zN ) − Eg(z1, z2, . . . , zN ) ≤−a

]
≤ e−2a2/c. (C.8b)

The next statement introduces a fundamental inequality concerning
the interplay between random variables and convex functions.

Theorem C.5 (Jensen’s inequality [7]). Let g(z) be a convex function from I
to R, where I ⊆ R is an open interval. Let z be a finite-mean random variable
such that P[z ∈ I] = 1. Then

g
(
Ez
)

≤ Eg(z). (C.9)
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Theorem C.5 has the following immediate implication. Assume that
g(z) is a convex function from an open interval I to R. Given a collection
of points {zn}Nn=1 belonging to I, and a collection of convex weights (i.e.,
nonnegative scalars that add up to 1) {an}Nn=1, then we have

g

(
N∑
n=1

an zn

)
≤

N∑
n=1

an g(zn). (C.10)

This result follows readily from Theorem C.5 because the sequence of
weights can be interpreted as a probability vector.

The next inequality is an essential tool in the theory of measure and
integration. We state it directly in the probabilistic form used in our
treatment. This form relates the joint moment of two random variables to
their individual moments of specific orders.

Theorem C.6 (Hölder’s inequality [145]). Given two random variables z1 and
z2, for any r1, r2 ∈ [1,∞) with 1/r1 + 1/r2 = 1,

E|z1z2| ≤ (E|z1|r1 )
1

r1 (E|z2|r2 )
1

r2 . (C.11)

We remark that, for r1 = r2 = 2, Hölder’s inequality coincides with the
Cauchy-Schwarz inequality for expected values.

We conclude the appendix with a useful inequality that relates the KL
divergence to the so-called total variation distance, which is defined as
follows.

Definition C.1 (Total variation distance). The total variation distance between
two pmfs p(z) and q(z) defined on a set Z is

DTV(p, q) = 1
2
∑
z∈Z

|p(z) − q(z)|. (C.12)

Likewise, the total variation distance between two pdfs p(z) and q(z) defined on
Rd is

DTV(p, q) = 1
2

∫
Rd

|p(z) − q(z)|dz. (C.13)

Note that the total variation distance is basically an L1 distance [145]
(but for a constant factor). Technically, there exists a more general definition
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of total variation between probability measures, but the definition provided
here is sufficient for our purposes.

The inequality connecting the KL divergence to the total variation
distance is the following.

Theorem C.7 (Pinsker’s inequality [139, 155, 165]). Given two pmfs or pdfs p
and q,

D(p||q) ≥ 1
2D

2
TV(p, q). (C.14)

Actually, Pinsker proved the inequality with a constant larger than
1/2 [139]. The inequality in the form (C.14) was derived independently by
Csiszár, Kemperman, and Kullback — see [165].



Appendix D

Stochastic Convergence

In this appendix we focus on the convergence of infinite sequences of
random vectors,

z1, z2, . . . , with zn ∈ Rd ∀n ∈ N. (D.1)

To denote the sequence, we will compactly write {zn}, implicitly implying
that n ∈ N.

D.1 Types of Stochastic Convergence

Consider a sequence {zn} of random vectors in Rd, defined on a common
probability space identified by the triple (Ω,F ,P). We recall that, in this
triple, Ω denotes the sample space that collects the possible outcomes of the
random experiment under consideration. The realization of the sequence
associated with a particular outcome ω is denoted by

z1(ω), z2(ω), . . . (D.2)

We also recall that the symbol F denotes a σ-field of subsets of Ω, called
events, and P is a probability measure defined on F .

There are different types of stochastic convergence. The simplest type is
the following immediate generalization of the standard concept of the limit
of a deterministic sequence: We require that, for every ω ∈ Ω, the sequence
in (D.2) converges to a limiting value z(ω). In this case, we would say that
the sequence {zn} converges surely to the random vector z.

However, in probability theory, the strong requirement of convergence for
every outcome is more conveniently replaced by requiring convergence for
almost all realizations, i.e., possibly excluding a set of outcomes occurring
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with probability 0. This leads to the concept of almost-sure convergence,
a.k.a. convergence with probability 1.

Definition D.1 (Almost-sure convergence). Let {zn} be a sequence of random
vectors in Rd. We say that {zn} converges almost surely (or with probability 1)
to a random vector z when

P
[

lim
n→∞

zn = z
]

= 1. (D.3)

That is, when the set of outcomes{
ω ∈ Ω : lim

n→∞
zn(ω) = z(ω)

}
(D.4)

has probability 1. Our notation for almost-sure convergence is

zn
a.s.−−−−→
n→∞

z. (D.5)

A weaker notion of convergence is convergence in probability. In this
case, instead of requiring that zn converges to z for almost all realizations,
we require that the probability that zn deviates from z vanishes as n→∞.
In the following, the symbol ∥ · ∥ denotes the Euclidean norm.

Definition D.2 (Convergence in probability). Let {zn} be a sequence of random
vectors in Rd. We say that {zn} converges in probability to a random vector
z ∈ Rd when, for all ε > 0, we have

lim
n→∞

P
[
∥zn − z∥ > ε

]
= 0. (D.6)

Our notation for convergence in probability is

zn
p−−−−→

n→∞
z. (D.7)

Another useful notion is convergence in the mean. Here we require that
the expected value of the absolute deviation of zn from z vanishes. In
particular, we can consider convergence in the rth mean by taking the
rth absolute moment. Before introducing this type of convergence, it is
necessary to define the Lr norm of a vector. Given a vector x = [xj ] ∈ Rd,
its Lr norm is

∥x∥r ≜
 d∑
j=1
|xj |r

1/r

. (D.8)
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Definition D.3 (Convergence in the rth mean). Let {zn} be a sequence of
random vectors in Rd and let r > 0. We say that {zn} converges in the rth
mean (or in the Lr norm) to a random vector z when

lim
n→∞

E
[
∥zn − z∥rr

]
= 0. (D.9)

Our notation for convergence in the rth mean is

zn
Lr−−−−→

n→∞
z. (D.10)

It is possible to show that, for r ≥ 1, convergence in the rth mean is
implied by convergence with respect to higher-order moments, i.e.,

zn
Ls−−−→

n→∞
z =⇒ zn

Lr−−−→
n→∞

z (D.11)

for all s > r.
Finally, we introduce the notion of convergence in distribution, a.k.a.

weak convergence or convergence in law. Here we require that the cumu-
lative distribution function (cdf) of zn converges to some limiting cdf. In
the following, int(S) and cl(S) denote the interior and the closure of a set
S, respectively, and ∂S = cl(S)\int(S) denotes the boundary of S.

Definition D.4 (Convergence in distribution). Let {zn} be a sequence of random
vectors in Rd and z a random vector in Rd. Let Fn(z) and F (z) be the cdfs
of the random vectors zn and z, respectively. We say that the sequence {zn}
converges in distribution (or weakly, or in law) to z when

lim
n→∞

Fn(z) = F (z) (D.12)

for any z that is a continuity point of F (z). Our notation for convergence in
distribution is

zn
d−−−−→

n→∞
z. (D.13)

An equivalent definition that is useful in our treatment is the following. The
sequence {zn} converges in distribution to z when

lim
n→∞

P[zn ∈ S] = P[z ∈ S] (D.14)

for all sets S ⊂ Rd that satisfy the condition

P[z ∈ ∂S] = 0. (D.15)

In other words, convergence in distribution takes place when the probability that
zn belongs to S converges to the probability that the limiting variable z belongs
to S, for all sets S that have a boundary where z lies with zero probability.
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Note that for convergence with probability 1, in probability, or in the
rth mean, we need to compare the actual values of the random vectors zn
and z. For example, for convergence in probability we have to evaluate
the deviation ∥zn − z∥. This implies that these variables must be defined
on the same probability space. In contrast, convergence in distribution
requires that the cdf of zn converges to the cdf of z, without requiring a
direct comparison in terms of random vectors. As a result, for convergence
in distribution, the random vectors zn and z, as well as the random vectors
in the sequence {zn}, need not be defined on the same probability space.

There exist some useful connections between the different types of
stochastic convergence. Applying the pertinent definitions, it is readily
verified that almost-sure convergence implies convergence in probability,
which in turn implies convergence in distribution:

zn
a.s.−−−→
n→∞

z =⇒ zn
p−−−→

n→∞
z =⇒ zn

d−−−→
n→∞

z. (D.16)

Likewise, convergence in the rth mean is stronger than convergence in
probability, namely,

zn
Lr−−−→

n→∞
z =⇒ zn

p−−−→
n→∞

z, (D.17)

as can be verified by applying Markov’s inequality (Theorem C.1). Note that
there is no implication involving almost-sure convergence and convergence
in the rth mean. In fact, in general, almost-sure convergence does not
imply, nor is implied by convergence in the rth mean. Additional conditions
(like uniform integrability) are needed to establish a link between these
two types of convergence — see, e.g., [159].

D.2 Fundamental Asymptotic Results

This section collects some classic results that we call upon during our
treatment.

We start with a theorem that is very useful when one needs to prove
convergence in distribution. The theorem establishes a strong link between
convergence in distribution and the behavior of the characteristic function.

Theorem D.1 (Lévy-Cramér continuity theorem [159, Thm. 1.9]). Let {zn} be
a sequence of random vectors in Rd, and consider the associated sequence of
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characteristic functions

φn(s) ≜ Eeιs
Tzn , s ∈ Rd, (D.18)

where ι =
√

−1 is the imaginary unit. Then, the sequence {zn} converges in
distribution to a random vector z if, and only if, the sequence of characteristic
functions {φn(s)}n∈N converges to the characteristic function of z, namely, to

φ(s) ≜ Eeιs
Tz, s ∈ Rd. (D.19)

In other words, we have the following double implication:

zn
d−−−−→

n→∞
z ⇐⇒ lim

n→∞
φn(s) = φ(s) ∀s ∈ Rd. (D.20)

One useful consequence of the Lévy-Cramér continuity theorem is the
following result, which is often referred to as the Cramér-Wold device.
The result establishes that convergence in distribution of a sequence of
random vectors is equivalent to convergence in distribution of all linear
combinations of the entries of the vectors.

Theorem D.2 (Cramér-Wold device [159, Thm. 1.9]). Let {zn} be a sequence
of random vectors in Rd. Then, the sequence {zn} converges in distribution to a
random vector z ∈ Rd if, and only if,

cTzn
d−−−−→

n→∞
cTz for all deterministic vectors c ∈ Rd. (D.21)

The next theorem examines what happens, in terms of convergence,
when the random vectors in a sequence are transformed by a continuous
mapping. Loosely speaking, the theorem ascertains that the limit of the
mapping is equal to the mapping of the limit for three types of conver-
gence, namely, almost-sure convergence, convergence in probability, and
convergence in distribution.

Theorem D.3 (Continuous mapping theorem [65, Thm. 3.2.10]). Let {zn} be
a sequence of random vectors in Rd and z a random vector in Rd. Let

g : Rd 7→ Rm (D.22)

be a mapping continuous at every point of a set A such that P[z ∈ A] = 1. Then
we have the following implications:
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i)
zn

a.s.−−−−→
n→∞

z =⇒ g(zn) a.s.−−−−→
n→∞

g(z). (D.23)

ii)
zn

p−−−−→
n→∞

z =⇒ g(zn) p−−−−→
n→∞

g(z). (D.24)

iii)
zn

d−−−−→
n→∞

z =⇒ g(zn) d−−−−→
n→∞

g(z). (D.25)

In our proofs, we often exploit the following properties of stochastic
convergence.

Lemma D.1 (Useful properties of stochastic convergence [166]). Let {yn} and
{zn} be sequences of random vectors in Rd.

P1) If yn converges in probability to y and zn converges in probability to z,
then

yn + zn
p−−−−→

n→∞
y + z. (D.26)

P2) zn converges in probability to z if, and only if, all its entries converge in
probability to the corresponding entries of z.

P3) If yn converges in distribution to a deterministic constant c, then yn
converges in probability to c.

The next lemma shows a sufficient condition for the product of random
sequences to vanish in probability. This lemma is perhaps less known, and
for this reason, it is stated with proof.

Lemma D.2 (Product of random sequences). Let zn = wnyn, where {wn} and
{yn} are two sequences of nonnegative random variables satisfying the following
conditions:

i)
wn

p−−−−→
n→∞

0. (D.27)

ii) For sufficiently large values y > 0,

P [yn > y] ≤ g(y), (D.28)

where g(y) is a nonnegative function such that

lim
y→∞

g(y) = 0. (D.29)
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Then,
zn

p−−−−→
n→∞

0. (D.30)

Proof. For any two positive values y and z,{
wn ≤ z/y

}⋂{
yn ≤ y

}
=⇒

{
wnyn ≤ z

}
. (D.31)

Now, for any two events A and B, the statement A =⇒ B is equivalent to the statement
Bc =⇒ Ac (the notation Ac denotes the complement of A). Therefore, Eq. (D.31) is
equivalent to {

wnyn ≤ z
}c

=⇒
({
wn ≤ z/y

}⋂{
yn ≤ y

})c
, (D.32)

which is in turn equivalent to{
wnyn > z

}
=⇒

{
wn > z/y

}⋃{
yn > y

}
, (D.33)

because, in view of De Morgan’s law [21], the complement of the intersection of two sets
is the union of the complements of the sets. Moreover, since the condition A =⇒ B
implies that P[A] ≤ P[B], from (D.33) and using the union bound, we conclude that

P[zn > z] ≤ P[wn > z/y] + P[yn > y]. (D.34)

Now, let us fix a value ε > 0 and choose y sufficiently large to use the upper bound in
(D.28) and to ensure that g(y) < ε/2 (the latter choice is possible thanks to (D.29)).
Therefore, for such a y, Eq. (D.34) implies

P[zn > z] ≤ P[wn > z/y] + g(y) < P[wn > z/y] + ε/2. (D.35)

On the other hand, since by assumption wn converges to 0 in probability, for given
values of y and z there exists a sufficiently large n0 such that, for all n ≥ n0, the
quantity P[wn > z/y] is also strictly upper bounded by ε/2. Using this result in (D.35)
we conclude that

P[zn > z] < ε ∀n ≥ n0, (D.36)
which means that the limit of P[zn > z] is 0 for all choices of z > 0. Since zn is
nonnegative, this conclusion corresponds to the statement that zn converges to 0 in
probability, and the claim of the lemma is proved.

■

The next theorem is a classic result that is useful to examine the
convergence in distribution of sums or products of two random sequences,
one converging in distribution, the other converging to a deterministic
value in probability.
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Theorem D.4 (Slutsky’s theorem [159, Thm. 1.11]). Let {zn} be a sequence of
random variables converging in distribution to a random variable z. Let {cn} be
another sequence of random variables converging in probability to a deterministic
value c. Then

zn + cn
d−−−−→

n→∞
z + c, (D.37)

cn zn
d−−−−→

n→∞
c z. (D.38)

Note that with Slutsky’s theorem we are able to draw useful conclusions
about sums or products of random variables without knowing the joint
characterization of these random variables. We also remark that Slutsky’s
theorem can be generalized to handle random vectors [166]. In particular,
if {zn} and {cn} are sequences of random vectors in Rd, then

zn
d−−−→

n→∞
z and cn

p−−−→
n→∞

c =⇒ zn + cn d−−−→
n→∞

z + c. (D.39)

Example D.1 (Stochastic convergence with continuous parameter). When dealing with
adaptive social learning in Chapters 8, 9, and 10, we are faced with questions related
to stochastic convergence when a certain continuous parameter δ approaches zero. We
can easily restate the definitions of stochastic convergence in terms of a continuous
parameter δ, as opposed to a discrete index n. We explain in this example how the
theorems listed before can be adapted to the continuous-parameter case — see [145,
p. 213] for more discussion on how to move from countable sequences to continuous
parameters. The adjustment is achieved by resorting to the sequential property of the
limit, which states that, given a deterministic function f(δ), we have [144, Thm. 4.2]

lim
δ→0

f(δ) = ℓ (D.40)

if, and only if,

lim
n→∞

f(δn) = ℓ for all sequences {δn} such that δn ̸= 0 and lim
n→∞

δn = 0. (D.41)

If desired, the limiting point 0 can be replaced by any arbitrary value δ0, also ±∞.
Assume now that we want to apply, for example, Theorem D.4 to a family of random
variables {zδ} indexed by the continuous parameter δ. The hypotheses of Slutsky’s
theorem for a continuous parameter become

zδ
d−−−→

δ→0
z, cδ

p−−−→
δ→0

c. (D.42)

Let us denote by Fδ(z) and F (z) the cdfs of zδ and z, respectively. According to
Definition D.4, the convergence of zδ to z in (D.42) means that limδ→0 Fδ(z) = F (z)
for all continuity points of F (z). Using the sequential property of the limit, (specifically,
considering that (D.40) implies (D.41)), we deduce that, for any sequence {δn} such
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that δn ̸= 0 and limn→∞ δn = 0, the extracted sequence of functions Fδn (z) converges
to F (z) (for all continuity points of F (z)), which means that

zδn

d−−−−→
n→∞

z. (D.43)

A similar argument applies to the convergence of cδ to c in (D.42). In summary, if
we extract the following n−indexed sequences {zn} and {cn} from {zδ} and {cδ},
respectively:

zn ≜ zδn , cn ≜ cδn , (D.44)

we can write
zn

d−−−−→
n→∞

z, cn
p−−−−→

n→∞
c, (D.45)

which means that the sequences {zn} and {cn} fulfill the hypotheses of Theorem D.4.
This implies that (D.37) and (D.38) hold for any sequence {δn} such that δn ≠ 0 and
limn→∞ δn = 0. Applying again the sequential property of the limit (this time in the
reverse direction, i.e., from (D.41) to (D.40)), we deduce that (D.37) and (D.38) hold
when we replace zn with zδ and cn with cδ, and let δ → 0, which is the continuous
version of Slutsky’s theorem that we wanted to obtain.

We conclude this section with two fundamental results in measure
theory and probability theory, which concern the interchange of limits and
expectations. The first result is Fatou’s lemma, which establishes a useful
inequality relating the limit inferior and the expectation for a sequence of
random variables.

Theorem D.5 (Fatou’s lemma [65, Thm. 1.6.5]). If {zn} is a sequence of
nonnegative random variables, then

lim inf
n→∞

Ezn ≥ E
[
lim inf
n→∞

zn

]
. (D.46)

If all random variables in the sequence are bounded by a random variable
with finite mean, the conclusion from Fatou’s lemma can be strengthened
in two directions, namely, by allowing for random variables of arbitrary
sign, and by establishing an exact convergence.

Theorem D.6 (Dominated convergence theorem [65, Thm. 1.6.7]). Let {zn}
be a sequence of random variables, and y a random variable with finite mean
such that (almost surely) |zn| ≤ y for all n. If zn converges almost surely to a
random variable z, then

lim
n→∞

Ezn = Ez, (D.47)

i.e., the order of the limit and expectation operations can be interchanged.
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D.3 Convergence of Sums and Recursions

This section collects some results on the stochastic convergence of sequences
that arise from sums or recursions involving random variables or vectors.
The first result is the famous law of large numbers. In particular, we focus
on its strong version, known as the strong law of large numbers. This law
establishes that, for a sequence of iid random variables with finite statistical
mean, the empirical average (i.e., the arithmetic mean) converges almost
surely to the statistical mean.

Theorem D.7 (Strong law of large numbers [35, Thm. 3.30]). Let {yn} be a
sequence of iid random variables with finite mean ȳ = Eyn. Then, the sequence
of empirical averages

zn = 1
n

n∑
i=1

yi (D.48)

converges almost surely to ȳ:

zn
a.s.−−−−→
n→∞

ȳ. (D.49)

The next theorem is another pillar of asymptotic statistics, whose
centrality is highlighted by the name itself: the central limit theorem
(CLT). The theorem establishes that the distribution of a sum of n iid
random vectors, centered by subtracting the mean and divided by

√
n,

converges to a zero-mean multivariate Gaussian distribution with the
covariance matrix of the individual vectors.

Theorem D.8 (Central limit theorem [35, Thm. 11.10]). Let {yn} be a sequence
of iid random vectors in Rd, with finite mean ȳ = Eyn and covariance matrix
Σ = E

[
(yn − ȳ)(yn − ȳ)T] with finite entries. Let G (0,Σ) denote a random

vector having a zero-mean multivariate Gaussian distribution with covariance
matrix Σ. Then, the sequence {zn} defined by

zn = 1√
n

n∑
i=1

(yi − ȳ), (D.50)

converges in distribution to a zero-mean Gaussian vector with covariance matrix
Σ:

zn
d−−−−→

n→∞
G (0,Σ). (D.51)
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We also state (a particular case of) the Lindeberg-Feller central limit
theorem [166], which handles independent but not identically distributed
random vectors, and turns out to be useful to prove the asymptotic nor-
mality results in Chapters 6 and 9.

Theorem D.9 (CLT under the Lindeberg condition [166, Prop. 2.27]). Let {yn}
be a sequence of independent random vectors in Rd, possessing the following
three properties. First,

Eyn = 0. (D.52)
Second,

lim
n→∞

1
n

n∑
i=1

E
[
yiy

T
i

]
= Σ, (D.53)

where Σ has finite entries. Third, the following condition (called the Lindeberg
condition) is satisfied:

lim
n→∞

1
n

n∑
i=1

E
[
∥yi∥

2 I
[
∥yi∥

2 > εn
] ]

= 0 ∀ε > 0. (D.54)

Then, the sequence {zn} defined by

zn = 1√
n

n∑
i=1

yi, (D.55)

converges in distribution to a zero-mean Gaussian vector with covariance matrix
Σ:

zn
d−−−−→

n→∞
G (0,Σ). (D.56)

We conclude the section with a lemma characterizing a vector recursion
that is repeatedly encountered in our treatment.

Lemma D.3 (Useful vector recursion). Let {yn} be a sequence of iid random
vectors in Rd with finite mean ȳ. Consider the sequence {zn} formed by the
vectors defined through the following recursion, for n ∈ N:

zn = AT(zn−1 + yn), (D.57)

where z0 is an initial deterministic vector, and A is a d × d deterministic
left stochastic matrix. Since all left stochastic matrices are Cesàro-summable
(Theorem 4.4), there exists a limiting matrix A• such that

lim
n→∞

1
n

n∑
i=1

Ai = A•. (D.58)

Then
1
n
zn

a.s.−−−−→
n→∞

(A•)T ȳ. (D.59)
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Proof. Unfolding the recursion in (D.57) we get

zn = (An)Tz0 +
n∑
i=1

(Ai)Tyn−i+1. (D.60)

Once scaled by 1/n, the first term on the RHS vanishes as n → ∞ in view of the
properties of A. We focus on the second term. It is useful to rewrite the summation in
(D.60) as follows:

1
n

n∑
i=1

(Ai)Tyn−i+1 = 1
n

n∑
i=1

(Ai)Tȳ + 1
n

n∑
i=1

(Ai)T (yn−i+1 − ȳ
)
. (D.61)

The first term on the RHS converges to (A•)T ȳ as n → ∞ in view of (D.58). As a result,
the claim of the lemma will be proved if we establish that the second term on the RHS
of (D.61) vanishes almost surely as n → ∞. To show that this is the case, observe that
this term is a vector and consider its kth entry:

1
n

n∑
i=1

d∑
j=1

[Ai]jk
(
yj,n−i+1 − ȳj

)
, (D.62)

where [Ai]jk denotes the (j, k) entry of Ai, while yj,n and ȳj denote the jth entries of
yn and ȳ, respectively. Interchanging the summations and rearranging the summands in
the summation running over i, the quantity in (D.62) can be rewritten as

d∑
j=1

1
n

n∑
i=1

[An−i+1]jk
(
yj,i − ȳj

)
. (D.63)

Let us focus on a single term of the outer summation, i.e., a fixed value of j. By setting

bni ≜ [An−i+1]jk, ξi ≜ yj,i − ȳj , (D.64)

the jth term of the outer summation in (D.63) becomes

1
n

n∑
i=1

bni ξi, (D.65)

where bni defines a triangular array1 with nonnegative entries bounded by 1, and the
random variables ξi are zero-mean and iid. Therefore, the random variable in (D.65) is
a weighted sum of independent random variables, where the weights form a triangular

1Let n ∈ N and define, for each n, a sequence of real values yni, with i = 1, 2, . . . , n. Then
we say that these values form a triangular array. The term stems from the following visual
representation:

n = 1 y11

n = 2 y21, y22

n = 3 y31, y32 y33

... (D.66)
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array with bounded entries. Under these conditions, a strong law of large numbers holds,
specifically, we have that [45]

1
n

n∑
i=1

bni ξi
a.s.−−−−→
n→∞

0, (D.67)

which concludes the proof.
■

D.4 Martingales

In some proofs related to the convergence of social learning algorithms (see
Chapters 7 and 11), we rely on the concept of martingales. Preliminarily,
we introduce the definition of filtrations.

Definition D.5 (Filtrations). Let (Ω,F ,P) be a probability space. A filtration
{Fn} is an increasing sequence of sub-σ-fields of F :

F1 ⊂ F2 ⊂ . . . (D.68)

We can now define martingales, submartingales, and supermartingales.

Definition D.6 (Martingales). Let {zn} be a sequence of finite-mean random
variables defined on a probability space (Ω,F ,P), and let {Fn} be a filtration
according to Definition D.5. Then, {zn} is said to be a martingale relative to
{Fn} when, for all n > 1,

E[zn|Fn−1] = zn−1 almost surely. (D.69)

Likewise, it is said to be a submartingale when

E[zn|Fn−1] ≥ zn−1 almost surely, (D.70)

and a supermartingale when

E[zn|Fn−1] ≤ zn−1 almost surely. (D.71)

The next example helps illustrate what a martingale can be.

Example D.2 (Random walk). Consider a sequence {yn} of iid zero-mean random
variables, and define the so-called random walk

zn =
n∑
i=1

yi, n ∈ N. (D.72)
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We now show that {zn} is a martingale.
Observe that we can write

zn = yn +
n−1∑
i=1

yi (D.73)

and consider the filtration over past variables,

Fn−1 = σ(y1,y2, . . . ,yn−1), (D.74)

where the notation signifies that Fn−1 is the σ-field generated by the random variables
y1,y2, . . . ,yn−1. The conditional expectation of zn given Fn−1 is

E[zn|Fn−1] = E[yn|Fn−1] + E

[
n−1∑
i=1

yi|Fn−1

]

= Eyn︸︷︷︸
=0

+
n−1∑
i=1

yi = zn−1, (D.75)

where in the first term on the RHS we remove the conditioning since yn is independent
from the past, whereas in the second term the summation is “frozen” given the filtration
since it is a deterministic function of y1,y2, . . . ,yn−1. Equation (D.75) (along with the
fact that zn has finite mean for all n) shows that {zn} is a martingale.

The next theorem is a fundamental convergence result in the theory of
martingales.

Theorem D.10 (Martingale convergence theorem [35, Thm. 5.14]). Let {zn}
be a submartingale satisfying the condition

lim sup
n→∞

E|zn| < ∞. (D.76)

Then, there exists a finite-mean random variable z such that

zn
a.s.−−−−→
n→∞

z. (D.77)

Similar claims hold for martingales (since a martingale is also a sub-
martingale) and supermartingales (since if zn is a supermartingale, then
−zn is a submartingale). The next corollary is useful in our treatment.

Corollary D.1 (Nonpositive submartingales). Let {zn} be a nonpositive sub-
martingale, i.e., a submartingale satisfying (almost surely) the condition zn ≤ 0
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for all n. Then
0 ≥ Ezn ≥ Ezn−1 ≥ . . . ≥ Ez1. (D.78)

Since zn is nonpositive, Eq. (D.78) implies condition (D.76), which, in view of
Theorem D.10, implies the existence of a finite-mean random variable z such
that

zn
a.s.−−−−→
n→∞

z. (D.79)





Appendix E

Large Deviations

In this appendix we collect some fundamental results from the theory of
large deviations. The main concepts of this theory are well described by
considering the case of the empirical average of independent and identically
distributed observations, and by examining the probability that this average
deviates from the statistical mean of the observations. This problem is
illustrated in the next section, which culminates with one of the earliest
results on large deviations, known as Cramér’s theorem [53]. Then, in
Section E.2, we consider a more general setting by enunciating the large
deviation principle and by addressing the case of dependent observations
through the Gärtner-Ellis theorem [68, 78].

E.1 Empirical Averages

Consider a sequence {yn} of iid random variables with mean ȳ = Eyn and
variance σ2, and define the empirical average

ȳn = 1
n

n∑
i=1
yi. (E.1)

The strong law of large numbers in Theorem D.7 establishes that ȳn
converges almost surely to ȳ. Recalling that almost-sure convergence implies
convergence in probability, in view of Definition D.2 the probability that
ȳn deviates from ȳ by any arbitrary amount vanishes as n → ∞. This
implies in particular that

lim
n→∞

P [ȳn ≥ y] = 0 ∀y > ȳ, (E.2a)

lim
n→∞

P [ȳn ≤ y] = 0 ∀y < ȳ. (E.2b)
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The aim of a large deviation analysis it to characterize the rate at which
these probabilities converge to 0.

Example E.1 (Gaussian variables). Assume that, for all n ∈ N, the variable yn is
Gaussian, with mean ȳ and variance σ2. In this case, the empirical average (E.1) will
also be Gaussian, with mean ȳ and variance σ2/n. Accordingly, the probabilities in
(E.2a) and (E.2b) can be evaluated as

P [ȳn ≥ y] = Q
(√

n
y − ȳ

σ

)
, P [ȳn ≤ y] = Q

(√
n
ȳ − y

σ

)
, (E.3)

where we use the Q-function

Q(y) ≜ 1√
2π

∫ ∞
y

exp
{

−x2

2

}
dx, (E.4)

which is the complementary cumulative distribution function of a standard (i.e., with
zero mean and unit variance) Gaussian variable. Applying to (E.3) the approximation

Q(y) ≈ 1√
2π y

exp
{

−y2

2

}
, y > 0, (E.5)

we get, for y > ȳ,

P [ȳn ≥ y] ≈ σ n−1/2
√

2π (y − ȳ)
exp
{

−n (y − ȳ)2

2σ2

}
= exp

{
−n (y − ȳ)2

2σ2 − 1
2 logn+ log σ√

2π (y − ȳ)

}
. (E.6)

We see that the probability of exceeding the mean decays exponentially with n, but
for higher-order corrections, namely, the term varying logarithmically with n and the
constant term. From (E.6) we can compute the leading exponent as

lim
n→∞

1
n

log P [ȳn ≥ y] = − (y − ȳ)2

2σ2 , y > ȳ. (E.7)

Using similar arguments we can also show that

lim
n→∞

1
n

log P [ȳn ≤ y] = − (y − ȳ)2

2σ2 , y < ȳ. (E.8)

We remark that (E.7) and (E.8) can be obtained rigorously, i.e., without resorting to
the approximation of the Q-function. This can be done by using classic lower and upper
bounds on the Q-function, or by using L’Hôpital’s rule [144] to establish the limit

lim
n→∞

1
n

logQ
(√

ny
)

= −y2

2 , y ̸= 0. (E.9)
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The exponential decay shown in Example E.1 is not observed only for
Gaussian variables. In fact, under suitable regularity conditions on the tail
of the probability distribution of yn (which, as seen later, are expressed
in terms of the moment generating function of yn), the probability of
deviating from ȳ would continue to vanish exponentially with the number
of samples n. Focusing for brevity on the regime y > ȳ, this condition can
be written generically as

− lim
n→∞

1
n

logP [ȳn ≥ y] = I(y) (E.10)

for some function I(y) or, equivalently, as

P [ȳn ≥ y] = e−n[I(y)+o(1)], y > ȳ, (E.11)

where the notation o(1) refers to a quantity that vanishes as n→∞ — see
Table 1.1. Therefore, relation (E.11) means that the leading exponential
decay is given by the linear term nI(y). We will say in this case that the
probability in (E.11) vanishes at rate n and with rate function I(y). The
quantity n × o(1) collects higher-order corrections to the leading term.
Note that these corrections can diverge with n. For example, on the RHS
of (E.6), we have

n× o(1) = −1
2 logn+ log σ√

2π (y − ȳ)
. (E.12)

The rate function I(y) provides the main exponent ruling the exponential
decay to 0 of the probability of exceeding the mean ȳ by an amount y − ȳ.
This exponent is a function of y. For instance, for the Gaussian case in
Example E.1, Eq. (E.7) reveals that the rate function is

I(y) = (y − ȳ)2

2σ2 [Gaussian case]. (E.13)

As expected, the larger the deviation from the mean is, the larger the
exponent will become, and the faster the convergence to 0 will be. An
alternative and common notation to represent (E.11) is to write [52]

P [ȳn ≥ y] ·= e−nI(y), y > ȳ, (E.14)

which masks the higher-order corrections. We hasten to add that one cannot
use the expression e−nI(y) to approximate the probability P [ȳn ≥ y]. This
is because a large deviation analysis provides only the leading exponent
I(y). For example, the two probabilities e−nI(y) and 100e−nI(y) share the
same exponent, but they differ by two orders of magnitude!
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A famous theorem proved by Cramér [53] establishes the shape of the
rate function I(y). Before stating this theorem, it is necessary to introduce
and characterize some relevant tools, which are illustrated in the next two
sections.

E.1.1 Fenchel-Legendre Transform

Given a function
f : R 7→ (−∞,∞], (E.15)

we introduce its Fenchel-Legendre transform, a.k.a. the convex conjugate
of f(y),

f∗(y) ≜ sup
s∈R

(
sy − f(s)

)
, y ∈ R. (E.16)

Note that the function f∗(y) can be equal to ∞ for some y.
It is immediate to verify that f∗(y) is convex. Indeed, for any α ∈ (0, 1)

and any pair of points y1, y2 ∈ R,
f∗(αy1 + (1− α)y2)

= sup
s∈R

(
s(αy1 + (1− α)y2)− f(s)

)
= sup

s∈R

(
s(αy1 + (1− α)y2)− αf(s)− (1− α)f(s)

)
≤ α sup

s∈R

(
sy1 − f(s)

)
+ (1− α) sup

s∈R

(
sy2 − f(s)

)
= αf∗(y1) + (1− α)f∗(y2), (E.17)

where the inequality holds because the supremum of the sum of functions
is upper bounded by the sum of the suprema of the functions. A second
property of the Fenchel-Legendre transform is lower semicontinuity, which
means that, for all y0 ∈ R,

lim inf
y→y0

f∗(y) ≥ f∗(y0). (E.18)

This is in fact true since we can write, for all s ∈ R,

lim inf
y→y0

f∗(y) ≥ lim inf
y→y0

(
sy − f(s)

)
= sy0 − f(s). (E.19)

Accordingly, we have

lim inf
y→y0

f∗(y) ≥ sup
s∈R

(
sy0 − f(s)

)
= f∗(y0), (E.20)

which shows that f∗(y) is lower semicontinuous. Lower semicontinuity
plays a role in the following, when we characterize the general shape that
any rate function must have.
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E.1.2 Generating Functions

The moment generating function (MGF) of a random variable y is defined
as

M(s) ≜ Eesy, s ∈ R. (E.21)

The function M(s) is allowed to be equal to ∞ for some s. The effective
domain of M(s) is

DM ≜ {s ∈ R : M(s) <∞}. (E.22)

We verify that DM must be an interval. To this end, we recall that a subset
S of the real line is an interval if, and only if, given two points s1, s2 in
S, any point s ∈ (s1, s2) also belongs to S. Observe that we have 0 ∈ DM
since M(0) = 1. Moreover, if there exists a positive value s0 such that
M(s0) <∞, then it is readily seen that M(s) <∞ in the interval [0, s0).
Likewise, if there exists a negative value −s0 such that M(−s0) <∞, then
it is also seen that M(s) < ∞ for all s ∈ (−s0, 0]. As a result, if for two
points s1 and s2 we have M(s1) <∞ and M(s2) <∞, then M(s) <∞ for
all s ∈ (s1, s2). We conclude that the effective domain DM is an interval,
which can be open or closed depending on the particular random variable.
Note that we can also have DM = {0}, that is, M(s) = ∞ for all s ≠ 0.
This happens, e.g., for the Cauchy pdf

p(y) = 1
πσ

1

1 +
(
y −m
σ

)2 , (E.23)

defined for m ∈ R and σ > 0. Moreover, if DM is a nondegenerate interval
(i.e., if DM ̸= {0}), from the properties of the exponential function it is
possible to show that M(s) is infinitely differentiable on int(DM ) (the
interior of DM ), and that its derivatives can be computed by interchanging
the differentiation and integration operators, which yields [21]

M (n)(s) = E [ynesy] , (E.24)

where we denote by M (n)(s) the nth derivative of M(s). Therefore, we see
that if M(s) is finite in a neighborhood of the origin s = 0, then we have
the identity, for all n ∈ N,

M (n)(0) = Eyn, (E.25)

which justifies the name “moment generating function.”
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Of particular interest for the theory of large deviations is the logarithmic
moment generating function (LMGF), a.k.a. cumulant generating function,

Λ(s) ≜ logM(s). (E.26)

One important property of Λ(s) is convexity, which follows from Hölder’s
inequality — see Theorem C.6. In fact, for any α ∈ (0, 1) and any pair of
points s1, s2 ∈ R, we can write

Λ(αs1 + (1− α)s2) = logEe(αs1+(1−α)s2)y

= logE
[
(es1y)α (es2y)1−α

]
≤ log

(
(Ees1y)α (Ees2y)1−α

)
= α logEes1y + (1− α) logEes2y

= αΛ(s1) + (1− α)Λ(s2), (E.27)

where the inequality follows by making the following choices in (C.11):

z1 = (es1y)α , z2 = (es2y)1−α , r1 = 1
α
, r2 = 1

1− α, (E.28)

Since M(s) ̸= 0, we see that −∞ < Λ(s) ≤ ∞, and is equal to ∞ when
M(s) =∞. Thus, the effective domain DΛ of Λ(s) is equal to the effective
domain of M(s). Moreover, from the rules of differentiation, when M(s) is
infinitely differentiable so is Λ(s). Accordingly, when DΛ is a nondegenerate
interval, we can compute the first two derivatives of Λ(s) for any s belonging
to the interior of DΛ, namely,

Λ′(s) = d

ds
logM(s) = M ′(s)

M(s) = E[y esy]
Eesy

(E.29)

and

Λ′′(s) = d

ds

E[y esy]
M(s) = E[y2esy]M(s)−M ′(s)E[y esy]

M2(s)

= E
[
y2 esy

M(s)

]
−
(
E
[
y
esy

M(s)

])2
. (E.30)

We remark that Λ(s) is called the cumulant generating function because,
under the aforementioned assumption of finiteness in a neighborhood of
the origin, the quantity Λ(n)(0), for n ∈ N, is equal to the nth cumulant of
y. For example, by evaluating (E.29) and (E.30) at s = 0 we obtain the
identities

Λ′(0) = Ey, Λ′′(0) = Ey2 − (Ey)2, (E.31)
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which are consistent with the term “cumulant generating function,” since
the first cumulant is equal to the mean, while the second cumulant is equal
to the variance.

It is now useful to introduce the concept of exponential tilting. Let P(dy)
denote the probability measure associated with the random variable y,
and consider the exponentially tilted measure

Ps(dy) = esy

M(s)P(dy) = esy−Λ(s)P(dy). (E.32)

Note that Ps(dy) is a probability measure as well, since we have∫
R
Ps(dy) =

∫
R

esy

M(s)P(dy) = Eesy

M(s) = 1. (E.33)

Expectation under the tilted distribution will be denoted by Es. Using this
notation, Eqs. (E.29) and (E.30) become, respectively,

Λ′(s) = Esy (E.34)

and
Λ′′(s) = Esy2 − (Esy)2, (E.35)

where the last difference is the variance of y computed under the tilted
distribution. Note that when y is not deterministic, P(dy) does not place
all the probability mass on a single value. We see from (E.32) that in this
case, even Ps(dy) does not place all the probability mass on a single value.
As a result, for nondeterministic variables, the variance computed under
the tilted distribution is positive. In view of (E.35), this implies

Λ′′(s) > 0 ∀s ∈ int(DΛ), (E.36)

which means that Λ(s) is strictly convex on int(DΛ) — see Lemma A.2.

E.1.3 Cramér’s Theorem

We state next Cramér’s theorem.

Theorem E.1 (Cramér’s theorem [53] [60, Thm. I.4]). Let {yn} be a sequence
of iid random variables with LMGF Λ(s) satisfying

Λ(s) < ∞ ∀s ∈ R. (E.37)
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Let

ȳn = 1
n

n∑
i=1

yi. (E.38)

Then, for all y > ȳ,

lim
n→∞

1
n

log P[ȳn ≥ y] = −Λ∗(y). (E.39)

That is, the rate function is given by the Fenchel-Legendre transform of Λ(s).

Cramér’s theorem establishes that, under the regularity condition (E.37)
for the LMGF, the probability that the empirical average deviates from the
mean vanishes exponentially with the number of samples, and that the rate
function ruling this decay is given by the Fenchel-Legendre transform of
the LMGF. It is useful to remark that Cramér’s theorem can be proved in a
more general setting, for example, with reference to random vectors yn ∈ Rd

and/or by relaxing condition (E.37) — see [59, 60] for a comprehensive
treatment.

Example E.2 (Gaussian variables, revisited). Let us apply Cramér’s theorem to the
Gaussian case considered in Example E.1. The LMGF of a Gaussian variable with mean
ȳ and variance σ2 is given by [159]

Λ(s) = sȳ + σ2s2

2 . (E.40)

Accordingly, the Fenchel-Legendre transform in (E.16) can be computed by maximizing
over s ∈ R the function

J(s) = sy − sȳ − σ2s2

2 = (y − ȳ)s− σ2s2

2 . (E.41)

Taking the derivative of J(s) and equating it to 0 yields

d

ds
J(s) = (y − ȳ) − σ2s = 0 =⇒ s = y − ȳ

σ2 . (E.42)

Substituting into (E.41) we get

Λ∗(y) = max
s∈R

J(s) = (y − ȳ)2

2σ2 . (E.43)

In view of Cramér’s theorem, Λ∗(y) is the desired rate function, which is displayed
in Figure E.1. Note that the result agrees with what we obtained in Example E.1 in
expression (E.7) by direct evaluation of the probability P[ȳn > y]. However, a direct
approach was possible in the Gaussian case since the distribution of the empirical average
was known. In general, it is not possible to compute this distribution in closed form,
and the theory of large deviations (here, more specifically, Cramér’s theorem) allows us
to compute the rate function from the knowledge of the LMGF.



E.1. Empirical Averages 409

Figure E.1: Rate function for the Gaussian case considered in Example E.2.

Example E.3 (Bernoulli variables). We move away from the Gaussian case and consider
an application of Cramér’s theorem to Bernoulli random variables. Let

P[yn = 1] = p = 1 − P[yn = 0], 0 < p < 1. (E.44)

The LMGF of a Bernoulli variable is immediately seen to be

Λ(s) = logEesy = log
(
pes + (1 − p)

)
. (E.45)

The Fenchel-Legendre transform in (E.16) is then computed by taking the supremum
over s ∈ R of the function

J(s) = sy − log
(
pes + (1 − p)

)
. (E.46)

Note that, for all s > 0,

log
(
pes + (1 − p)

)
< log

(
pes + (1 − p)es

)
= log es = s. (E.47)

Therefore, for y > 1 we have that

Λ∗(y) = sup
s∈R

J(s) ≥ sup
s>0

J(s) > sup
s>0

s(y − 1) = ∞. (E.48)

Likewise we can show that
Λ∗(y) = ∞ ∀y < 0. (E.49)

Note that this conclusion is convincing since the probability that the empirical average
is below 0 or above 1 is zero, and, hence, we must have

lim
n→∞

1
n

log P[ȳn > y] = lim
n→∞

1
n

log 0 = −∞ ∀y > 1, (E.50a)

lim
n→∞

1
n

log P[ȳn < y] = lim
n→∞

1
n

log 0 = −∞ ∀y < 0. (E.50b)
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Let us now evaluate the Fenchel-Legendre transform at y = 1. We have

Λ∗(1) = sup
s∈R

(
s− log

(
pes + (1 − p)

))
. (E.51)

Observe that

lim
s→∞

(
s− log

(
pes + (1 − p)

))
= lim
s→∞

(
log es − log

(
pes + (1 − p)

))
= lim
s→∞

log es

pes + (1 − p) = log 1
p
. (E.52)

Since, for 0 < p < 1, the function s− log
(
pes + (1 − p)

)
is strictly increasing in s (this

can be readily verified, e.g., by showing that the first derivative of s− log
(
pes + (1 − p)

)
is strictly positive for 0 < p < 1), Eq. (E.52) yields

Λ∗(1) = sup
s∈R

(
s− log

(
pes + (1 − p)

))
= log 1

p
. (E.53)

It can be shown similarly that

Λ∗(0) = log 1
1 − p

. (E.54)

We finally focus on the interval 0 < y < 1. Computing the derivative of J(s) and equating
it to 0, we get

d

ds
J(s) = y − pes

pes + (1 − p) = y − 1

1 + (1 − p)
p

e−s
= 0, (E.55)

which, after some straightforward algebra, yields the solution

s = log (1 − p)y
(1 − y)p . (E.56)

Substituting this solution into (E.46) we obtain

Λ∗(y) = y log (1 − p)y
(1 − y)p − log

(
p

(1 − p)y
(1 − y)p + (1 − p)

)
= y log (1 − p)y

(1 − y)p − log 1 − p

1 − y

= y log y
p

+ (1 − y) log 1 − y

1 − p

= Db(y||p), (E.57)

where Db(y||p) is the shortcut for the binary KL divergence introduced in (6.98), which
means that Db(y||p) denotes the KL divergence between the pmfs [y, 1 − y] and [p, 1 − p].
It follows that

Λ∗(y) =
{
Db(y||p) if 0 ≤ y ≤ 1,
∞ otherwise,

(E.58)

where, for y = 0 and y = 1, we mean that we compute the limits

lim
y→0+

Db(y||p) = log 1
1 − p

, lim
y→1−

Db(y||p) = log 1
p
. (E.59)

The rate function Λ∗(y) is illustrated in Figure E.2.
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+ +

Figure E.2: Rate function for the Bernoulli case considered in Example E.3.

The rate functions found in the last two examples have some char-
acteristic shape. They are nonnegative strictly convex functions inside
the domain delimited by the infimum and supremum of the support of
the random variables yn, and they are equal to ∞ outside this domain.
Moreover, they are minimized at y = ȳ. Actually, these properties do
not arise only in these two examples, but are typical of all rate functions
appearing in Cramér’s theorem.

Before illustrating the properties of the rate function, it is useful to
introduce a formal definition for the support of a probability distribution.

Definition E.1 (Support of a probability distribution). The support of the
probability distribution of a random variable y, also referred to as support of
y and denoted by suppy, is the closure of the set that contains all points such
that any neighborhood of these points has nonzero probability, formally,

suppy ≜ cl(S), (E.60)

where
S =

{
y0 ∈ R : ∀ε > 0, P[y ∈ (y0 − ε, y0 + ε)] > 0

}
. (E.61)

For example, from Definition E.1 we have that the support of a Gaussian
random variable is R, the support of a random variable uniform in [0, 1] is
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the closed interval [0, 1], and the support of a Bernoulli random variable is
the discrete finite set {0, 1}.

The following lemma collects the relevant properties that identify the
general shape of the rate function.

Lemma E.1 (Properties of the rate function). Assume that the random variable
y is not deterministic (if it is deterministic, the rate function can be examined
trivially), and that

Λ(s) = logEesy < ∞ ∀s ∈ R. (E.62)
Introduce the expected value ȳ = Ey and the extremes of the support of the
probability distribution associated with y (see Definition E.1),

yinf ≜ inf
(

suppy
)
, ysup ≜ sup

(
suppy

)
. (E.63)

Consider then the Fenchel-Legendre transform

Λ∗(y) = sup
s∈R

(
sy − Λ(s)

)
(E.64)

and define its effective domain as

DΛ∗ = {y ∈ R : Λ∗(y) < ∞}. (E.65)

We have the following properties:

P1) Nonnegativity. 0 ≤ Λ∗(y) ≤ ∞ for all y ∈ R, and Λ∗(ȳ) = 0.
P2) Alternative expressions:

Λ∗(y) = sup
s≥0

(
sy − Λ(s)

)
for y ≥ ȳ, (E.66a)

Λ∗(y) = sup
s≤0

(
sy − Λ(s)

)
for y ≤ ȳ. (E.66b)

P3) Interior of the effective domain: int(DΛ∗ ) = (yinf , ysup).
P4) Smoothness and strict convexity. Λ∗(y) is infinitely differentiable and

strictly convex on (yinf , ysup). Thus, in view of P1, Λ∗(y) attains its unique
minimum at ȳ.

P5) Values at the boundary of the effective domain:

if yinf = −∞, lim
y→yinf

Λ∗(y) = ∞, (E.67a)

if yinf > −∞, Λ∗(yinf) = − log P[y = yinf ], (E.67b)
if ysup < ∞, Λ∗(ysup) = − log P[y = ysup], (E.67c)
if ysup = ∞, lim

y→ysup
Λ∗(y) = ∞, (E.67d)

where the expressions in the form − log p should be read as ∞ when p = 0.
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Proof. It is convenient to prove the different properties separately.

Proof of P1. Since by definition Λ(0) = logE[1] = 0, we have

Λ∗(y) = sup
s∈R

(sy − Λ(s)) ≥ 0 × y − Λ(0) = 0 (E.68)

and, hence, Λ∗(y) is nonnegative, and it can be equal to ∞ since the supremum in the
definition of the Fenchel-Legendre transform can be infinite. Moreover, in view of the
convexity of the exponential function, we can call upon Jensen’s inequality (Theorem C.5)
to obtain

Λ(s) = logEesy ≥ E log esy = sȳ (E.69)
and, hence,

Λ∗(ȳ) = sup
s∈R

(
sȳ − Λ(s)

)
︸ ︷︷ ︸
≤ 0 from (E.69)

≤ 0, (E.70)

which implies
Λ∗(ȳ) = 0, (E.71)

since we know from (E.68) that Λ∗(y) is nonnegative. Thus, P1 is proved.

Proof of P2. For all y ≥ ȳ and all s < 0 we can write

sy − Λ(s) ≤ sȳ − Λ(s) ≤ sup
s∈R

(
sȳ − Λ(s)

)
= Λ∗(ȳ) = 0. (E.72)

Since from property P1 we know that the supremum of sy− Λ(s) is nonnegative, the fact
that sy − Λ(s) ≤ 0 for all s < 0 implies (E.66a). Equation (E.66b) is obtained similarly.

Proof of P3. Let us introduce the function

J(s) = sy − Λ(s) =⇒ Λ∗(y) = sup
s∈R

J(s). (E.73)

Since Λ(s) is strictly convex and infinitely differentiable on R, the function J(s) is strictly
concave and infinitely differentiable on R, with

J ′(s) = y − Λ′(s). (E.74)

Accordingly, strict concavity of J(s) implies that its supremum appearing in (E.73) will
be in fact the unique maximum of J(s) if the equation J ′(s) = 0 has a solution, i.e., if

Λ′(s) = y (E.75)

has a solution. Since we know from (E.36) that Λ′(s) is strictly increasing, it makes
sense to define the following limits:

lim
s→−∞

Λ′(s) = Λ′inf , lim
s→∞

Λ′(s) = Λ′sup, (E.76)

and we conclude that Eq. (E.75) will have a unique solution s(y) for each y ∈ (Λ′inf ,Λ′sup).
This solution is the maximizer of J(s). Therefore, we have the identity sups∈R J(s) =
J
(
s(y)

)
, which, when substituted into (E.73), yields

Λ∗(y) = s(y) y − Λ
(
s(y)

)
< ∞. (E.77)
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If Λ′inf = −∞ and Λ′sup = ∞, Eq. (E.77) holds for all y ∈ R, which means that in this
case the effective domain of Λ∗(y) is DΛ∗ = R.

Consider instead the case where Λ′sup < ∞. We now show that in this case Λ∗(y) is
infinite for y > Λ′sup. In fact, by applying the first-order condition for convexity from
(A.2) to the strictly convex function Λ(s) (exploiting the fact that Λ(0) = 0 and using
in particular (A.3b)), we can write, for s ̸= 0,

Λ′(s)s > Λ(s), (E.78)

which implies
J(s) = sy − Λ(s) > s

(
y − Λ′(s)

)
∀s ̸= 0. (E.79)

When y > Λ′sup, the term on the RHS diverges to ∞ as s → ∞, which means that in
this case

Λ∗(y) = sup
s∈R

J(s) = ∞. (E.80)

Likewise, if Λ′inf > −∞ and y < Λ′inf , the term on the RHS of (E.79) diverges to
∞ as s → −∞, implying that Λ∗(y) = ∞. We have thus shown that, when one or
both boundary points Λ′inf and Λ′sup are finite, Λ∗(y) will be equal to ∞ outside these
boundaries. On the other hand, we have shown before that Λ∗(y) is finite for any
y ∈ (Λ′inf ,Λ′sup), which implies that the interior of the effective domain is

int(DΛ∗ ) = (Λ′inf ,Λ′sup). (E.81)

The behavior of Λ∗(y) at the boundary points is still undetermined. We will address
this point when proving property P6. To complete the proof of property P3, we need to
show that Λ′inf and Λ′sup coincide with the extremes of the support of y. We will focus on
the right boundary Λ′sup. The proof for the left boundary can be obtained similarly.1
Consider a point y0 such that yinf < y0 < ysup, where yinf and ysup are, respectively, the
infimum and the supremum of the support of y, defined by (E.63). Using (E.34) we can
write

Λ′(s) = Esy = y0 + Es(y − y0)

= y0 + Es
[
(y − y0)I[y < y0]

]
+ Es

[
(y − y0)I[y ≥ y0]

]
≥ y0 + Es

[
(y − y0)I[y < y0]

]
, (E.82)

where Es denotes the expectation computed under the exponentially tilted measure
defined by (E.32). We now show that the last term vanishes as s → ∞. To this end,
observing that this term is nonpositive, let us change its sign and make explicit the
definition of the expectation under the tilted measure to obtain

Es
[
(y0 − y)I[y < y0]

]
=

E
[
(y0 − y)esy I[y < y0]

]
M(s)

= E
[
(y0 − y)esy−Λ(s)I[y < y0]

]
= esy0−Λ(s) E

[
(y0 − y)es(y−y0)I[y < y0]

]
, (E.83)

1It is actually not necessary to repeat the proof for the left boundary. In fact, if we consider
the random variable z = −y, the LMGF of z is equal to Λ(−s), and the roles of ysup and yinf
are interchanged.
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where we further used the definition Λ(s) = logM(s). Now, by exploiting Chernoff’s
bound (Theorem C.3), for all nonnegative s we have

P[y ≥ y0] ≤ Eesy

esy0
= M(s)e−sy0 = eΛ(s)−sy0 . (E.84)

Accordingly, observing that P[y ≥ y0] > 0 since yinf < y0 < ysup, and using (E.84) in
(E.83), we obtain

Es
[
(y0 − y)I[y ≤ y0]

]
≤

E
[
(y0 − y)es(y−y0)I[y < y0]

]
P[y ≥ y0] . (E.85)

Note that
lim
s→∞

es(y−y0)I[y < y0] = 0. (E.86)

Since for all s > 0 we have the bound

es(y−y0)I[y < y0] < 1, (E.87)

and since the random variable y has finite mean, from the dominated convergence
theorem (Theorem D.6) we conclude that

lim
s→∞

E
[
(y0 − y)es(y−y0)I[y < y0]

]
= 0, (E.88)

which, in view of (E.82) and (E.85), implies that

lim inf
s→∞

Λ′(s) ≥ y0. (E.89)

Since y0 can be any point such that yinf < y0 < ysup, if ysup = ∞ the value of y0 can be
chosen arbitrarily large, and Eq. (E.89) implies that the limit inferior of Λ′(s) is equal
to ∞, which in turn implies Λ′sup = ysup. If instead ysup < ∞, we can choose y0 = ysup − ε
for a small ε > 0, and conclude from the arbitrariness of ε that

lim inf
s→∞

Λ′(s) ≥ ysup. (E.90)

On the other hand, from the definition of ysup we have

Λ′(s) = E[y esy]
M(s) ≤ Eesy

M(s) ysup = ysup, (E.91)

which, when combined with (E.90), gives

lim
s→∞

Λ′(s) = ysup, (E.92)

and the proof of P3 is complete.

Proof of P4. In the proof of P3 we have established that, for all y ∈ (yinf , ysup), Eq.
(E.75) implicitly defines a function s(y) through the equation

Λ′
(
s(y)

)
= y. (E.93)

The theorem about differentiation of the inverse function [144, p. 114] allows us to
conclude that the derivative of the function s(y) can be computed as

s′(y) = 1
Λ′′
(
s(y)

) > 0 (E.94)
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and that s(y) is infinitely differentiable on (yinf , ysup). Then, from (E.77) we can write
d

dy
Λ∗(y) = s(y) + y s′(y) − Λ′

(
s(y)

)︸ ︷︷ ︸
=y from (E.93)

s′(y) = s(y), (E.95)

and
d2

dy2 Λ∗(y) = s′(y)
(E.94)
> 0, (E.96)

which shows that Λ∗(y) is strictly convex on (yinf , ysup) in view of Lemma A.2. We already
know from property P1 that the point ȳ is a global minimizer for Λ∗(y). From strict
convexity, it is actually the unique minimizer, with Λ∗(y) being strictly decreasing for
y < ȳ and strictly increasing for y > ȳ.

Proof of P5. We focus on ysup, with the proof for yinf being similar. We must accordingly
establish (E.67c) and (E.67d). The fact that Λ∗(y) → ∞ when ysup = ∞, i.e., relation
(E.67d), is readily established by taking a point y0 > ȳ and applying the first-order
condition for convexity (Lemma A.1), which yields

Λ∗(y) > Λ∗(y0) + d

dy
Λ∗(y)

∣∣∣
y=y0

(y − y0). (E.97)

Observing that the function Λ∗(y) is strictly increasing for y > ȳ, its derivative at y0 is
positive, and we conclude from (E.97) that Λ∗(y) → ∞ as y → ∞.

Consider next the case where ysup is finite, corresponding to (E.67c). We must prove
that

Λ∗(ysup) = − log P[y = ysup], (E.98)
which should be read as Λ∗(ysup) = ∞ if P[y = ysup] = 0. To prove (E.98), observe that

Λ∗(ysup) = sup
s∈R

(
sysup − Λ(s)

)
= sup

s∈R

(
sysup − logEesy

)
= sup

s∈R

(
log esysup − logEesy

)
= sup

s∈R

(
log e

sysup

Eesy

)
= sup

s∈R

(
log 1

Ees(y−ysup)

)
= − inf

s∈R
logEes(y−ysup), (E.99)

where the first two equalities follow from the definitions of the Fenchel-Legendre transform
and the LMGF, respectively. The last equality follows from the properties of the infimum
and supremum, whereas the remaining equalities result from straightforward algebraic
manipulations. We now want to evaluate the infimum appearing in (E.99). Due to the
monotonicity of the logarithm, it is sufficient to evaluate the infimum of Ees(y−ysup).
From the definition of the expected value, this quantity can be represented as

Ees(y−ysup) = P[y = ysup] + E
[
es(y−ysup)I [y < ysup]

]
. (E.100)

The first term on the RHS of (E.100) does not depend on s. The second term vanishes
as s → ∞, in view of the dominated convergence theorem (Theorem D.6). However,
since this term is nonnegative,2 the fact that it vanishes implies that its infimum is zero.
Accordingly, from (E.100) we conclude that

inf
s∈R

Ees(y−ysup) = P[y = ysup], (E.101)

2Actually, it is strictly positive since y < ysup with nonzero probability. This follows from
the fact that ysup is the supremum of the support of y and y is not deterministic.
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which, from the monotonicity of the logarithm, implies

inf
s∈R

logEes(y−ysup) = log P[y = ysup], (E.102)

with the understanding that the expression is equal to −∞ when P[y = ysup] = 0. Using
(E.102) in (E.99) proves (E.98). This completes the proof of P5 and, hence, of the lemma.

■

The next lemma generalizes the previous one by characterizing the
Fenchel-Legendre transform of a special function that is useful to character-
ize the large deviations of random sums examined later in Appendix F, and
ultimately to characterize the error exponent for adaptive social learning
in Chapter 9.

Lemma E.2 (Properties of a useful function). Let Λ(s) be the LMGF of a
nondeterministic random variable y (the conclusions for the deterministic case
are trivial), with Λ(s) < ∞ for all s ∈ R, and introduce the function

ϕ(s) ≜
∫ s

0

Λ(ς)
ς

dς. (E.103)

Then we have the following property:

Q0) Smoothness and strict convexity of ϕ(s). The function ϕ(s) is infinitely
differentiable on R and, for all r ∈ N,

ϕ(r)(s) = 1
sr

∫ s

0
Λ(r)(ς)ςr−1dς, (E.104)

where, for s = 0, the above equation should be read as

ϕ(r)(0) = lim
s→0

1
sr

∫ s

0
Λ(r)(ς)ςr−1dς = Λ(r)(0)

r
. (E.105)

In particular, we have that

ϕ′′(s) = Λ′(s) s− Λ(s)
s2 > 0 ∀s ∈ R, (E.106)

with ϕ′′(0) = lims→0 ϕ
′′(s) = Λ′′(0)/2.

Let us further introduce the expected value ȳ = Ey and the extremes of the
support of the probability distribution associated with y (see Definition E.1),

yinf ≜ inf
(

suppy
)
, ysup ≜ sup

(
suppy

)
. (E.107)

Consider then the Fenchel-Legendre transform

ϕ∗(y) = sup
s∈R

(
sy − ϕ(s)

)
(E.108)
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and define its effective domain as

Dϕ∗ = {y ∈ R : ϕ∗(y) < ∞}. (E.109)

We have the following properties:

Q1) Nonnegativity. 0 ≤ ϕ∗(y) ≤ ∞ for all y ∈ R, and ϕ∗(ȳ) = 0.
Q2) Alternative expressions:

ϕ∗(y) = sup
s≥0

(
sy − ϕ(s)

)
for y ≥ ȳ, (E.110a)

ϕ∗(y) = sup
s≤0

(
sy − ϕ(s)

)
for y ≤ ȳ. (E.110b)

Q3) Interior of the effective domain. The interior of the effective domain of
ϕ∗(y) is the open interval int(Dϕ∗ ) = (yinf , ysup).

Q4) Smoothness and strict convexity. ϕ∗(y) is infinitely differentiable and
strictly convex on (yinf , ysup). Thus, in view of Q1, ϕ∗(y) attains its unique
minimum at ȳ.

Q5) Values at the boundary of the effective domain. If ysup < ∞, then
ϕ∗(ysup) = ∞, and, likewise, if yinf > −∞, then ϕ∗(yinf) = ∞. Thus, the
effective domain is the open interval (yinf , ysup), i.e., we have Dϕ∗ = int(Dϕ∗ ).
Moreover,

lim
y→y+

inf

ϕ∗(y) = ∞, lim
y→y−

sup

ϕ∗(y) = ∞. (E.111)

A typical shape of ϕ∗(y) is illustrated in Figure E.3.

Proof. It is convenient to prove the different properties separately.

Proof of Q0. The function ϕ(s) defined in (E.103) shares some properties with the
LMGF Λ(s), and for this reason the proof will be similar to that of Lemma E.1.
Preliminarily, we observe that the function Λ(s)/s is continuous over the entire real axis,
once we evaluate its value at s = 0 using

lim
s→0

Λ(s)
s

= Λ′(0) = ȳ, (E.112)

where the equality follows from the first relation in (E.31).
Let us start by establishing (E.104) for the case s ̸= 0; we proceed by induction.

Relation (E.104) trivially holds for r = 1. We show that if (E.104) holds for r, then it
must hold for r + 1. Indeed,

ϕ(r+1)(s) = d

ds
ϕ(r)(s) = d

ds

(
1
sr

∫ s

0
Λ(r)(ς)ςr−1dς

)
. (E.113)

Applying the rule of integration by parts we have

1
sr

∫ s

0
Λ(r)(ς)ςr−1dς = Λ(r)(s)

r
− 1
rsr

∫ s

0
Λ(r+1)(ς)ςrdς. (E.114)
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+

Figure E.3: Typical shape of the function ϕ∗(y) defined in Lemma E.2.

Differentiating the above expression yields

ϕ(r+1)(s) = Λ(r+1)(s)
r

− Λ(r+1)(s)
r

+ 1
sr+1

∫ s

0
Λ(r+1)(ς)ςrdς, (E.115)

which corresponds to (E.104) for r + 1. This completes the proof by induction, and the
identity in Eq. (E.104) is proved for the case s ≠ 0. To get (E.105), observe that when
the limit of ϕ(r)(s) as s → 0 exists and is finite, then ϕ(r)(0) exists and is equal to this
limit.3 By applying L’Hôpital’s rule to (E.104), we obtain

ϕ(r)(0) = lim
s→0

ϕ(r)(s) = lim
s→0

1
sr

∫ s

0
Λ(r)(ς)ςr−1dς = Λ(r)(0)

r
. (E.117)

Specializing (E.104) to the case r = 2 we get (E.106), where the inequality for s ≠ 0
follows from (E.78), whereas for s = 0 we have ϕ′′(0) = lims→0 ϕ

′′(s) = Λ′′(0)/2, which
is positive because Λ′′(0) is the variance of the nondeterministic random variable y —
see (E.31).

The proof of Q0 is complete. We focus next on the regularity properties of the
Fenchel-Legendre transform ϕ∗(y).

3To see that this property holds, let g be a function defined on an interval Iε = (−ε, ε),
for some ε > 0, and differentiable on Iε\{0}. Assume that limx→0 g′(x) = l. We want to
show that g′(0) exists and is equal to l. From the mean-value theorem [144, Thm. 5.9] we
have g′(x̄) = (g(x) − g(0))/x for some x̄ ∈ (0, x). Moreover, from the squeeze theorem [144,
Thm. 3.19] it follows that x̄→ 0 as x→ 0. Then we can write

g′(0) = lim
x→∞

g(x)− g(0)
x

= lim
x̄→∞

g′(x̄) = l, (E.116)

where the first equality is the definition of the derivative of g in 0.
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Proof of Q1. Property Q1 is proved similarly to property P1 in Lemma E.1. First, we
note that ϕ(0) = 0, and, hence, Eq. (E.68) can be obtained with ϕ∗(y) and ϕ(s) in place
of Λ(s) and Λ∗(y), respectively. In other words, we have 0 ≤ ϕ(y) ≤ ∞ for all y ∈ R.
Second, using (E.69) we can write, for all s > 0,

ϕ(s) =
∫ s

0

Λ(ς)
ς

dς ≥
∫ s

0
ȳ dς = sȳ. (E.118)

Likewise, for all s < 0 it holds that (observe that for negative s we have the identity
s = −|s|)

ϕ(s) =
∫ −|s|

0

Λ(ς)
ς

dς = −
∫ 0

−|s|

Λ(ς)
ς

dς ≥ −
∫ 0

−|s|
ȳ dς = sȳ. (E.119)

Therefore, we established the inequality ϕ(s) ≥ sȳ for all s ∈ R, namely, we proved
(E.69) with ϕ(s) in place of Λ(s). Now, combining the two results: i) 0 ≤ ϕ(y) ≤ ∞ for
all y ∈ R; and ii) ϕ(s) ≥ sȳ for all s ∈ R, property Q1 follows from the same arguments
used in the proof of property P1.

Proof of Q2. Q2 is obtained from Q1 in the same manner as P2 is obtained from P1
in Lemma E.1.

Proof of Q3. We can follow the same argument used to establish property P3 in
Lemma E.1. To prove P3 we relied on the strict convexity of Λ(s), and observed that
int(DΛ∗ ) is the open interval with boundaries given by the limiting values of Λ′(s) as
s → ±∞. Since ϕ(s) is also strictly convex, the same argument applies and we conclude
that

int(Dϕ∗ ) =
(

lim
s→−∞

ϕ′(s), lim
s→∞

ϕ′(s)
)
. (E.120)

Recalling that
ϕ′(s) = Λ(s)

s
, (E.121)

we want to show that

lim
s→−∞

Λ(s)
s

= yinf , lim
s→∞

Λ(s)
s

= ysup. (E.122)

Actually, we now prove the limit relative to the right boundary ysup, with the proof for
the left boundary yinf being similar.

Let us consider a point y0 such that yinf < y0 < ysup, where yinf and ysup are,
respectively, the infimum and the supremum of the support of y, defined by (E.107).
Using (E.84) we can write, for s > 0,

Λ(s)
s

≥ y0 + log P[y ≥ y0]
s

. (E.123)

We remark that P[y ≥ y0] > 0 since yinf < y0 < ysup. From (E.123) we get

lim inf
s→∞

Λ(s)
s

≥ y0. (E.124)

If ysup = ∞ the result is proved due to the arbitrariness of y0. If ysup < ∞, we can choose
y0 = ysup −ε, and conclude that the limit inferior in (E.124) is equal to ysup. The fact that
the corresponding limit superior is equal to ysup follows by observing that for all s > 0
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the quantity Λ(s)/s is upper bounded by ysup since Λ(s) = logEesy ≤ logEesysup = s ysup.
We have in fact established that

lim inf
s→∞

Λ(s)
s

= lim sup
s→∞

Λ(s)
s

= ysup = lim
s→∞

Λ(s)
s

, (E.125)

as desired.

Proof of Q4. To prove P4 in Lemma E.1 we relied on the smoothness and the strict
convexity of Λ(s). We can therefore prove Q4 as done for P4, by exploiting the smooth-
ness and the strict convexity of ϕ(s) established in property Q0 of the present lemma.

Proof of Q5. Finally, we characterize the behavior of ϕ∗(y) at the boundaries of
int(Dϕ∗ ). We focus again on the right boundary ysup, with the proof for yinf being similar.
When ysup = ∞, it suffices to notice that the rate function ϕ∗(y) is strictly convex on
int(Dϕ∗ ) and is strictly increasing for y > ȳ (see Figure E.3) to conclude that the rate
function diverges to ∞ as y → ysup. Technically, this conclusion can be obtained from
the first-order condition for convexity as done for Λ∗(y) in (E.97).

We next examine the case ysup < ∞. Consider a point y0 < ysup and let q = P[y ≥ y0].
We can write, for all s > 0,

Λ(s) = log
(
E
[
esyI[y < y0]

]
+ E
[
esyI[y ≥ y0]

])
≤ log

(
(1 − q)esy0 + qesysup

)
= sysup + log

(
(1 − q)e−s(ysup−y0) + q

)
. (E.126)

Since y0 < ysup,
lim
s→∞

e−s(ysup−y0) = 0. (E.127)

This implies that, for any ε > 0, there exists s0 > 0 such that

(1 − q)e−s(ysup−y0) ≤ εq ∀s ≥ s0. (E.128)

Combining (E.126) and (E.128), we obtain

Λ(s) ≤ sysup + log
(

(1 + ε)q
)

∀s ≥ s0, (E.129)

which, when used in (E.103), gives

ϕ(s) =
∫ s

0

Λ(ς)
ς

dς =
∫ s0

0

Λ(ς)
ς

dς +
∫ s

s0

Λ(ς)
ς

dς

≤ ϕ(s0) + ysup(s− s0) +
∫ s

s0

log
(

(1 + ε)q
)

ς
dς

= ϕ(s0) + ysup(s− s0) + log
(

(1 + ε)q
)

log s

s0
. (E.130)

Performing straightforward algebraic manipulations, we conclude that

sysup − ϕ(s) ≥ −ϕ(s0) + s0 ysup + log 1
(1 + ε)q log s

s0
(E.131)
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for all s ≥ s0. Using this result in (E.108) yields

ϕ∗(ysup) ≥ sup
s≥s0

[sysup − ϕ(s)] ≥ −ϕ(s0) + s0 ysup

+ log 1
(1 + ε)q sup

s≥s0
log s

s0
= ∞, (E.132)

where we assume ε small enough to ensure that (1 + ε)q < 1. Finally, in view of (E.108)
we can write, for a generic s ∈ R,

lim inf
y→ysup

ϕ∗(y) ≥ lim inf
y→ysup

[sy − ϕ(s)] = sysup − ϕ(s), (E.133)

which, due to the arbitrariness of s, also implies that

lim inf
y→ysup

ϕ∗(y) ≥ sup
s∈R

[sysup − ϕ(s)] = ∞, (E.134)

where the equality follows from (E.132). We conclude that ϕ∗(y) → ∞ as y → ysup, and
the proof is complete.

■

Example E.4 (Why does the Fenchel-Legendre transform appear in large deviation
analysis?). Consider the same setting used in Cramér’s theorem and focus on the
probability P[ȳn ≥ y] for y > ȳ. By applying Chernoff’s bound (Theorem C.3) to the
empirical average, for all s ≥ 0 we can write

P[ȳn ≥ y] ≤ Eensȳn

ensy
. (E.135)

On the other hand, we have the identities

Eensȳn
(a)= E

[
n∏
i=1

esyi

]
(b)=

n∏
i=1

Eesyi
(c)= Mn(s) = en logM(s) = enΛ(s), (E.136)

where M(s) and Λ(s) denote the MGF and the LMGF of yi, respectively. In step (a) we
apply the relation n ȳn =

∑n

i=1 yi; step (b) holds because the random variables yi are
independent; and step (c) holds because they are identically distributed. Using (E.136)
in (E.135) we get

P[ȳn ≥ y] ≤ enΛ(s)

ensy
= e
−n
(
sy−Λ(s)

)
. (E.137)

On the other hand, since s is an arbitrary nonnegative value, we can also write

P[ȳn ≥ y] ≤ inf
s≥0

e
−n
(
sy−Λ(s)

)
= e
−n sups≥0

(
sy−Λ(s)

)
= e−nΛ∗(y), (E.138)

where Λ∗(y) is the Fenchel-Legendre transform of Λ(s) — see (E.66a). We remark that,
in the evaluation of the Fenchel-Legendre transform, the supremum is taken only for
s ≥ 0, which is legitimate in view or (E.110a), since we are considering the case y > ȳ.
Equation (E.138) highlights the relevance of the Fenchel-Legendre transform Λ∗(y) in
evaluating the deviation of the empirical average from the statistical average. Note that
this result does not prove Cramér’s theorem, since it establishes only an upper bound.
The derivation of a lower bound that allows to establish Cramér’s theorem is provided
in [59, 60].
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Example E.5 (Why cannot the CLT be used to evaluate large deviations?). Just like
Cramér’s theorem, the central limit theorem (Theorem D.8) is a useful concentration
result that sharpens the law of large numbers by providing information about the
deviation of the empirical average from the statistical average. In terms of the empirical
average

ȳn = 1
n

n∑
i=1

yi (E.139)

of iid random variables yi with mean ȳ and variance σ2, the convergence in distribution
in (D.51) corresponds to the statement

√
n (ȳn − ȳ) d−−−−→

n→∞
G (0, σ2). (E.140)

Applying the definition of convergence in distribution seen in (D.12), we conclude from
(E.140) that, for all γ ∈ R,

lim
n→∞

P
[√
n (ȳn − ȳ) ≥ γ

]
= Q(γ/σ). (E.141)

By straightforward manipulations, Eq. (E.141) becomes

lim
n→∞

P
[
ȳn ≥ ȳ + γ√

n

]
= Q(γ/σ). (E.142)

Consider, for example, a value γ > 0. Equation (E.142) reveals that, for large n, the
probability that ȳn deviates from ȳ by a small positive amount γ/

√
n is close to Q(γ/σ).

Now, recalling (E.2a), we can write

lim
n→∞

P [ȳn ≥ y] = lim
n→∞

P [ȳn ≥ ȳ + (y − ȳ)] = 0 ∀y > ȳ. (E.143)

It is useful to compare (E.142) against (E.143). In (E.142), the deviation from the mean
ȳ is quantified by the term γ/

√
n, which vanishes as n → ∞. A vanishing deviation of

this form is usually referred to as moderate or normal [59, 60]. In contrast, in (E.143)
the deviation (y− ȳ) is called a large deviation, since it does not converge to 0 as n → ∞.
We see from (E.143) that the probability of a large deviation converges to 0. In contrast,
Eq. (E.142) reveals that the probability of a moderate deviation converges to a nonzero
value Q(γ/σ).

This behavior can be explained as follows. As n increases, the law of large numbers
asserts that the distribution of the empirical average will be concentrated on ȳ. The
CLT reveals that this distribution assumes a Gaussian shape, with a variance converging
to 0 as 1/n. This is the reason why variations on the order of 1/

√
n correspond to a

constant limiting probability. For example, if we focus on the body of the distribution of
ȳn containing approximately 95% of the probability mass, we will need to consider a
range around the mean corresponding to twice the standard deviation, 2σ/

√
n, yielding,

for large n,

P
[

|ȳn − ȳ| ≤ 2 σ√
n

]
≈ 1 − 2Q(2) ≈ 0.9545. (E.144)

This situation is illustrated in Figure E.4, where we display four histograms of the
empirical average ȳn of iid Bernoulli random variables with success probability p = 0.1.
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Figure E.4: Histograms computed from 106 independent realizations of the empirical average
ȳn of iid Bernoulli random variables with success probability p = 0.1. The four panels correspond
to n = 10, 50, 200, 300. The numerical value inside each panel is the empirical probability of
belonging to the interval in (E.145). The pink area in the plots refers to this interval.

The four panels correspond to n = 10, 50, 200, 300. We see that the histograms approach
a Gaussian shape as n increases. The area highlighted in pink corresponds to the range[

ȳ − 2 σ√
n
, ȳ + 2 σ√

n

]
(E.145)

and the numerical value in each panel is the empirical probability of belonging to such
interval. We see that, as n increases, this probability approaches the value 1 − 2Q(2) ≈
0.9545 predicted by the CLT. The main message of this analysis is that, as n increases,
the region that contains most of the probability mass shrinks, becoming progressively
concentrated on the mean. This is evident in Figure E.4, where the histograms approach
a Dirac-δ shape as n increases. For this reason, if we consider intervals that shrink
appropriately as n → ∞, the probability of belonging to these intervals converge to
a constant nonzero value, and the CLT is able to predict well this value through a
Gaussian approximation. In other words, the effective body of the distribution is well
approximated by a Gaussian distribution.

Consider now the large deviation perspective, where we are interested in evaluating
the probability that the empirical average exceeds a threshold y ≠ ȳ that is constant
with n — see (E.11). For example, let y = 0.2. Examining again the panels in Figure E.4,
we see that, as n → ∞, the value 0.2 becomes progressively farther from the body of the
distribution, and this explains why, as predicted by Eq. (E.143), the probability that the
empirical average exceeds this value converges to 0 as n → ∞. In other words, the large
deviation regime focuses on the tails of the distribution of ȳn, rather than on the body.
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Figure E.5: Probability that the empirical average of iid Bernoulli variables with success
probability p = 0.1 exceeds the value y = 0.2, displayed as a function of the number of samples n.
The empirical probability (black) is estimated from 106 Monte Carlo runs. The red curve shows
the Gaussian approximation in (E.146). The blue curve corresponds to the function e−nΛ∗(0.2),
where Λ∗(y) is the rate function given by (E.58).

In particular, under some regularity conditions on the tails, the probability of observing
a large deviation vanishes at an exponential rate, and is accordingly characterized by
evaluating the exponent that rules this decay — see (E.39). Note that, since the CLT
is asymptotically exact for moderate (i.e., not large) deviations, it is not possible to
use the CLT to evaluate the exponent. To give a concrete example, in Figure E.5 we
consider the probability P[ȳn ≥ y], for y = 0.2 and several values of n, with reference to
the same example considered before, i.e., iid Bernoulli variables with success probability
p = 0.1. The black curve is obtained empirically by means of 106 Monte Carlo runs. The
red curve corresponds to the Gaussian approximation

P[ȳn ≥ y] ≈ Q

(
y − ȳ

σ/
√
n

)
, (E.146)

where ȳ = p and σ2 = p(1 − p). We see that the CLT approximation fails to reproduce
the correct behavior. Regarding the large deviation analysis, we depict in blue the curve
e−nΛ∗(0.2), where Λ∗(y) is the rate function given by (E.58). As already remarked, this
curve is not intended to be an approximation for P[ȳn ≥ y], but only to represent the
exponential decay. We see that this curve captures well the exponent exhibited by the
black curve.
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E.1.4 Probability of Belonging to Arbitrary Sets

Cramér’s theorem focuses on the probability that the empirical average
stays above or below the statistical average, and reveals that the exponential
decay of this probability is well characterized through the rate function.
It is therefore legitimate to ask whether the rate function can be useful
to characterize the probability of belonging to arbitrary sets. To examine
this question, it is useful to start with the following case:

P[ȳn ∈ S], S =
(−∞, y′ ] ∪ [y′′,∞), y′ < ȳ < y′′. (E.147)

We can write

P[ȳn ∈ S] ≥ P
[
ȳn ≤ y′

]
, (E.148a)

P[ȳn ∈ S] ≥ P
[
ȳn ≥ y′′

]
, (E.148b)

P[ȳn ∈ S] ≤ P
[
ȳn ≤ y′

]
+ P

[
ȳn ≥ y′′

]
, (E.148c)

where the lower bounds hold since the probability of the union of events
is not smaller than the probability of the individual events, while the
upper bound follows from the union bound. From Cramér’s theorem
(Theorem E.1) we know that

P
[
ȳn ≤ y′

] ·= e−nΛ∗(y′), P
[
ȳn ≥ y′′

] ·= e−nΛ∗(y′′). (E.149)

Using these relations in (E.148a)–(E.148c), it is immediate to conclude
that

P[ȳn ∈ S] ·= e−nmin{Λ∗(y′),Λ∗(y′′)}. (E.150)
In this case we see that the exponent is not given by the rate function
itself, but by the minimum value between Λ∗(y′) and Λ∗(y′′). From the
general properties of the rate function (see Lemma E.1), this minimum is
in fact the infimum of Λ∗(y) over the set S — see Figure E.6 for a visual
illustration. Note that the infimum corresponds to the smallest exponent.
This behavior has the following useful interpretation.

On one hand, we know that the probability P[ȳn ∈ S] converges to 0 as
n→∞. This means that {ȳn ∈ S} is a rare event for large n. On the other
hand, we know that P[ȳn ∈ S] vanishes at an exponential rate. The smaller
the exponent, the rarer the event will be. We have seen that the exponent
is determined by the infimum of the rate function over the set S. This
principle is nicely summarized in [60] by saying that “any large deviation
is done in the least unlikely of all the unlikely ways! ” It is now legitimate
to ask whether this principle can be extended to sets S more general than
the one in (E.147). We answer this question in the next section.
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+ +

Figure E.6: Illustration of how to compute the exponent for the probability P[ȳn ∈ S] in
(E.147). The rate function Λ∗(y) corresponds to Example E.3, and is given by (E.58). The part
of the curve corresponding to y ∈ S is highlighted in red. The blue star denotes the value of the
exponent, obtained as the infimum of Λ∗(y) over S.

E.2 Large Deviation Principle

The analysis in the previous sections focused only on the deviation of the
empirical average of iid random variables from their statistical average.
The theory of large deviations, however, is more general in several respects.
First, it applies to more general families of random variables or vectors,
and is not limited to empirical averages of iid samples. Second, the theory
covers the probability of belonging to arbitrary sets.

The core concept is the large deviation principle (LDP). Although this
principle can be formulated with reference to random vectors in Rd or
general topological spaces, it is sufficient for our purposes to consider the
simplest case of random variables. We recall that int(S) and cl(S) denote
the interior and the closure of a set S, respectively. Moreover, the infimum
over an empty set is taken as ∞.

Definition E.2 (Large deviation principle). A family of random variables {yε}
indexed by a (possibly continuous) parameter ε is said to satisfy the LDP with
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rate 1/ε and with rate function I(y) when, for all sets S ⊆ R,

− inf
y∈int(S)

I(y) ≤ lim inf
ε→0

ε log P[yε ∈ S]

≤ lim sup
ε→0

ε log P[yε ∈ S] ≤ − inf
y∈cl(S)

I(y), (E.151)

where the function I : R 7→ [0,∞] must be lower semicontinuous, which means
that for any z ∈ [0,∞), the level set

{y ∈ R : I(y) ≤ z} (E.152)

is a closed subset of R or, equivalently, that

lim inf
y→y0

I(y) ≥ I(y0) ∀y0 ∈ R. (E.153)

Examining the LDP definition, one might wonder about the need for the
lower semicontinuity restriction on the family of rate functions. Likewise,
one might ask why the LDP is defined in terms of the limit inferior (resp.,
superior) relative to the interior (resp., the closure) of S, rather than simply
by a limit relative to S. Regarding lower semicontinuity, this property
is useful to guarantee the uniqueness of the rate function — see [60,
Thm. III.8] or [59, Lemma 4.1.4].

Regarding the second question, observe that whenever

inf
y∈int(S)

I(y) = inf
y∈cl(S)

I(y), (E.154)

relation (E.151) implies the existence of the limit

lim
ε→0

ε logP[yε ∈ S] = − inf
y∈S

I(y). (E.155)

Sets fulfilling (E.154) are called I-continuity sets. There is no doubt that
(E.155) is more direct and easier to deal with than (E.151). However,
requiring (E.155) for all sets S can be too restrictive, and would exclude
important classes of random variables.

To see why, assume that yε is a family of continuous random variables,
and consider first the singleton S = {y0}. Then, since P[yε ∈ S] = P[yε =
y0] = 0, by applying (E.155) we would get

lim
ε→0

ε logP[yε = y0] = −∞ = −I(y0) ∀y0 ∈ R. (E.156)

Let us now consider another choice for the set S, namely, S = R. Since
P[yε ∈ R] = 1, by applying (E.155) we would conclude that

lim
ε→0

ε logP[yε ∈ R] = 0 = − inf
y∈R

I(y), (E.157)
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which is not compatible with (E.157). This reveals that, if the LDP were
formulated by requiring (E.155) for all sets, continuous random variables
would be excluded.

We are now ready to state the famous Gärtner-Ellis theorem, which
generalizes Cramér’s theorem to deal with sequences of random variables
more general than empirical averages of iid samples.

Theorem E.2 (Gärtner-Ellis theorem [68, 78] [60, Thm. V.6] [59, Thm. 2.3.6]).
Let {yε} be a family of random variables indexed by a (possibly continuous)
parameter ε, and let

Λε(s) = logEesyε (E.158)
be the LMGF of yε. If, for all s ∈ R,

lim
ε→0

εΛε(s/ε) = Λ(s) < ∞, (E.159)

with Λ(s) being differentiable on R, then the family of random variables {yε}
satisfies the LDP with rate 1/ε and with rate function I(y) = Λ∗(y). Furthermore,
Λ∗(y) has compact level sets.4

To become familiar with the statement of the Gärtner-Ellis theorem, it
is instructive to apply it to the empirical average of iid random variables,
and verify whether we recover Cramér’s theorem.

Example E.6 (Cramér’s theorem from the Gärtner-Ellis theorem). Consider the setting
of Cramér’s theorem (Theorem E.1), where we have a sequence {yn} of iid random
variables, whose LMGF Λ(s) satisfies the condition Λ(s) < ∞ for all s ∈ R. Consider
then the empirical average

ȳn = 1
n

n∑
i=1

yi, (E.160)

whose LMGF can be computed in terms of the LMGF Λ(s) of the individual variable
yn by using (E.136), which yields

logEesȳn = nΛ(s/n). (E.161)

Performing the change of variable ε = 1/n and denoting by Λε(s) the LMGF of ȳn, we
can write

Λε(s) = 1
ε

Λ(ε s), (E.162)

which in turn implies
εΛε(s/ε) = Λ(s). (E.163)

4Some authors [59] use the term “good rate function” when the rate function has compact
level sets. Other authors [60] embody directly the “goodness” of the rate functions in their
definitions, i.e., they require that all rate functions must be “good” by definition.
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Accordingly, condition (E.159) is verified with the limiting LMGF equal to the LMGF
of the individual variable yn. Calling upon the Gärtner-Ellis theorem we conclude that
the LDP is satisfied with rate 1/ε = n and with rate function I(y) = Λ∗(y).

Now, let ȳ < z < ysup and consider the set

S = [z,∞). (E.164)

Property P4 in Lemma E.1 ensures that

inf
y∈int(S)

Λ∗(y) = inf
y∈cl(S)

Λ∗(y) = Λ∗(z), (E.165)

i.e., S is a Λ∗-continuity set (see (E.154)) and the infima in (E.165) are in fact a minimum
equal to Λ∗(z). Thus, in this case the LDP from (E.151) corresponds to the statement

lim
n→∞

1
n

log P[ȳn ≥ z] = −Λ∗(z), (E.166)

which in turn corresponds to the claim of Cramér’s theorem.
Reasoning in a similar manner it is possible to verify that when ysup < ∞, the set

[ysup,∞) is not a Λ∗-continuity set (see, e.g., Figure E.2). This particular case, which
is covered by Cramér’s theorem, is not directly obtained from the statement of the
Gärtner-Ellis theorem.

Owing to its generality, the Gärtner-Ellis theorem is a powerful tool
that allows to cover numerous cases of practical relevance. In our treatment,
it is used to characterize the error probability associated with traditional
(Chapter 6) and adaptive (Chapter 9) social learning.



Appendix F

Random Sums and Series

This appendix focuses on the stochastic convergence of random sums.
Section F.1 contains some classic results on convergent random series.
Sections F.2 and F.3 focus instead on certain random sums that are
relevant to the adaptive social learning paradigm considered in Chapters 8,
9, and 10; the results presented in these sections are either novel or borrowed
from [25, 119, 120].

F.1 Convergent Random Series

We adopt the following standard terminology. Given a sequence of numbers
{yn} and the partial sum ∑n

i=1 yi, when the sequence of partial sums
converges as n→∞ we say that the series ∑∞i=1 yi is convergent. Moreover,
we say that the series ∑∞i=1 yi is absolutely convergent when the series∑∞
i=1 |yi| is convergent. Note that absolute convergence implies convergence.
The next lemma provides a sufficient condition for the almost-sure

convergence of random series.

Lemma F.1 (Convergence of random series [113, Lemma 3.6′]). Let {yn} be
a sequence of independent random variables. If the series of expected values of
|yn| is convergent, i.e., if

∞∑
i=1

E|yi| < ∞, (F.1)

then
∑∞

i=1 yi is almost surely an absolutely convergent series.

We remark that the limiting value ∑∞i=1 yi is in general random. For
the characterization of a random series employed to characterize adaptive
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social learning in Chapter 9 (see footnote 2 in that chapter) it is useful
to know that, if the summands yi are not deterministic from some index
onward, then the series ∑∞i=1 yi will be a continuous1 random variable.
This property is guaranteed by the following result.

Lemma F.2 (Continuous nature of random series [111, Thm. XIII]). Let {yn}
be a sequence of independent random variables satisfying the condition

∞∑
i=1

E|yi| < ∞. (F.2)

If the random variables in the sequence are not deterministic from some index
n0 onward, then the series

∑∞
i=1 yi is a continuous random variable.

F.2 Random Sums Relevant to Adaptive Social Learning

In this section we derive some properties for a particular random sum that
arises in the study of the adaptive social learning algorithms in Chapters 8,
9, and 10.

Definition F.1 (Useful random sums). Let {yn} be a sequence of iid random
variables with finite mean ȳ. Let also 0 < δ < 1 and consider the following
partial sums:

zn(δ) ≜ δ

n∑
i=1

(1 − δ)i−1αiyi, (F.3)

where 0 ≤ αi ≤ 1, with αi converging exponentially to some value α > 0 and
obeying the following upper bound for all i ∈ N:

|αi − α| ≤ κ ξi, (F.4)

for some constants κ > 0 and ξ ∈ (0, 1).

We will first study the convergence, as n → ∞, of the partial sums
in (F.3), and then characterize their behavior in the limit as δ → 0. To
facilitate the presentation, the relevant properties are collected in a series
of lemmas.

1We recall that a continuous random variable does not necessarily have a pdf, since it could
be continuous but singular [21]. In the context of random series, one notable example that
can exhibit this behavior is given by Bernoulli convolutions, which are sums of iid Bernoulli
variables. For some values of the success probability, it has been shown that these sums converge
to continuous but singular limiting variables [69].
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Lemma F.3 (Useful random series). Consider the setting described in Defini-
tion F.1. Then, irrespective of condition (F.4), the partial sums in (F.3) converge
almost surely as n → ∞, namely, we can define the following random variable

z(δ) ≜ δ

∞∑
i=1

(1 − δ)i−1αiyi. (F.5)

In particular, the series on the RHS is almost-surely absolutely convergent.

Proof. We start by establishing the convergence of the series of expectations

δ

∞∑
i=1

(1 − δ)i−1αi E|yi| = ȳabs δ

∞∑
i=1

(1 − δ)i−1αi, (F.6)

where ȳabs = E|yi|. Note that ȳabs < ∞ because the random variables yi have finite
mean. The series on the RHS of (F.6) is convergent for the following reason. Since
0 ≤ αi ≤ 1 in view of Definition F.1, we have

n∑
i=1

(1 − δ)i−1αi ≤
n∑
i=1

(1 − δ)i−1 ≤
∞∑
i=1

(1 − δ)i−1

= 1
1 − (1 − δ) = 1

δ
< ∞, (F.7)

where in the first equality we compute the known value of the geometric series. Observe
that the partial sums

n∑
i=1

(1 − δ)i−1αi (F.8)

consist of nonnegative terms; this implies that these sums form a monotone (nondecreas-
ing) sequence. As a result, their limit

lim
n→∞

n∑
i=1

(1 − δ)i−1αi =
∞∑
i=1

(1 − δ)i−1αi (F.9)

exists. In principle, the limit can be equal to ∞. However, this is not the case since, by
letting n → ∞ on the LHS of (F.7), we get

∞∑
i=1

(1 − δ)i−1αi < ∞. (F.10)

This proves that the series of expectations in (F.6) converges.
In view of Lemma F.1, convergence of the series of expectations in (F.6) implies that

the random series z(δ) in (F.5) is almost-surely absolutely convergent, and the lemma
is proved.

■
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Lemma F.4 (First moment). Consider the setting described in Definition F.1,
and let

z(δ) ≜ δ

∞∑
i=1

(1 − δ)i−1αiyi. (F.11)

Then,

Ez(δ) = ȳ δ

∞∑
i=1

(1 − δ)i−1αi = α ȳ +O(δ), (F.12)

where O(δ) is a quantity such that the ratio O(δ)/δ remains bounded as δ → 0
— see Table 1.1.

Proof. Since, in view of (F.6) and (F.7), the series

δ

∞∑
i=1

(1 − δ)i−1αi E|yi| (F.13)

is convergent, so is the series

∞∑
i=1

(1 − δ)i−1αi Eyi = ȳ

∞∑
i=1

(1 − δ)i−1αi. (F.14)

The equality is obtained by using the definition ȳ = Eyi. On the other hand, from the
triangle inequality we have the following upper bound for the random sum zn(δ) in
(F.3):

|zn(δ)| ≤ δ

n∑
i=1

(1 − δ)i−1αi|yi| ≤ δ

∞∑
i=1

(1 − δ)i−1αi|yi|︸ ︷︷ ︸
zabs(δ)

, (F.15)

where the convergence of the series defined by zabs(δ) is guaranteed by Lemma F.3
(because the series z(δ) converges absolutely). In view of Beppo Levi’s monotone conver-
gence theorem [65, Thm. 1.5.7], the expectation of the almost-sure limit zabs(δ) is equal
to the series of expectations, namely,

Ezabs(δ) = δ

∞∑
i=1

(1 − δ)i−1αi E|yi| < ∞, (F.16)

where the inequality holds because of (F.7). From (F.15) and (F.16) we conclude that
|zn(δ)| is upper bounded, for all n, by a random variable with finite mean. Therefore,
the dominated convergence theorem (Theorem D.6) implies that the expectation of the
almost-sure limit z(δ) is equal to the convergent series of expectations (F.14), and the
first equality in (F.12) follows. For the second equality, observe that

δ

n∑
i=1

(1 − δ)i−1αi = δ

n∑
i=1

(1 − δ)i−1 (αi − α) + α δ

n∑
i=1

(1 − δ)i−1. (F.17)
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Reasoning as done to establish the convergence of (F.7), we can see that both partial
sums on the RHS converge and, hence, we can write

δ

∞∑
i=1

(1 − δ)i−1αi = δ

∞∑
i=1

(1 − δ)i−1 (αi − α) + α δ

∞∑
i=1

(1 − δ)i−1

︸ ︷︷ ︸
=1

. (F.18)

In view of (F.4), the absolute value of the first summation on the RHS of (F.18) is
dominated by

κ δ

∞∑
i=1

ξi(1 − δ)i−1 = κ ξ δ

∞∑
i=1

[
ξ(1 − δ)

]i−1 = κ ξ δ

1 − ξ(1 − δ) = O(δ). (F.19)

We conclude from (F.14), (F.18), and (F.19) that the second equality in (F.12) holds.
■

Lemma F.5 (Weak law of small δ). Consider the setting described in Defini-
tion F.1, and let

z(δ) ≜ δ

∞∑
i=1

(1 − δ)i−1αiyi. (F.20)

Then, the series z(δ) converges to α ȳ in probability as δ → 0, namely, for all
ε > 0,

lim
δ→0

P
[
|z(δ) − α ȳ| > ε

]
= 0. (F.21)

Proof. If we assume finiteness of the second moment of z(δ), the proof of this lemma is
immediately obtained as an application of Chebyshev’s inequality — see Theorem C.2.
However, finiteness of the second moment is not required, and thus we proceed with a
more technical proof that works without that assumption. Let

ζi = δ(1 − δ)i−1αi (F.22)

and consider the following centered variables:

z̃(δ) = z(δ) − Ez(δ), ỹi = yi − Eyi. (F.23)

In view of Lemmas F.3 and F.4, the centered partial sums

zn(δ) − Ezn(δ) =
n∑
i=1

ζi ỹi (F.24)

converge almost surely (hence, in distribution) to z̃(δ) as n → ∞. From the Lévy-
Cramér continuity theorem (Theorem D.1) the characteristic function of zn − Ezn(δ)
must converge to the characteristic function of z̃(δ). Exploiting (F.24) and the fact that
the random variables yi are iid, the latter characteristic function can be represented as

φz̃(s) =
∞∏
i=1

φỹ(ζis), (F.25)
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where φỹ(s) denotes the characteristic function of the centered variable ỹi.
The claim of the lemma is that z(δ) − α ȳ converges in probability to 0 as δ → 0.

In view of (F.12) and property P1 from Lemma D.1, it is enough to prove that z̃(δ) in
(F.23) converges in probability to 0 as δ → 0. Furthermore, property P3 from Lemma D.1
allows us to conclude that it suffices to establish that z̃(δ) converges to 0 in distribution.
To this end, we resort again to the Lévy-Cramér continuity theorem (and use it this
time to examine the convergence for δ → 0). Since the characteristic function of a
deterministic variable equal to 0 is identically 1 for all s ∈ R, we need to show that φz̃(s)
converges to 1 as δ → 0. Using (F.25) we can write2

|φz̃(s) − 1| ≤
∞∑
i=1

|φỹ(ζis) − 1|. (F.27)

Consider a positive s (the proof for s < 0 is similar, whereas for s = 0 it is trivial). Since
the random variables ỹi have finite mean, it is known that the first derivative of the
characteristic function, φ′ỹ(s), is a continuous function [70], and from the mean-value
theorem [144, Thm. 5.9] we can write (since in particular Eỹi = 0)

φỹ(ζis) = 1 + ζisφ
′
ỹ(sm) for some sm ∈ (0, ζis). (F.28)

Accordingly, we have

|φỹ(ζis) − 1| = ζis |φ′ỹ(sm)| ≤ ζis max
ς∈[0,δs]

|φ′ỹ(ς)|, (F.29)

where the inequality holds because sm ∈ (0, ζis) and ζi ≤ δ — see (F.22). Applying
(F.29) to (F.27) we get

|φz̃(s) − 1| ≤ s max
ς∈[0,δs]

|φ′ỹ(ς)|
∞∑
i=1

ζi︸ ︷︷ ︸
≤1

. (F.30)

On the other hand, since φ′ỹ(0) = Eỹi = 0, from the continuity of φ′ỹ(s) it follows that

lim
δ→0

max
ς∈[0,δs]

|φ′ỹ(ς)| = 0, (F.31)

which, in view of (F.30), proves that φz̃(s) converges to 1 as δ → 0. From the Lévy-
Cramér continuity theorem, this implies that z(δ) converges to Ez(δ) in distribution as
δ → 0, and the proof is complete.

■

F.3 Vector Case for Network Behavior

In this section we extend Definition F.1 to examine the case where yn is
a vector. Actually, when we examine networks of agents in Chapters 8,

2The following inequality is known for complex numbers xi, yi, with |xi| ≤ 1 and |yi| ≤ 1 [70]:∣∣∣∣∣
n∏
i=1

xi −
n∏
i=1

yi

∣∣∣∣∣ ≤
n∑
i=1

|xi − yi|. (F.26)
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9, and 10, we always deal with this vector case (with the vector entries
referring to distinct agents). In fact, the results proved for the scalar case in
the previous sections can be readily applied to the vector case. However, for
the results that we are going to prove in this section, an analysis specialized
to the vector setting is necessary to account for the possible statistical
dependence across the agents.

Definition F.2 (Random sums with random vectors). Let {yn} be a sequence of
iid random vectors in RK , whose entries have finite mean, and define

yn = [y1,n,y2,n, . . . ,yK,n], ȳ = Eyn. (F.32)

Let also 0 < δ < 1, and consider the following (scalar) partial sums:

zn(δ) = δ

n∑
i=1

(1 − δ)i−1αT
i yi, (F.33)

where
αn = [α1,n, α2,n, . . . , αK,n] (F.34)

is a deterministic vector with nonnegative entries bounded by 1, i.e.,

0 ≤ αk,n ≤ 1 for k = 1, 2, . . . ,K and for all n ∈ N. (F.35)

Moreover, assume that αn converges to some vector

α = [α1, α2, . . . , αK ] (F.36)

with the following exponential law:

|αk,n − αk| ≤ κ ξn (F.37)

for all k and n, and for some constants κ > 0 and ξ ∈ (0, 1). To avoid trivial
cases, we assume that α has at least one nonzero entry.

Note that Lemma F.3 implies the convergence as n→∞ of the partial
sums in (F.33), allowing us to define the series

z(δ) = δ
∞∑
i=1

(1− δ)i−1αT
i yi. (F.38)

Our main goal is to characterize the asymptotic behavior of z(δ) as δ → 0.
In particular, we will show that this behavior is ruled by the average
variable

yave,n ≜ αTyn =
K∑
k=1

αkyk,n. (F.39)
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For later use, we also introduce the mean and variance of this average
variable, namely,

ȳave ≜ Eyave,n = E
[
αTyn

]
= αTȳ (F.40)

and
σ2

ave ≜ VAR
[
yave,n

]
= VAR

[
αTyn

]
. (F.41)

Next, we examine the behavior of the second moment of z(δ).

Lemma F.6 (Second moment). Consider the setting described in Definition F.2,
and assume that yn has finite second moment. Then, the variance of z(δ) in
(F.38) is

VAR[z(δ)] = δ2
∞∑
i=1

(1 − δ)2(i−1) VAR[αT
i yi] = 1

2σ
2
ave δ +O(δ2). (F.42)

Proof. Let us introduce, for i ∈ N, the centered, zero-mean vectors

ỹi = yi − ȳ (F.43)

and their expected squared norm

σ2
y = E∥ỹi∥

2. (F.44)

Observe that, in view of the Cauchy-Schwarz inequality, we have

VAR
[
αT
i yi

]
= E

[(
αT
i ỹi
)2
]

≤ ∥αi∥2 E∥ỹi∥
2 ≤ Kσ2

y, (F.45)

where in the last inequality we use definition (F.44) and the fact that the K entries
of αi are all bounded by 1. Since the scalar variables αT

i yi are independent, from the
definition of zn(δ) in (F.33) we have

VAR[zn(δ)] = δ2
n∑
i=1

(1 − δ)2(i−1) VAR
[
αT
i yi
]

≤ Kσ2
y δ

2
n∑
i=1

(1 − δ)2(i−1), (F.46)

where the inequality follows from (F.45). Note that both partial sums in (F.46) admit
limits since they consist of nonnegative terms. In particular, the limit of the partial sum
on the RHS is finite since it is given by a convergent geometric series, and we can write

lim
n→∞

VAR[zn(δ)] = δ2
∞∑
i=1

(1 − δ)2(i−1) VAR
[
αT
i yi
]

≤ Kσ2
y δ

2
∞∑
i=1

(1 − δ)2(i−1) < ∞. (F.47)
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Consider now the centered and squared variables(
zn(δ) − Ezn(δ)

)2
= δ2

(
n∑
i=1

(1 − δ)i−1αT
i ỹi

)2

. (F.48)

In view of Lemmas F.3 and F.4, the quantity on the LHS converges almost surely, as
n → ∞, to (

z(δ) − Ez(δ)
)2
. (F.49)

Therefore, we can apply Fatou’s lemma (Theorem D.5) to the variables (zn(δ)−Ezn(δ))2,
yielding

lim
n→∞

VAR[zn(δ)] ≥ VAR[z(δ)]. (F.50)

In view of (F.47), this implies that the limiting variable z(δ) has finite variance. But
since the limiting variable z(δ) can be written as

z(δ) = zn(δ) + δ

∞∑
i=n+1

(1 − δ)i−1αT
i yi, (F.51)

with the two quantities on the RHS being statistically independent, for any n the
variance of z(δ) cannot be smaller than the variance of zn(δ), implying that

VAR[z(δ)] ≥ lim
n→∞

VAR[zn(δ)]. (F.52)

Combining (F.50) with (F.52) we see that the variance of the almost-sure limit z(δ) is
equal to the convergent series of variances, which is the first equality in (F.42).

In order to prove the second equality in (F.42) we write

VAR [z(δ)] = δ2
∞∑
i=1

(1 − δ)2(i−1) E
[(
αT
i ỹi

)2
]
. (F.53)

The expected values appearing in the last summation can be manipulated as follows:

E
[(
αT
i ỹi

)2
]

= E
[(
αT ỹi + (αi − α)T ỹi

)2
]

= E
[(
αT ỹi

)2
]

+ E
[(

(αi − α)T ỹi

)2
]

+ 2E
[
(αi − α)T ỹiα

Tỹi
]

= σ2
ave + E

[(
(αi − α)T ỹi

)2
]

+ 2E
[
(αi − α)T ỹiα

Tỹi
]
, (F.54)

where, in the last step, we used (F.41) and (F.43). Substituting (F.54) into (F.53) we
obtain

VAR [z(δ)] = σ2
ave δ

2
∞∑
i=1

(1 − δ)2(i−1)

+ δ2
∞∑
i=1

(1 − δ)2(i−1) E
[(

(αi − α)T ỹi

)2
]

+ 2δ2
∞∑
i=1

(1 − δ)2(i−1) E
[
(αi − α)T ỹiα

Tỹi
]
. (F.55)
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By evaluating the geometric series, the first term in (F.55) is equal to

σ2
ave

δ

2 − δ
= σ2

ave δ

2 + σ2
ave δ

( 1
2 − δ

− 1
2

)
= σ2

ave δ

2 + σ2
ave δ

2

2(2 − δ) (F.56)

and we see that the last term is O(δ2). Therefore, the proof will be complete if we show
that the last two terms on the RHS of (F.55) are O(δ2).

To this end, we apply the Cauchy-Schwarz inequality to obtain the bound

E
[(

(αi − α)T ỹi

)2
]

≤ ∥αi − α∥2 E
[
∥yi∥

2] ≤ K κ2 ξ2i σ2
y, (F.57)

where the second inequality follows from (F.37) and (F.44). Likewise, by applying the
Cauchy-Schwarz inequality for expected values (see Theorem C.6 for r1 = r2 = 2), we
can write∣∣∣∣E[(αi − α)T ỹi α

Tỹi

]∣∣∣∣
≤

(
E
[(

(αi − α)T ỹi

)2
]

︸ ︷︷ ︸
≤ K κ2 ξ2i σ2

y from (F.57)

E
[(
αT ỹi

)2
]

︸ ︷︷ ︸
=σ2

ave

)1/2

≤
√
K σy σave κ ξ

i. (F.58)

Using the bounds (F.57) and (F.58), in the second and third term on the RHS of (F.55),
respectively, and computing the pertinent geometric series, it is readily seen that both
these terms are O(δ2). This proves the second equality in (F.42), thus completing the
proof.

■

The next lemma establishes that, when properly shifted and scaled,
z(δ) is asymptotically normal as δ → 0.

Lemma F.7 (Asymptotic normality). Consider the setting described in Defi-
nition F.2, and assume that yn has finite second moment. Recall from (F.40)
and (F.41) that ȳave and σ2

ave denote the mean and variance, respectively, of the
average variable yave,n defined by (F.39). Consider the following shifted and
scaled version of the random variable z(δ) in (F.38):

z(δ) − ȳave√
δ

, (F.59)

where we remark that z(δ) is shifted by subtracting the mean ȳave of the average
variable yave,n. Then, (z(δ) − ȳave)/

√
δ converges in distribution to a zero-mean

Gaussian variable with variance equal to half the variance σ2
ave of the average

variable yave,n:
z(δ) − ȳave√

δ

d−−−→
δ→0

G
(

0, 1
2σ

2
ave

)
. (F.60)
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Proof. The claim in (F.60) is equivalent to stating that the random variable

z(δ) − ȳave√
δσ2ave/2

(F.61)

converges in distribution to a standard Gaussian variable. Now, note that we can write

z(δ) − ȳave√
δσ2ave/2

= z(δ) − Ez(δ)√
δσ2ave/2

+ Ez(δ) − ȳave√
δσ2ave/2

. (F.62)

Since the second term in (F.62) converges to 0 in view of (F.12),3 from Slutsky’s theorem
(see Theorem D.4) it suffices to show that the random variable

z(δ) − Ez(δ)√
δσ2ave/2

(F.64)

converges in distribution to a standard Gaussian variable. To this end, we start by
introducing, with a slight abuse of notation with respect to (F.22) and (F.23), the
quantities

ζi = δ(1 − δ)i−1√
δ/2

=
√

2δ(1 − δ)i−1 (F.65)

and
z̃(δ) = z(δ) − E[z(δ)]√

δσ2ave/2
, ỹi = yi − ȳ

σave
. (F.66)

It is also useful to introduce the following centered and scaled version of the average
variable yave,i defined by (F.39):

ỹave,i ≜
yave,i − ȳave

σave
= αT ỹi. (F.67)

Our aim is to establish that z̃(δ) converges in distribution to a standard Gaussian
variable. In view of the Lévy-Cramér continuity theorem (Theorem D.1) this claim is
equivalent to the convergence, as δ → 0, of the characteristic function of z̃(δ) to the
characteristic function e−s

2/2 (which is known to be the characteristic function of a
standard Gaussian variable). From (F.38), (F.65), and (F.66) we see that

z̃(δ) =
∞∑
i=1

ζi α
T
i ỹi. (F.68)

Reasoning as done to compute (F.25), the characteristic function of z̃(δ) in (F.68) is
given by

φz̃(s) =
∞∏
i=1

E exp
{
ιs ζiα

T
i ỹi

}
, (F.69)

3We remark that Eq. (F.12) applies to the series z(δ) defined by (F.11), where αi and yi
are scalars. For the series z(δ) in (F.38), where αi and yi are instead K × 1 vectors, Eq. (F.12)
becomes

Ez(δ) = δ

∞∑
i=1

(1− δ)i−1αT
i ȳ = αTȳ +O(δ) = ȳave +O(δ). (F.63)

This follows by noticing that αT
i yi =

∑K

k=1 αk,iyk,i, and then applying (F.12), separately for
each k, to the series (F.11) with αk,iyk,i in place of αiyi.
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where we recall that ι =
√

−1 is the imaginary unit. Using the triangle inequality for
complex numbers we can write

∣∣∣φz̃(s) − e−
s2
2

∣∣∣ ≤

∣∣∣∣∣φz̃(s) −
∞∏
i=1

φave(ζis)

∣∣∣∣∣+

∣∣∣∣∣
∞∏
i=1

φave(ζis) − e−
s2
2

∣∣∣∣∣ , (F.70)

where

φave(s) ≜ E exp
{
ιs ỹave,i

}
(F.71)

is the characteristic function of the random variable ỹave,i defined by (F.67). Let us focus
on the first term appearing on the RHS of (F.70). Since characteristic functions have
magnitude not greater than 1, in view of (F.26) we can write∣∣∣∣∣φz̃(s) −

∞∏
i=1

φave(ζis)

∣∣∣∣∣ =

∣∣∣∣∣
∞∏
i=1

E exp
{
ιs ζi α

T
i ỹi

}
−
∞∏
i=1

E exp
{
ιs ζi α

T ỹi

}∣∣∣∣∣
≤
∞∑
i=1

∣∣∣∣E [exp
{
ιs ζi α

T
i ỹi

}
− exp

{
ιs ζi α

T ỹi

}] ∣∣∣∣
≤
∞∑
i=1

E
∣∣∣exp

{
ιs ζi α

T
i ỹi

}
− exp

{
ιs ζi α

T ỹi

}∣∣∣
=
∞∑
i=1

E
∣∣∣1 − exp

{
ιs ζi (αi − α)T ỹi

}∣∣∣
(a)
≤ |s|

∞∑
i=1

ζi E
∣∣∣(αi − α)T ỹi

∣∣∣
= |s|

∞∑
i=1

ζi E

∣∣∣∣∣
K∑
k=1

(αk,i − αk) ỹk,i

∣∣∣∣∣
≤ |s|

∞∑
i=1

ζi E

[
K∑
k=1

|αk,i − αk|︸ ︷︷ ︸
≤κ ξi from (F.37)

× |ỹk,i|

]

≤ |s|
∞∑
i=1

κ ζi ξ
i E∥ỹi∥1︸ ︷︷ ︸

my

= κmy|s|
∞∑
i=1

ζi ξ
i, (F.72)

where in step (a) we used the inequality |1 − eιx| ≤ |x| [65, Lemma 3.3.19], and where
∥ · ∥1 denotes the L1 norm. Using the definition of ζi from (F.65) and evaluating the
geometric series, we see that the last summation in (F.72) converges to 0 as δ → 0. This
proves that the first term on the RHS of (F.70) converges to 0. To complete the proof,
we need to show that the second term on the RHS of (F.70) converges to 0, namely, that

lim
δ→0

∞∏
i=1

φave(ζis) = e−
s2
2 . (F.73)
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To this end, we resort again to the triangle inequality for complex numbers and write∣∣∣∣∣
∞∏
i=1

φave(ζis) − e−
s2
2

∣∣∣∣∣ ≤

∣∣∣∣∣
∞∏
i=1

φave(ζis) − e
− 1

2

∑∞
i=1

ζ2
i s

2

∣∣∣∣∣
+
∣∣∣e− 1

2

∑∞
i=1

ζ2
i s

2
− e−

s2
2

∣∣∣ . (F.74)

The second term on the RHS of (F.74) converges to 0 because

lim
δ→0

∞∑
i=1

ζ2
i = 1, (F.75)

as can be seen by exploiting (F.65) and evaluating the pertinent geometric series. Let
us now focus on the first term on the RHS of (F.74). We have the following chain of
relations: ∣∣∣∣∣

∞∏
i=1

φave(ζis) − e
− 1

2

∑∞
i=1

ζ2
i s

2

∣∣∣∣∣ =

∣∣∣∣∣
∞∏
i=1

φave(ζis) −
∞∏
i=1

e−
ζ2

i
s2

2

∣∣∣∣∣
≤
∞∑
i=1

∣∣∣∣φave(ζis) − e−
ζ2

i
s2

2

∣∣∣∣
(F.26)

≤
∞∑
i=1

∣∣∣∣φave(ζis) − 1 + ζ2
i s

2

2

∣∣∣∣
+
∞∑
i=1

∣∣∣∣e− ζ2
i

s2

2 − 1 + ζ2
i s

2

2

∣∣∣∣ , (F.76)

where in the last step we applied the triangle inequality. Now, the second term on the
RHS of (F.76) converges to 0 since for any positive number x we have |e−x−1+x| ≤ x2/2,
which implies

∞∑
i=1

∣∣∣∣e− ζ2
i

s2

2 − 1 + ζ2
i s

2

2

∣∣∣∣ ≤ s4

8

∞∑
i=1

ζ4
i (F.77)

and it is immediate to show that (see the proof in [119]):

lim
δ→0

∞∑
i=1

ζ4
i = 0. (F.78)

Next, we establish that also the first term on the RHS of (F.76) vanishes. To this end,
consider the following identity:

φave(ζis) − 1 + ζ2
i s

2

2 = E
[
eι ỹave,i ζis − 1 − ι ỹave,i ζis+ 1

2 ỹ
2
ave,i ζ

2
i s

2
]
, (F.79)

which holds because of the definition of φave(s) in (F.71) and because ỹave,i has zero
mean and unit variance. Focusing on the argument of the expectation in (F.79) and
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using [65][Lemma 3.3.19] we can write, for an arbitrarily small ε > 0,∣∣∣eι ỹave,i ζis − 1 − ι ỹave,i ζis+ 1
2 ỹ

2
ave,i ζ

2
i s

2
∣∣∣

≤ I
[ ∣∣ỹave,i

∣∣ ζi ≤ ε
]∣∣ỹave,i ζis

∣∣3
6 + I

[
|ỹave,i| ζi > ε

] (
ỹave,i ζis

)2

≤ ε ỹ
2
ave,i ζ

2
i

|s|3

6 + ỹ
2
ave,i I

[
|ỹave,i|ζi > ε

]
ζ2
i s

2

≤ ε ỹ
2
ave,i ζ

2
i

|s|3

6 + ỹ
2
ave,i I

[
|ỹave,i| > ε/

√
2δ
]
ζ2
i s

2, (F.80)

where the last inequality follows because ζi ≤
√

2δ — see (F.65). Computing the
magnitude of both sides of (F.79), recalling that the magnitude of the expectation is
upper bounded by the expectation of the magnitude, and using (F.80), we find that∣∣∣∣φave(ζis) − 1 + ζ2

i s
2

2

∣∣∣∣ ≤ ζ2
i

(
ε

|s|3

6 + s2g(δ)
)
, (F.81)

where we define

g(δ) ≜ E

[
ỹ

2
ave,i I

[
ỹ

2
ave,i > ε/

√
2δ
]]
. (F.82)

The function g(δ) does not depend on i since the random variables ỹave,i are identically
distributed. Since ỹave,i has finite second moment, from the dominated convergence
theorem (Theorem D.6) we have that g(δ) → 0 as δ → 0. Using this result in (F.81) and
accounting for (F.75) yields

lim sup
δ→0

∞∑
i=1

∣∣∣∣φave(ζis) − 1 + ζ2
i s

2

2

∣∣∣∣ ≤ ε
|s|3

6 . (F.83)

Due to the arbitrariness of ε, we conclude that the first term on the RHS of (F.74)
vanishes as δ → 0. Since we already proved that the second term vanishes, we conclude
that (F.73) holds. And since we already showed that the second term on the RHS of
(F.70) vanishes, we conclude that φz̃(s) converges to e−s2/2 as δ → 0. We have therefore
shown that z̃(δ) in (F.66) converges in distribution to a standard Gaussian variable as
δ → 0, and this completes the proof.

■

We conclude this appendix by examining the asymptotic properties
of the LMGF of z(δ) in (F.38). Preliminarily, it is useful to establish the
following auxiliary lemma.
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Lemma F.8 (Limiting property of a useful sum). Let f(s) be a function twice
continuously differentiable on R, with f(0) = 0. Define the interval

Js =
{

[0, s] if s ≥ 0,
[s, 0] otherwise,

(F.84)

and introduce the auxiliary functions

g(s) =


f(s)
s

if s ̸= 0,

f′(0) if s = 0,

(F.85)

and4

h(s) ≜ s2

2 max
ς∈Js

∣∣g′(ς)∣∣ . (F.86)

Then, for all s ∈ R,
∞∑
i=1

f
(
s δ(1 − δ)i−1

)
= 1
δ

∫ s δ

0

f(ς)
ς
dς + r(s, δ), (F.87)

where r(s, δ) is a function that satisfies the following bound:

|r(s, δ)| ≤ h(s δ)
2 − δ

. (F.88)

Proof. To begin with, observe from the properties of f(s) that the function h(s) is well
defined and satisfies, for all s ∈ R, the inequalities 0 ≤ h(s) < ∞. Now, for the case
s = 0, Eq. (F.87) is trivially verified with the choice r(0, δ) = 0. Let us consider the case
s > 0; the proof for s < 0 is similar. We introduce the following infinite partition of
(0, δs]:

si = s δ(1 − δ)i−1, i ∈ N. (F.91)
Let us introduce the function

G(s) =
∫ si

s

g(ς)dς, (F.92)

where g is defined by (F.85). A second-order Taylor expansion of G(s) around the point
si gives

G(si+1) = g(si)(si − si+1) − 1
2 g′(s̄i)(si − si+1)2 (F.93)

4The derivative g′(ς) appearing in (F.86) is well defined. Indeed, for ς ̸= 0,

g′(ς) = f′(ς) ς − f(ς)
ς2 . (F.89)

In addition, by applying L’Hôpital’s rule [144], from (F.89) we obtain

lim
ς→0

g′(ς) = f′′(0)
2

, (F.90)

which implies that g′(0) = f′′(0)/2 — see footnote 3 in Appendix E.
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for a certain s̄i ∈ (si+1, si). Observing from (F.91) that si−si+1 = si δ and using (F.85),
Eq. (F.93) can be rewritten as

G(si+1) = δf(si) − δ2

2 g′(s̄i) s2
i . (F.94)

Consider now an index n > 0 and observe from (F.91) that s1 = s δ and sn+1 = s δ(1−δ)n.
Therefore, from (F.92) and the definition of integration we have∫ s δ

s δ(1−δ)n

g(ς)dς =
∫ s1

sn+1

g(ς)dς =
n∑
i=1

∫ si

si+1

g(ς)dς =
n∑
i=1

G(si+1). (F.95)

Then, from (F.94) we obtain∫ s δ

s δ(1−δ)n

g(ς)dς = δ

n∑
i=1

f(si) − δ2

2

n∑
i=1

g′(s̄i) s2
i , (F.96)

which, exploiting (F.91) and (F.85), is equivalent to
n∑
i=1

f
(
s δ(1 − δ)i−1

)
= 1
δ

∫ s δ

s δ(1−δ)n

f(ς)
ς
dς

+ δ

2

n∑
i=1

(1 − δ)2(i−1)(s δ)2g′(s̄i). (F.97)

Now, from the definition of integration we have

lim
n→∞

∫ s δ

s δ(1−δ)n

f(ς)
ς
dς =

∫ s δ

0

f(ς)
ς
dς, (F.98)

which shows that, as n → ∞, the first term on the RHS of (F.97) agrees with the first
term on the RHS of (F.87).

Consider then the second term on the RHS of (F.97). Since s̄i ∈ (si+1, si), and since
(si+1, si) ⊂ [0, s δ] in view of (F.91), we have

1
2(s δ)2 |g′(s̄i)| ≤ 1

2(s δ)2 max
ς∈[0,s δ]

|g′(ς)| = h(s δ), (F.99)

where the equality follows from the definition of h(s) in (F.86). Using (F.99) we can
write

δ

2

n∑
i=1

(1 − δ)2(i−1)(s δ)2|g′(s̄i)| ≤ δ h(s δ)
∞∑
i=1

(1 − δ)2(i−1) = h(s δ)
2 − δ

, (F.100)

which implies that the last summation in (F.97) is absolutely convergent as n → ∞,
allowing us to introduce the series

r(s, δ) ≜ δ

2

∞∑
i=1

(1 − δ)2(i−1)(s δ)2g′(s̄i). (F.101)

Letting n → ∞ in (F.97), and applying (F.98) and (F.101), we obtain the representation
in (F.87), with the function r(s, δ) satisfying (F.88) in view of (F.100).

■
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We are now ready to characterize the LMGF of z(δ) in the small-δ
regime.

Lemma F.9 (Limiting LMGF). Consider the setting described in Definition F.2.
Assume that each entry yk,n of the vector yn has LMGF finite everywhere:

Λyk (s) ≜ logE exp
{
syk,n

}
< ∞ ∀s ∈ R. (F.102)

Let Λave(s) be the LMGF of the average variable yave,n defined by (F.39), and
let Λδ(s) be the LMGF of z(δ) in (F.38). Then

lim
δ→0

δΛδ(s/δ) =
∫ s

0

Λave(ς)
ς

dς. (F.103)

Proof. Let

Λzn (s) ≜ logE exp
{
s zn(δ)

}
(F.104)

be the LMGF of the random variable zn(δ) in (F.33). Since the LMGF of the sum of
independent random variables is equal to the sum of the LMGFs of the random variables,
by exploiting the independence across i of the random variables αT

i yi that appear in
(F.33), we get

Λzn (s) =
n∑
i=1

logE exp
{
s δ(1 − δ)i−1αT

i yi

}
. (F.105)

It is convenient to introduce the multivariate LMGF of the vector yi [59, 159]:

Λy(u) ≜ logE exp
{
uTyi

}
, u ∈ RK , (F.106)

from which (F.105) can be rewritten as

Λzn (s) =
n∑
i=1

Λy
(
s δ(1 − δ)i−1αi

)
=

n∑
i=1

Λy
(
s δ(1 − δ)i−1α

)
+

n∑
i=1

[
Λy
(
s δ(1 − δ)i−1αi

)
− Λy

(
s δ(1 − δ)i−1α

)]
=

n∑
i=1

Λave

(
s δ(1 − δ)i−1

)
+

n∑
i=1

[
Λy
(
s δ(1 − δ)i−1αi

)
− Λy

(
s δ(1 − δ)i−1α

)]
, (F.107)
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where, to justify the last equality, we recall that Λave(s) is the LMGF of the average
random variable yave,i = αTyi, which, in view of (F.106), yields

Λave

(
s δ(1 − δ)i−1

)
= logE exp

{
s δ(1 − δ)i−1 yave,i

}
= logE exp

{
s δ(1 − δ)i−1αTyi

}
= Λy

(
s δ(1 − δ)i−1α

)
. (F.108)

We are interested in evaluating the limits of the summations on the RHS of (F.107)
as n → ∞. Regarding the first summation, we can apply Lemma F.8 with the choice
f(s) = Λave(s),5 obtaining

∞∑
i=1

Λave

(
s δ(1 − δ)i−1

)
= 1
δ

∫ s δ

0

Λave(ς)
ς

dς + r(s, δ), (F.110)

where r(s, δ) is the remainder term introduced in Lemma F.8.
Let us now focus on the second term on the RHS of (F.107). In view of (F.102),

we know that the multivariate LMGF is finite for all u ∈ RK .6 As a consequence, it is
infinitely differentiable on RK [59, 159]. In particular, we can use a first-order Taylor

5Recalling that Λave(s) is the LMGF of the random variable defined by (F.39), we have

Λave(s) = logE exp

{
s

K∑
k=1

αkyk,n

}
≤ logE

K∑
k=1

αk exp
{
syk,n

}
= log

(
K∑
k=1

αk exp {Λyk (s)}

)
<∞, (F.109)

where the first inequality is an application of Jensen’s inequality (see Theorem C.5 and in
particular (C.10)) to the term exp

{
s
∑K

k=1 αkyk
}

, accounting for the fact that the exponential
function is convex and the weights {αk} are nonnegative and add up to 1. The second inequality
follows from (F.102). We conclude that Λave(s) is finite for all s ∈ R. This implies that it is
infinitely differentiable on R (see Appendix E.1.2), thus fulfilling the hypotheses of Lemma F.8.

6 If u has all zero entries, the multivariate LMGF is equal to 0. Thus, we consider the case
where u has at least one nonzero entry, and let

σu =
K∑
k=1

|uk|, qk = |uk|
σu

. (F.111)

We have the following chain of relations:

exp
{
uTyi

}
= exp

{
K∑
k=1

ukyk,i

}
= exp

{
K∑
k=1

qksign(uk)σuyk,i

}

≤
K∑
k=1

qk exp
{

sign(uk)σuyk,i
}
, (F.112)

where the last step follows from Jensen’s inequality (see Theorem C.5 and in particular (C.10)),
which can be used because the exponential function is convex and the weights {qk} are nonneg-
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expansion of Λy around the point s δ(1 − δ)i−1α:

Λy
(
s δ(1 − δ)i−1αi

)
= Λy

(
s δ(1 − δ)i−1α

)
+ s δ(1 − δ)i−1(αi − α)T ∇Λy(ū), (F.114)

where ∇Λy(u) is the gradient of Λy(u) taken with respect to u, and where ū is a point
lying in the open line segment that joins the points s δ(1 − δ)i−1αi and s δ(1 − δ)i−1α.
In particular, by introducing the hypercube Hs defined as

Hs =
{

[0, s]K if s ≥ 0,
[s, 0]K otherwise,

(F.115)

we know that ū is surely contained in Hsδ, because (1 − δ)i−1 ≤ 1 and all the entries
of the vectors αi and α are nonnegative and bounded by 1. In view of (F.114), we can
write ∣∣∣Λy(s δ(1 − δ)i−1αi

)
− Λy

(
s δ(1 − δ)i−1α

)∣∣∣
= s δ(1 − δ)i−1 ∣∣(αi − α)T ∇Λy(ū)

∣∣ ≤ κ s δ ξi(1 − δ)i−1
K∑
k=1

∣∣∣∣∂Λy
∂uk

(ū)
∣∣∣∣ , (F.116)

where, in the last step, we used (F.37). In addition, since ∇Λy(u) is continuous on RK ,
we can write

K∑
k=1

∣∣∣∣∂Λy
∂uk

(ū)
∣∣∣∣ ≤ h2(s δ), (F.117)

where we have defined the auxiliary function

h2(s) ≜ max
u∈Hs

K∑
k=1

∣∣∣∣∂Λy
∂uk

(u)
∣∣∣∣ . (F.118)

Letting

r2(s, δ) ≜
∞∑
i=1

(
Λy
(
s δ(1 − δ)i−1αi

)
− Λy

(
s δ(1 − δ)i−1α

))
, (F.119)

from (F.116) and (F.117) we get

|r2(s, δ)| ≤ κ ξ s δ h2(s δ)
∞∑
i=1

[ξ(1 − δ)]i−1 = κ ξ s δ

1 − ξ(1 − δ) h2(s δ). (F.120)

ative and add up to 1. Using (F.112), and (F.106), we can write

Λy(u) = logE exp
{
uTyi

}
≤ log

(
K∑
k=1

qk E exp
{

sign(uk)σuyk,i
})

= log

(
K∑
k=1

qk exp
{

Λyk

(
sign(uk)σu

)}))
<∞, (F.113)

where the last inequality follows from (F.102). We conclude that Λy(u) is finite for all u ∈ RK .
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Combining (F.107), (F.110), and (F.119), we arrive at the representation

Λδ(s) = lim
n→∞

Λzn (s) = 1
δ

∫ s δ

0

Λave(ς)
ς

dς + r(s, δ) + r2(s, δ), (F.121)

where, in the first equality, the LMGF of the limiting random variable z(δ) in (F.38)
appears because, from the continuity theorem for moment generating functions [55], it
is legitimate to evaluate the LMGF of z(δ) as the limit of the LMGF of the partial sum
zn(δ). Exploiting (F.121) we can further write

δΛδ(s/δ) =
∫ s

0

Λave(ς)
ς

dς + δ r(s/δ , δ) + δ r2(s/δ , δ). (F.122)

To prove (F.103), we now show that the last two terms in (F.122) vanish as δ → 0.
Regarding the first term, from (F.88) we get

|δ r(s/δ , δ)| ≤ δ

2 − δ
h(s) δ→0−→ 0, (F.123)

where h(s) is the auxiliary function introduced in (F.86). Likewise, regarding the second
term, from (F.120) we can write

|δ r2(s/δ , δ)| ≤ δ
κ ξ s h2(s)

1 − ξ(1 − δ)
δ→0−→ 0, (F.124)

which concludes the proof.
■



Appendix G

Rademacher Complexity

In the social machine learning problem examined in Chapter 12, each agent
learns a decision statistic chosen from some admissible family. The degree
of complexity of the decision statistic is an important parameter that is
related to the performance achievable in the learning process. In statistical
learning, one way to quantify the complexity of a family of functions is the
Rademacher complexity [30, 130, 155], originally introduced as Rademacher
penalty in [103].

G.1 General Case

We start with the definition of the Rademacher complexity.

Definition G.1 (Rademacher complexity). Let G be a family of real-valued
functions

g : X 7→ R (G.1)
and consider a sequence of samples xn ∈ X , for n = 1, 2, . . . , E. The sequence of
these samples will be compactly denoted by

X = {x1, x2, . . . , xE}. (G.2)

The empirical Rademacher complexity of the family G associated with a particular
sequence X is1

R(G;X) ≜ E sup
g∈G

∣∣∣∣∣ 1
E

E∑
n=1

rng(xn)

∣∣∣∣∣ , (G.3)

1Following [13, 30], we are defining the empirical Rademacher complexity in (G.3) and the
Rademacher complexity in (G.4) with the absolute value. Other definitions are without the
absolute value, and the two definitions coincide if the family G is symmetric, i.e., if for any
function g(x) ∈ G, the function −g(x) also belongs to G.
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where the sequence {rn} is formed by independent and identically distributed
Rademacher random variables, i.e., binary variables taking on values ±1 with
equal probability.
Assume now that X is random, with the individual samples xn being iid and also
independent of the Rademacher variables. We define the Rademacher complexity
as

R(G) ≜ ER(G;X) = E sup
g∈G

∣∣∣∣∣ 1
E

E∑
n=1

rng(xn)

∣∣∣∣∣ , (G.4)

where the expectation is taken over all the involved random quantities, i.e., rn
and xn.

The summations in (G.3) and (G.4) are a measure of the correlation
between the functions g ∈ G and the Rademacher variables rn. As a result,
the Rademacher complexity measures on average how well the function
family G correlates with random noise. The capability to emulate random
noise describes the richness (hence, the complexity) of the chosen family,
and can also be seen as a measure of overfitting during training [12, 130].

The following known property of the Rademacher complexity is useful
for some of our derivations [30, 109]. We recall that a function Q : R 7→ R
is Lipschitz-continuous with constant L , also referred to as L -Lipschitz,
when

|Q(z1)−Q(z2)| ≤ L |z1 − z2| ∀z1, z2 ∈ dom(Q). (G.5)

Lemma G.1 (Contraction principle). Let Q : R 7→ R be an L -Lipschitz function
with Q(0) = 0. Let G be a family of real-valued functions, and consider a sequence
of samples X = {x1, x2, . . . , xE}. The empirical Rademacher complexity satisfies
the following property:

R(Q ◦ G;X) ≤ L R(G;X), (G.6)

where we denote by Q ◦ G the family generated by the composition of functions
Q ◦ g, for g ∈ G.

Proof. From (G.3) we can write the empirical Rademacher complexity of the composition
of functions Q ◦ g as

R(Q ◦ G;X) = E sup
g∈G

∣∣∣∣∣ 1
E

E∑
n=1

rnQ
(
g(xn)

)∣∣∣∣∣ . (G.7)

Since Q is L -Lipschitz and Q(0) = 0, from (G.5) we can write∣∣Q( g(xn)
)∣∣ =

∣∣Q( g(xn)
)

− Q(0)
∣∣ ≤ L

∣∣g(xn)
∣∣, (G.8)
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for n = 1, 2, . . . , E. By defining

un ≜


Q
(
g(xn)

)
L g(xn) if g(xn) ̸= 0,

an arbitrary number in [−1, 1] if g(xn) = 0,

(G.9)

we can also write
Q
(
g(xn)

)
= L ung(xn), (G.10)

which, when used in (G.7), yields

R(Q ◦ G;X) = L E sup
g∈G

∣∣∣∣∣ 1
E

E∑
n=1

rnun g(xn)

∣∣∣∣∣ . (G.11)

Observe from (G.8) and (G.9) that

|un| ≤ 1 for n = 1, 2, . . . , E. (G.12)

Consider now the function

f(u) = E sup
g∈G

∣∣∣∣∣ 1
E

E∑
n=1

rnun g(xn)

∣∣∣∣∣ , (G.13)

with u = [u1, u2, . . . , uE ] ∈ [−1, 1]E . Applying the triangle inequality and exploiting the
subadditivity of the supremum, it is readily seen that f(u) is a convex function of u. As
a result, over the hypercube [−1, 1]E (which is a compact convex set), the maximizers
of f(u) must be extreme points of this hypercube, i.e., vectors with all entries equal to
±1.2 Let u⋆ be one maximizer, then we can write

R(Q ◦ G;X) ≤ L E sup
g∈G

∣∣∣∣∣ 1
E

E∑
n=1

rnu
⋆
n g(xn)

∣∣∣∣∣ . (G.16)

We want to evaluate explicitly the expectation over the Rademacher variables rn in
(G.16). To this end, we introduce the random vector r = [r1, r2, . . . , rE ] and observe

2Observe that C = [−1, 1]E is a compact convex set, and denote by EC the set of extreme
points of C, which are defined as points that do not lie in any open line segment joining two
points in C [146]. Accordingly, the extreme points are vectors with all entries equal to ±1,
yielding |EC | = 2E . We denote these extreme points by ym, for m = 1, 2, . . . , 2E . From the
Krein-Milman theorem [146], it follows that C is equal to the closed convex hull of the extreme
points. This result implies that any u ∈ C can be written in the form

u =
2E∑
m=1

qmym, ym ∈ EC , (G.14)

where {qm} are nonnegative weights that add up to 1. Then, using (G.14) and the convexity of
the function f defined by (G.13), we get

f(u) = f

 2E∑
m=1

qmym

 ≤ 2E∑
m=1

qmf(ym) ≤ max
m∈{1,2...,2E}

f(ym), (G.15)

which shows that f is maximized at some extreme point(s).
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that, since the Rademacher variables rn are iid with P[rn = 1] = P[rn = −1] = 1/2,
the vector r takes all possible values in the set {−1, 1}E (i.e., in the E-fold Cartesian
product of binary sets {−1, 1}) with equal probability 2−E . As a result, Eq. (G.16) can
be rewritten as

R(Q ◦ G;X) ≤ L ×
∑

r∈{−1,1}E

1
2E sup

g∈G

∣∣∣∣∣ 1
E

E∑
n=1

rnu
⋆
n g(xn)

∣∣∣∣∣
= L ×

∑
r′∈{−1,1}E

1
2E sup

g∈G

∣∣∣∣∣ 1
E

E∑
n=1

r′n g(xn)

∣∣∣∣∣
= L E sup

g∈G

∣∣∣∣∣ 1
E

E∑
n=1

rng(xn)

∣∣∣∣∣ = L R(G;X), (G.17)

where the first equality holds because, irrespective of the particular value of u⋆, when
r spans the set {−1, 1}E , the vector r′ = [r1 u

⋆
1, r2 u

⋆
2, . . . , rE u

⋆
E ] spans the same set.

Comparing (G.17) with (G.6), we see that the proof is complete.
■

G.2 Multilayer Perceptrons

It is desirable to relate the Rademacher complexity to the system parame-
ters that characterize a particular problem, e.g., the depth and weights of
a neural network, the feature space, the size of the training set, and so on.
In this section we establish a useful relation for the multilayer perceptron
(MLP) from Example 12.2, considering the binary classification case with
H = 2. This relation will reveal in particular that with bounded features,
the Rademacher complexity of norm-constrained MLPs (where the weight
matrices are bounded) scales as 1/

√
E with the number of samples E. The

result is illustrated in the next lemma, which is adapted from [13, 137].

Lemma G.2 (Rademacher complexity of norm-constrained MLP). Assume that
each entry x(i) of the feature vector x ∈ Rd is bounded, namely,

max
i∈{1,2,...,d}

|x(i)| ≤ xmax < ∞. (G.18)

Consider the MLP represented in Figure 12.2 for the binary case H = 2. This
MLP has L layers (excluding the final softmax layer). For l = 1, 2, . . . , L, the
number of nodes at layer l is denoted by nl. The output of the Lth layer has
one node (because H = 2) and computes a decision statistic

h(x) = h(x; θ1). (G.19)

Assume that the MLP is characterized by: i) an activation function σa that is
Lσ-Lipschitz and satisfies σa(0) = 0; and ii) a weight matrix at layer l, denoted
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by Wl, fulfilling the bounded-norm condition

∥Wl∥1 = max
m∈{1,2,...,nl}

nl−1∑
i=1

∣∣∣w(l)
im

∣∣∣ ≤ wmax < ∞ for l = 1, 2, . . . , L, (G.20)

where ∥Wl∥1 is the maximum absolute column sum norm of the matrix Wl and
w

(l)
im denotes the (i,m) entry of the same matrix.

Let H denote the family of possible functions h generated at the Lth layer by
the considered MLP. Then, the empirical Rademacher complexity of this family
of functions obeys the following bound:

R(H;X) ≤ 2wmax xmax√
E

(wmax Lσ)L−1
√

log(2d). (G.21)

Proof. We recall that, according to the notation introduced in Example 12.2, g(l)
m denotes

the function computed by node m belonging to layer l of the MLP. We start by showing
that all functions g(l)

m corresponding to the same layer belong to a common function
family Gl. That is, g(l)

m ∈ Gl for m = 1, 2, . . . , nl.3 We prove this result for any layer
l ≥ 2, with the reasoning being similar for the first layer described by (12.27).

In view of (12.26), for any layer l ≥ 2 we have

g(l)
m (x) =

nl−1∑
i=1

w
(l)
im σa

(
g

(l−1)
i (x)

)
. (G.22)

Examining (G.22), we see that the admissible functions generated at nodes m =
1, 2, . . . , nl are linear combinations of a nonlinear transformation of the functions gen-
erated at the previous layer l − 1. In view of (G.20), the weights w(l)

im of this linear
combination must obey the condition, for m = 1, 2, . . . , nl,

nl−1∑
i=1

∣∣∣w(l)
im

∣∣∣ ≤ wmax. (G.23)

Since this condition is the same for all nodes m, we conclude that the admissible functions
generated at all nodes of the lth layer belong to the same family, which we denote by Gl.
Note that the decision statistic we are interested in is the function computed by the
single node of layer L, which means that we have the identity H = GL.

To evaluate the (empirical) Rademacher complexity of GL, we construct a recursion
over the number of MLP layers, similarly to what was done in [137]. First, we establish
that the empirical Rademacher complexity of one layer is upper bounded by the empirical
Rademacher complexity of the previous layer, scaled by a suitable constant. Second, we
apply recursively the obtained bound from the last to the first layer. Third, we derive
an upper bound on the Rademacher complexity of the first layer. The combination of
the three steps yields an upper bound on the Rademacher complexity of the last layer,
i.e., of the MLP.

Consider then the lth layer and denote by Wl the family of vectors w = [wi] ∈ Rnl−1

that have L1 norm bounded by wmax. In view of (G.22), for l ≥ 2 the Rademacher

3Actually, for layer L there is nothing to show since nL = 1.
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complexity of the family Gl can be expressed as

R (Gl;X) = E sup
w∈Wl
g1∈Gl−1
g2∈Gl−1

...
gnl−1∈Gl−1

∣∣∣∣∣ 1
E

E∑
n=1

rn

nl−1∑
i=1

wiσa
(
gi(xn)

)∣∣∣∣∣ , (G.24)

where rn are iid Rademacher random variables and where we see that each function
gi, for i = 1, 2, . . . , nl−1, is selected from the family Gl−1. By applying the triangle
inequality, we have∣∣∣∣∣ 1

E

E∑
n=1

rn

nl−1∑
i=1

wiσa
(
gi(xn)

)∣∣∣∣∣ =

∣∣∣∣∣
nl−1∑
i=1

wi
1
E

E∑
n=1

rnσa
(
gi(xn)

)∣∣∣∣∣
≤
nl−1∑
i=1

|wi| ×

∣∣∣∣∣ 1
E

E∑
n=1

rnσa
(
gi(xn)

)∣∣∣∣∣ . (G.25)

Taking the supremum over w ∈ Wl and gi ∈ Gl−1, and exploiting the subadditivity of
the supremum (relative to gi ∈ Gl−1), we further get

sup
g1∈Gl−1
g2∈Gl−1

...
gnl−1∈Gl−1

nl−1∑
i=1

|wi| ×

∣∣∣∣∣ 1
E

E∑
n=1

rnσa
(
gi(xn)

)∣∣∣∣∣

≤ sup
w∈Wl

nl−1∑
i=1

|wi| × sup
gi∈Gl−1

∣∣∣∣∣ 1
E

E∑
n=1

rnσa
(
gi(xn)

)∣∣∣∣∣
= wmax sup

gi∈Gl−1

∣∣∣∣∣ 1
E

E∑
n=1

rnσa
(
gi(xn)

)∣∣∣∣∣ . (G.26)

Using (G.25) and (G.26) in (G.24) we obtain

R (Gl;X) ≤ wmax E sup
gi∈Gl−1

∣∣∣∣∣ 1
E

E∑
n=1

rnσa
(
gi(xn)

)∣∣∣∣∣ = wmaxR (σa ◦ Gl−1;X) , (G.27)

which, applying Lemma G.1, yields the following recursion relating the empirical
Rademacher complexities at layers l and l − 1:

R (Gl;X) ≤ wmax LσR (Gl−1;X) . (G.28)

Iterating (G.28) from the last layer L to the first layer, we obtain

R (H;X) = R (GL;X) ≤ (wmax Lσ)L−1R (G1;X) . (G.29)

It remains to bound the empirical Rademacher complexity relative to each node of
the first layer, which has a simpler structure implementing a linear combination of
the feature vector entries. To characterize the complexity of such a structure, we
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can directly use [137, Lemma 15], applied with the choices p = 1, γ = wmax, and
∥xn∥∞ = maxi∈{1,2,...,d} |xn(i)| ≤ xmax, obtaining

R (G1;X) = E sup
w∈W1

∣∣∣∣∣ 1
E

E∑
n=1

rn

d∑
i=1

wixn(i)

∣∣∣∣∣ ≤ 2wmaxxmax√
E

√
log(2d), (G.30)

which, when used in (G.29), yields the final result.
■
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